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Zusammenfassung 

Heutzutage wird unsere (westliche) Welt von Digitalisierung geprägt. Diese wird mit Hilfe von 

Informations- und Kommunikationstechnologien realisiert, die erhebliche Mengen an Energie 

verbrauchen. In der öffentlichen Debatte werden negative Effekte der Digitalisierung auf die Umwelt 

mit dem Energieverbrauch von Hardware, insbesondere mit von limitierten Akkulaufzeiten mobiler 

Geräten, in Verbindung gebracht. Jedoch fehlt es bei vielen an Bewusstsein für Umweltwirkungen, die 

durch Software, als Treiber für Hardware, hervorgerufen werden, auch wenn das entsprechende 

Forschungsfeld wächst. 

Daher geht die vorliegende Doktorarbeit der Frage nach: Wie kann Aufmerksamkeit von (a) 

Entwicklern und (b) Nutzern für Umweltwirkungen von Software geschaffen werden? Mit (a) einer 

Berechnungsmethode für den ökologischen Fußabdruck von Softwareprojekten und (b) einem, durch 

eine Nutzerumfrage evaluierten Konzept für eine Umweltkennzeichnung von Softwareprodukten 

werden in dieser Arbeit zwei Strategien zur Lösung beider Fragen präsentiert. 

Die Doktorarbeit kann so als Basis für weitere Forschung zur Brückenbildung von Wissenschaft zur 

Gesellschaft im Kontext von Umweltauswirkungen von Software dienen. Die gewonnenen 

Erkenntnisse können Startpunkte sein für praktische Umsetzungen von Methoden und Werkzeugen, 

die eine umweltfreundlichere Art der Softwareentwicklung und aussagekräftige Informationen über 

Umweltwirkungen von Softwarenutzung ermöglichen. 

Um die Umsetzung und Weiterentwicklung der Forschungsergebnisse der vorliegenden Arbeit in 

Gang zu bringen, werden Aufforderungen an verschiedene Stakeholder gerichtet, die als besonders 

relevant eingeschätzt werden und damit die Zielgruppen der Arbeit darstellen – Forschende, 

Zertifizierungsstellen, öffentliche Beschaffung & unternehmerisches Beschaffungswesen und 

Umweltverbände. 
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Summary 

Nowadays, our (western-world) society is characterized by digitalization. This is realized by 

information and communication technologies, consuming a huge amount of energy. The fact that 

digitalization comes along with a lot of negative effects onto the environment is slightly known in the 

case of energy consumption by hardware, especially regarding mobile devices, having a limited 

battery life. However, awareness of environmental issues of software, being the driver of hardware, is 

mainly missing, even if the research field addressing corresponding issues is growing. 

Thus, the doctoral thesis at hand addresses the question How to draw (a) developers’ and (b) users’ 

attention to environmental issues of software? By presenting (a) a calculation method of the carbon 

footprint of software projects and (b) a concept for an eco-label for software products, evaluated by a 

user survey, the doctoral thesis provides two strategies how to draw the attention to environmental 

issues of software. 

Summarizing, this thesis can act as a basis for further research in bridging from science to society in 

the context of environmental issues of software. Its findings can be seen as starting points for practical 

implementations of methods and tools supporting a more environmentally friendly way of developing 

software and informing about environmental issues of software usage. 

In order to get the implementation of the research results of the thesis going, it highlights practical 

implications for diverse groups of stakeholders – researchers, certifiers, public administration and 

professional purchasers, and environmental associations – that have been identified as being important 

for the practical implementation of the presented concepts and, thus, represent the target group of the 

doctoral thesis. 
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Environmental Issues of Software: How 

to Bridge from Science to Society 

– Framework paper – 

1 Introduction & Motivation: Green and Sustainable 

Software 

Our daily lives are more and more connected to information and communication technology (ICT) 

products: “Digitalization”, “Internet of Things”, “always online”, “digital natives”, “Big Data” are 

keywords describing the innovations of the last years. Overall, it is hardly possible to imagine todays’ 

(western-world) society without ICT. However, these developments require a lot of energy. Even if 

the devices themselves are more and more energy efficient [United Nation Environment Programme 

2003; OECD 2015], the overall energy consumption caused by using ICT products is increasing 

worldwide [van Heddeghem et al. 2014; Andrae and Edler 2015; Malmodin and Lundén 2016]. 

Moreover, ICT is a relevant contributor to CO2 emissions [San Murugesan 2008] on the one hand but 

helps to reduce these emissions on the other hand [Verdecchia et al. 2017]. 

While environmental impacts caused by hardware products have been known and addressed for 

several years by terms of “Green IT activities”, the consideration of the software side is, in 

comparison, more or less at the beginning [Penzenstadler et al. 2014a; Verdecchia et al. 2017]. Indeed, 

the idea to include software is reasonable since “software characteristics determine which hardware 

capacities are made available and how much electric energy is used by end-user devices, networks, 

and data centers.” [Hilty et al. 2015] Thus, addressing the software side of Green IT, can have a huge 

impact on a more sustainable everyday life [Anwar and Pfahl 2017] and refers to the energy that is 

used by hardware while software is running on it [Ferreira 2011]. 

The issue of so called “green” or rather “sustainable software” has increasingly become a 

research focus during the last years [Penzenstadler et al. 2012; Penzenstadler et al. 2014a; Lago et al. 

2015; Verdecchia et al. 2017]. Figure 1 depicts the rising number of publications in the research fields 

“green computing” and “green software”. While the number of papers increases for all of the used key 

words, the raising numbers for papers regarding “sustainable software” are especially noticeable.
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Figure 1  Development of the number of papers published in the context of “green and sustainable software” from 2007 to 
2017 based on Google Scholar results. The search on Google Scholar was conducted on April 18th, 2018 and used the key 

words: “green software”, “sustainable software”, “energy efficient software”, “green ict”, and “software sustainability” 
(always including the quotation marks) (Source: updated version of [Paper 3, Figure 1]) 

However, the transfer of resulting ideas, approaches, procedure models, recommendations, etc. to 

practical implementations is still missing [Dookhitram et al. 2012; Souza et al. 2014; Chitchyan et al. 

2016; Manotas et al. 2016; Pang et al. 2016]. Different studies show that programmers [Manotas et al. 

2016; Pang et al. 2016; Groher and Weinreich 2017], students [Dookhitram et al. 2012; Selyamani and 

Ahmad 2015; Torre et al. 2017], IT managers [Kogelman 2011], and users [Ferreira 2011] are not or 

just slightly aware of green computing issues. In case of software, the awareness and knowledge are 

even worse than in hardware contexts. Hence, the overall motivation for this doctoral thesis is to find 

and prepare solutions to create and increase the awareness of environmental issues caused by using 

software products. In this context, the focus is set on the users’, for the main part, as well as on the 

developers’ perspective (see Subsection 3.3). Nevertheless, groups like administrators, vendors, and 

researchers cannot be excluded entirely since the groups overlap in many cases. Not only users might 

look for information on the environmental impacts of the products, also vendors do and might see 

unique selling points in that kind of information. This also applies for administrators: if developers lay 

emphasis on an environmental friendly way of production, this attitude should be kept while 

administrating and maintaining software products. Overall, the perspective of researchers should be 

kept in mind in order to attain a continuously improving process in the context of addressing 

environmental issues of software and the awareness of it. 

Summarizing, the aim of the doctoral thesis is to provide strategies how to inform about 

environmental issues of software. In order to do so, the following section presents the background 

information the thesis is based on. 

The framework paper for the individual contributions listed in Table 1 is structured as follows: 

The next Section 2 will present the field of research on green and sustainable software engineering. 
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Thus, it introduces definitions and provides an insight into current scientific approaches. Based on this 

theoretical framing, the objectives of the work, including guiding research questions, target groups and 

research design are described in Section 3. Section 4 presents the solutions addressing the research 

question of the doctoral thesis before the final Section 5 sums up the main findings, specifies 

recommendations towards different stakeholders and goes into key aspects and future directions of the 

work. 

2 Theoretical framing: definitions and field of research 

In order to define the driving research question, the following subsection will provide background 

information and give some insights into the current state of research in the context of green software 

and its engineering. The aim of this section is to present the scientific basis that the doctoral thesis at 

hand is built upon, in order to be able to bring the research done in line with existing research in the 

addressed field. Comprehensive discussions on the state of literature and related work can be found in 

the corresponding Papers 1 to 5, especially [Paper 3, Section 2]. 

2.1 Green and sustainable software 

2.1.1 Definition and characterizations 

The doctoral thesis refers to the following definition of “green and sustainable software”: 

“Sustainable Software is software, whose impacts on economy, society, human beings, and 

environment that result from development, deployment, and usage of the software are minimal 

and/or which have a positive effect on sustainable development.” [Dick and Naumann 2010; 

Naumann et al. 2011] 

and uses the terms “green software” and “sustainable software” in an analogous manner. 

Apart from this definition by Dick and Naumann [2010], different researchers published 

definitions in the addressed field during the last years [Taina 2011; Bozzelli et al. 2013; Calero et al. 

2013b; Penzenstadler 2013a; Ahmad et al. 2014; Betz and Caporale 2014; Penzenstadler et al. 2014b; 

Lago et al. 2015; Schmidt 2016]. In doing so, they set different foci: 

• Dick and Naumann [2010] explicitly refer to the life cycle of a software product (see 

Subsection 2.1.2). 

• Penzenstadler [2013a] differentiates between “sustainable software” in the sense of energy-

efficiency and “software engineering for sustainability” to improve software with regard to 

different dimensions of sustainability in corresponding application domains. 



Environmental issues of software: how to bridge from science to society 
 

 

 

[Framework paper] | 4 

• Penzenstadler and Femmer [2013], Razavian et al. [2014], and Lago et al. [2015] include a 

technical dimension of sustainability while talking about sustainable software. 

• Calero et al. [2013b] talk about the “capacity of developing a software product in a sustainable 

manner” and understand sustainability as a non-functional requirement. 

• Betz and Caporale [2014] point out that it is important to also include the underlying business 

processes when integrating sustainability in the context of software systems. 

• Ahmad et al. [2014] see the focus on the development aspects for long living systems. 

The mentioned definitions and the terminology of green and sustainable software are described, 

compared, and discussed in a more detailed way in [Mahaux et al. 2011; Kern et al. 2013; Calero and 

Piattini 2015; Hilty and Aebischer 2015; Kharchenko and Illiashenko 2016] as well as in [Paper 5]. 

Overall, all of them underline “(1) environmental and resource protection as well as (2) supporting 

sustainable development, including the three pillars of sustainability, but setting priorities” [Paper A]. 

Thus, even if they are to be understood in contexts of different perspectives [Penzenstadler 2013b], the 

motivation for the approaches on sustainable software is the same. All of them refer to sustainable 

development in the sense of the Brundtland Report [United Nations General Assembly 1987], even if 

the original three dimensions – environment, economy, and society – are, in some cases, extended by a 

“human” [Goodland 2002b] or an “individual” [Penzenstadler and Femmer 2013] as well as a 

“technical” dimension [Penzenstadler and Femmer 2012; Razavian et al. 2014; Lago et al. 2015]. 

Even if the focus of this doctoral thesis is set on the environmental dimension of sustainability, 

similarly to e.g. [Naumann et al. 2011; Bozzelli et al. 2013; Penzenstadler et al. 2014a; Lago et al. 

2015], I am aware of the connection between the three or rather five dimensions. Additionally, 

although I chose one specific definition I am referring to, I do not want to speak out in favor of one 

single definition in the addressed research field. It is rather possible to evolve different foci and 

perspectives in that way. That might keep the field active and keep varied discussions ongoing. 

Nevertheless, the definition by Dick and Naumann [2010] and the focus on environmental issues of 

software were chosen to provide a common basis for the research done. 

2.1.2 Life cycle of software 

Talking about “life cycles” within software engineering, one must differentiate between a “life cycle 

of a software product” and a “software development life cycle”. Both approaches can be seen in 

relation to sustainability or environmental issues. While other references talk about “software 

development life cycles” [Shenoy and Eeratta 2011; Mahmoud and Ahmad 2013], I refer to the life 

cycle of a software product in the sense of terms of life cycle assessment (LCA) and a cradle-to-grave 

approach [Tischner et al. 2000] as presented in [Dick and Naumann 2010; Naumann et al. 2011] and 

depicted in Figure 2. 
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Figure 2  Life cycle of software products (simplified representation of the life cycle proposed by Naumann et al. [2011]) 

Thus, the life cycle presents a product lifecycle as described in ISO/TR 14062 [Deutsches Institut 

für Normung e.V. 2003]. It comprises a development, distribution, usage, deactivation, and disposal 

phase. The idea of considering a lifecycle of software products is to assess ecological, social, human, 

and economic impacts during software development [Naumann et al. 2011]. Regarding creating 

awareness of environmental issues of software, the development and the usage phase are especially 

important (see Section 3.1). 

An earlier approach by Göhring [2004] talks about “three levels of impacts and opportunities of 

ICT”, namely “Effects of ICT supply”, “Effects of ICT usage”, and “Systemic effects of ICT”. 

Mocigemba [2006] presents “six dimensions of the Sustainable Computing Concept” by 

distinguishing between focus on the product, the production process, and consumption process – each 

from the hardware as well as from the software level. He concentrates on social and human issues of 

computing. A clear focus on the software level and its impacts on sustainable development in regards 

to life cycle phases is set e.g. by Naumann [2008] and Abenius [2009]. 

In contrast to the product life cycle of software, a development life cycle approach intends to 

include sustainability issues in the development phase and distinguishes between the following phases: 

requirement, design, implementation / development (or) coding, testing, and maintenance [Afzal et al. 

2013; Mohankumar and Anand 2015; Sharma et al. 2015]. However, Afzal et al. [2013] and Sharma et 

al. [2015] mainly reduce sustainability to the sense of energy efficiency. Regarding how to integrate 

energy efficiency issues into the proposed process, Sharma et al. [2015] propose procedures for each 

of the phases. For example, they recommend studying the requirements in terms of energy efficiency 

and validating a green design for the product and manufacturing process. Overall, they suggest that 

“all the [sustainable development life cycle] stages are similarly connected to the green analysis phase 

in a cyclic manner”. Thus, after completing one of the processes, the green analyses proves if the 

completion is done in the sense of green computing. Mohankumar and Anand [2015] do not expand on 

how to integrate sustainability issues. 

2.2 Green Software Engineering: field of research  

ICT Sustainability and Green IT in general cover, as summarized by Lami and Buglione [2012] and 

Agarwal et al. [2012], hardware energy efficiency, optimization of algorithms, architecture as well as 

services, and green software engineering. Within my doctoral thesis, I focus on the latter. An analysis 

of the research on green software engineering in 2015/16 identified the following sub-domains: 

1) sustainable mobile applications, 2) sustainable software design and development, 3) energy-aware 
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resource scheduling/management, 4) green computing in networks, 5) sustainable requirements 

engineering, 6) green in big data, cloud and data centers, 7) software energy consumption, 8) other 

[Anwar and Pfahl 2017]. Both classifications give an insight into topics of the research field. More 

details of the research within the last years can be found in corresponding literature reviews or similar 

descriptions of the research field, e.g. [Calero et al. 2013a; Penzenstadler et al. 2014a; Anwar and 

Pfahl 2017; Verdecchia et al. 2017]. In order to get an overview of the field, Verdecchia et al. [2017] 

mapped current research activities to the conceptual framework of ICT effects presented by Hilty et al. 

[Hilty 2008; Hilty and Aebischer 2015], means to direct effects, effects of use, and systematic effects. 

In addition, they propose to include the category of “people awareness effects”.  

All of the research studies underline that the addressed field – green ICT and especially the focus 

on software – is a relatively young research field [Penzenstadler et al. 2014a; Verdecchia et al. 2017]. 

Even if studies of the field were just published in 2003 onwards [Calero et al. 2013a; Verdecchia et al. 

2017], the topic “has received wide-spread attention in the software engineering community” 

[Penzenstadler et al. 2014a]. However, according to Penzenstadler et al. [2014a], “there are many 

different roads being explored but there are no methods and models yet that can be considered as 

established for [Software Engineering for Sustainability (SE4S)].” According to Anwar and Pfahl 

[2017], most of the research studies done in 2015/16, present a method (64 % of the analyzed papers). 

These findings go along with an earlier literature study by Penzenstadler et al. [2014a]. Both studies 

identified the “validation” as a research gap, i.e. the implementation and testing of research approaches 

in the industry. 

Bridging from industry and practice to research activities and vice versa and, thus, developing 

metrics, “explaining the correlation between energy usage and other quality attributes” [Anwar and 

Pfahl 2017], could “help in strengthening or correcting the assumptions currently used by software 

practitioners” [Anwar and Pfahl 2017]. This, as well as the assumption that “research focuses on non-

functional requirements like performance and efficiency, where attributes like sustainable and energy 

efficiency are ignored” [Anwar and Pfahl 2017], and the lack of addressing people’s awareness 

[Verdecchia et al. 2017], underlines the relevance of the research done within the doctoral thesis at 

hand. 
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2.3 Awareness of Green Software 

Referring to: Green Computing, Green Software, and Its Characteristics: Awareness, Rating, 

Challenges [Paper B] 

Kern, Eva (2017): Green Computing, Green Software, and Its Characteristics: Awareness, Rating, 

Challenges. In: Otjacques, Benoît; Hitzelberger, Patrik; Naumann, Stefan; Wohlgemuth, Volker 

(Hrsg.). From Science to Society: New Trends in Environmental Informatics. Springer International 

Publishing. pp. 263-273, online: https://link.springer.com/chapter/10.1007/978-3-319-65687-8_23 

Abstract. Issues of green computing, especially on the hardware side, arouse interest of scientific 

communities since several years. The number of scientific publications and research activities rises. 

This begs the question if resulting ideas, approaches, and findings find their way from science to 

society. Hence, similar to different researchers, we conducted a survey regarding corresponding 

issues. Since we focused on software users, we will compare our results to those addressing 

students, practitioners, and IT managers. The following paper will provide an insight into awareness 

of green software and green computing, present a user survey we conducted in the summer of 2016 

in Germany, and approaches on how to create awareness to environmental issues of ICT, especially 

on the software side. 

Within my doctoral thesis, I especially refer to people’s awareness as introduced by Lago and Jansen 

[2010]. Lago, Jansen refer to service-based applications and explain the “people awareness” as “the 

way users exploit [software as-a-service], by making them realize their energy consumption” [Lago 

and Jansen 2010]. This interpretation seems to be transferrable to software in general and can be 

increased by the realization of people’s impact on sustainable development while using software. This 

kind of awareness stands in contrast to process and service awareness1. Lago and Jansen [2010] 

propose to offer green metrics to gather the greenness of services and provide feedback on it and 

present a corresponding model. Another awareness model is suggested by Jagroep et al. [2017]. Their 

“awareness model for software energy consumption” is intended to “capture the awareness of 

stakeholders involved with product development.” [Jagroep et al. 2017] 

Other studies analyze the awareness of green computing [Kogelman 2011; Dookhitram et al. 

2012; Selyamani and Ahmad 2015] or rather green software [Ferreira 2011; Manotas et al. 2016; Pang 

et al. 2016; Groher and Weinreich 2017; Torre et al. 2017]. In my conference paper “Green 

Computing, Green Software, and Its Characteristics: Awareness, Rating, Challenges” [Paper B], I 

address the questions (i) Is there an awareness towards green computing and especially green 

software? and (ii) How can the awareness towards these topics be raised and/or increased? 

Reviewing existing research in this context led to the conclusion that knowledge about green 

computing of the interviewed programmers, students, practitioners, buyers, suppliers, and managers is 

given [Ferreira 2011; Kogelman 2011; Pang et al. 2016; Torre et al. 2017]. However, even if they have 

                                                      

1  Process awareness: “convince decision makers of the urgency of adopting ecological strategies in the 
processes of managing their IT portfolios and bring IT practitioners to adopt innovative ecological models in 
the way they engineer SBAs, i.e. in the development process”; service awareness: “define and implement 
how ecological strategies can be adopted by service-oriented software” (Lago and Jansen [2010])  

https://link.springer.com/chapter/10.1007/978-3-319-65687-8_23
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some knowledge in the context of Green IT, they do not know how to integrate that into their daily 

routine [Dookhitram et al. 2012; Chitchyan et al. 2016; Pang et al. 2016]. Since studies addressing the 

group of software users are mostly missing, I addressed this research gap. The user survey done within 

the doctoral studies is presented in Section 4.2.3 and, in more detail, in Paper 3.  

3 Objectives of the doctoral thesis 

This doctoral thesis aims at presenting approaches on how to draw attention to environmental issues of 

software. In order to specify this general objective, the following section introduces the guiding 

research questions, provides an overview of the relevant papers of the cumulative thesis, describes the 

target groups and presents the overall research design of the work. 

3.1 Guiding research questions  

Driven by the thesis that users can make a difference in the resulting environmental impacts caused by 

software if they are aware of the topic and their possibilities to change something [Ferreira 2011], the 

thesis focuses, as described above, on the users’ perspective. Here, the term “users” refers to those 

who are using software products on desktop PCs, laptops, smartphones or similar end-user devices in 

private and professional contexts. They do not need skills in developing, maintaining or administrating 

software products. The term “users” stands in contrast to developers, administrators, IT managers, 

purchasers, distributors, and vendors. However, the members of the groups overlap (see Section 1 and 

Paper 2). 

Besides users, the awareness of software developers may also have a large impact within the 

question on how to counteract the increasing environmental effects of ICT, especially software. They 

are the ones who have the possibilities and knowledge to influence the resulting impacts of software 

usage in an early phase of the software development life cycle [Naumann et al. 2011]. Thus, the 

doctoral thesis goes slightly into the developer’s possibilities, as well. 

The focus of the doctoral thesis is set on the users’ as well as the developers’ perspective for 

several reasons: First, the development and the usage phase do have a significant impact onto 

environmental effects caused by software [Jagroep et al. 2017; Maevsky et al. 2017]. While the 

development phase predefines the main characteristics of a software product, using the product 

directly influences the environment by consuming (natural) resources and energy. Second, in most of 

the cases, having standard software in mind, users can be change makers in the way of using software 

or in setting requirements for products that are sold. Besides, meeting the resulting demand for 

products being more environmentally friendly, software developers are needed. Third, aiming at 

spreading the idea of green and sustainable software over its whole life cycle, it is necessary to create 

transparency in this context. This can be reached if a large group is informed. Having the different 
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stakeholders of (software) sustainability in mind [Penzenstadler et al. 2013; Herzog et al. 2015], users 

represent the biggest group and just slightly overlap with academia. In that way, it seems to be 

possible to bridge from science to society. Johann and Maalej [2015] point out “that the inclusion of 

users and their communities in the engineering processes has a high potential to support sustainable 

software engineering”. Lami et al. [2013] also understand the user as one resource that should be taken 

into consideration while dealing with the sustainability of the whole software process. 

Consequently, the resulting main two-part research question for the doctoral thesis at hand is: 

a) How to draw developers’ attention to environmental issues of software? 

b) How to draw users’ attention to environmental issues of software? 

While researching possibilities on how to create awareness of environmental issues of software, 

two approaches stand out from the collection of ideas: calculating the carbon footprint of software 

over the different life cycle phases and creating an eco-label for software products to inform about its 

environmental impacts. These two approaches could be mapped to the groups addressed in this 

doctoral thesis: 

a) Developers could be informed about environmental issues of software by calculating the 

carbon footprint of the development of software products. 

b) Users could be informed about environmental issues of software by providing an eco-label for 

software products. 

Following these two approaches, further research questions arise: 

1. Carbon footprint 

RQ1:  How can the carbon footprint of the development of software products be calculated? 

The aim is to suggest a method to evaluate the development phase of software products from 

the perspective of environmental issues. The method should be easy to integrate in existing 

development processes and easy to learn. 

2. Eco-label 

RQ2:  What are criteria for green software products, upon which an eco-label could be 

based? 

The aim is to go one step further in the direction of a collective understanding of green and 

sustainable software. Additionally, this will move forward the creation of an information 

medium on green software aiming to notify especially software users about environmental 

issues of software and its usage. 
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RQ3:  Which aspects of green software products raise the highest interest of users and 

should be labelled? 

The aim is to find out the users’ interest in environmental issues of software. Thus, the eco-

label should be based upon criteria that (i) have a high relevance from the perspective of 

environmental impacts and (ii) raise a high interest of those who should be aware of it, 

meaning especially software users. 

RQ4:  What are aspects influencing the user acceptance of an eco-label for software 

products? 

The aim is to find out aspects that should be considered while developing an eco-label for 

software products in order to reach a high user acceptance for the resulting label. 

3.2 Overview of relevant papers and application to research 

questions 

As already mentioned, the focus is set on the view of users. Hence, the idea of labelling green software 

products will be researched in more detail compared to calculating methods for the carbon footprint of 

software development. The overall focus of this doctoral thesis concentrates on finding possibilities to 

bring the research topic of green software to those developing and using software products. The 

different research papers, as part of the cumulative doctoral thesis, contribute to answer the four 

individual questions RQ1 to RQ4. The combined findings of these papers will address the main 

research question (see Table 1). 

Table 1  Combination of the research questions RQ1 to RQ4 to answer the guiding main research question 

How to draw developers’ attention to environmental issues of software? 

#1 [RQ1] How can the carbon 
footprint of the development of 
software products be calculated? 

[Paper] Kern, Eva; Dick, 
Markus, Naumann, Stefan; 
Hiller, Tim (2014): Impacts of 
software and its engineering on 
the carbon footprint of ICT. In: 
Environmental Impact 
Assessment Review 

[published] 

[Section] 4.1 
Addressing software 
developers: carbon 
footprint of software 
development 

How to draw users’ attention to environmental issues of software? 

#2 [RQ2] What are criteria for green 
software products, upon which an 
eco-label could be based? 

[Paper] Kern, Eva; Hilty, 
Lorenz M.; Guldner, Achim; 
Maksimov, Yuliyan V.; Filler, 
Andreas; Gröger, Jens; 
Naumann, Stefan (2018): 

[Section] 4.2.2 Criteria: 
how to find a basis for 
labelling green software 
products 
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Sustainable software products – 
towards assessment criteria for 
resource and energy efficiency 

[in press] 

#3 [RQ3] Which aspects of green 
software products raise the 
highest interest of users and 
should be labelled? 

[Paper] Kern, Eva (tbd): 
Environmental issues of 
software & its labelling: an end 
user perspective.  
Considered for publication in: 
Sustainable Computing, 
Informatics and Systems 

[submitted] 

[Section] 4.2.3 
Evaluation: user’s 
interest in 
environmental issues of 
software  

#4 [RQ4] What are aspects 
influencing the user acceptance 
of an eco-label for software 
products? 

[Paper] Kern, Eva (2016): 
Communicating Environmental 
Issues of Software: Outline of 
an Acceptance Model. In: 
Advances and New Trends in 
Environmental Informatics 

[published] 

[Section] 4.2.4 
Evaluation: aspects 
influencing the 
acceptance of an eco-
label for software 

Overview of the work done 

#5 [RQ] referring to RQ1 to RQ4 [Paper] Kern, Eva; Guldner, 
Achim; Naumann, Stefan 
(2018): Including Software 
Aspects in Green IT: How to 
Create Awareness for Green 
Software Issues. In: 
Kharchenko, Vyacheslav; 
Kondratenko, Yuriy; Kacprzyk, 
Janusz (Eds.): Green IT 
Engineering: Social, Business 
and Industrial Applications, 
Volume 3 Springer-Series 
“Studies in Systems, Decision 
and Control” 

[in press] 

[Section] referring to the 
whole frame paper 

3.3 Target groups of the doctoral thesis 

While users and developers are in the focus of the work for the doctoral thesis at hand (see 

Subsection 3.1), the target groups of this thesis are those who can push the proposed strategies to reach 

software developers and users. 
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Penzenstadler et al. [2013] present a generic list of stakeholders who are important for 

successfully implementing sustainability issues. The structure of the list follows the five dimensions of 

sustainability: individual, technical, social, environmental, economic [Penzenstadler and Femmer 

2013]. In the context of the doctoral thesis, especially the stakeholders of the environmental dimension 

seem to be relevant. These are [Penzenstadler et al. 2013]: 

• “Legislation (state authority): Environment protection laws are in place to ensure 

sustainability goals. These laws must be reflected in the model. 

• The CSR manager is often also responsible for environmental aspects. 

• Nature conservation activists and lobbyists (e.g., WWF, Greenpeace, BUND)” 

All of them support activities that are supposed to create more environmentally friendly ways of 

life in different contexts. Thus, they are asked to take the findings of the thesis at hand and integrate 

them into their already existing activities. I will outline the specific implementations for each of them 

in Subsection 5.2. 

Herzog et al. [2015] present “Actors for Innovation in Green IT”. They distinguish between 

“Actors Developing Innovation in Green IT” and “Actors Supporting Innovation for Green IT”. In the 

context of this doctoral thesis, the first group seems to be more important. They consist of [Herzog et 

al. 2015]: 

• Standardization bodies, who “take material and tools, generated by industry alliances and 

academia and bring them to standards to be used by governments […] as regulations in laws 

that must (and can) be enforced.” 

• Influential groups, who “propose to enforce and influence [the] development of Green IT by 

addressing the issue at various levels.” 

• Universities and academic institutes, who “include the groups involved in the development 

of Green IT through academic research.” 

• Company members, who “share a common purpose, organizing their resources and skills to 

achieve a well-defined goal.” 

Bringing these two approaches of lists of stakeholders in sustainability, or rather, Green IT 

together, it turns out that the groups have interests in common and overlap (see Figure 3). 

Additionally, they can support each other to reach the shared aim of creating a more environmentally 

friendly, or rather, sustainable way of live. Figure 3 extracts the individual persons from the lists 

proposed by Penzenstadler et al. [2013] and Herzog et al. [2015] in order to gather the target groups 

for this doctoral thesis. The stakeholders of the social and economic dimension [Penzenstadler et al. 

2013] as well as actors supporting innovation for Green IT [Herzog et al. 2015] are not mapped within 

Figure 3 caused by their less relevance for the addressed issue of the doctoral thesis. 
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Summarizing, the target group of the thesis comprises researchers, certifiers, environmental 

associations and public administrations, as well as professional purchasers. Thus, they are 

understood as the subjects or the active part, which can further drive the issue of creating awareness on 

environmental issues of software on the basis of the findings of the doctoral thesis forward. Apart 

from that, there are developers and users, being the objectives or the passive part of the doctoral 

studies, since they are important to be addressed to reach a more environmentally friendly usage 

behavior while developing and using software.  

 

Figure 3  Identifying the target groups for labelling environmental issues of software based on the approaches by 

Penzenstadler et al. [2013] and Herzog et al. [2015] 

Researchers (regarding of the objective “developers”) and certifiers (regarding the objective 

“user”) generate a special interest. Researchers can create guidelines and tools to further support 

developers in creating sustainable software, when considering the findings of this thesis. Here, mainly 

researchers in the field of environmental and sustainability informatics, who are aware of, or rather, 

have an open mind to transdisciplinary research [Mobjörk 2010; Lang et al. 2012], seem to be 

interesting to address. 

Certifiers are experts in developing program guidelines for labels. They can bring the findings of 

the thesis towards an eco-label for software and thus create an information tool for users. Hence, they 

can support the transfer of the research results towards society. It seems to be sensible if they work 

together with environmental associations, who are the experts in informing consumers about 

environmental issues. Even if users are a big group in purchasing software, the interests of the group 

are diverse and thus, it is much harder to find strategies how to address them. Thus, another group who 

could be helpful in the transformation of the findings of the doctoral thesis towards an application in 

practice comprises public administrations and/or professional purchasers. Here, the procurement is in 
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the responsibility of a manageable number of persons, who are in charge of purchasing big amounts of 

software products. Often, they follow procurement guidelines. The idea is that this group takes the 

label into account while they are searching for new software products. The effect might be even bigger 

if the sustainability criteria for software products find its way into the procurement guidelines, than it 

could have in case of private purchasers. In that way, the more-regulated procurement processes can 

represent an example for private purchasing processes. While integrating the guidelines in bigger 

procurement contexts, they can be optimized and thus arranged for the private market. 

3.4 Research design 

For the doctoral thesis at hand I chose an exploratory research design. While preparing the thesis and 

addressing the research questions, presented in Section 3.1, I used different methods [Easterbrook et 

al. 2008]: 

Preparation: Motivation and state of the research 

As a first step, before starting the proper research regarding the defined questions, the 

motivation for the research and the current state of the research had to be analyzed. To do so, I 

used a meta-analysis. Some of the findings of this analysis can be found in the conference 

paper “Green Computing, Green Software, and Its Characteristics: Awareness, Rating, 

Challenges” [Paper B]. Additionally, the results influenced the presentation of “Related 

Work” [Paper 1, 4], “Literature” [Paper 2], or rather description of the “Background” 

[Paper 3, 5] in the papers for the cumulative thesis. 

RQ1:  Calculating the carbon footprint of software development 

The development of the calculation method for a carbon footprint of a software development 

process is based on existing literature, approaches, and guidelines in the context of green 

software and carbon footprinting [International Organization for Standardization; Taina 2010; 

British Standards Institution 2011; Williams 2013]. Thus, these approaches and guidelines 

have been analyzed and, if necessary, transferred to the use case “software”. The calculation 

method has been applied by using statistical data. As a result, an exemplary software company 

served as a basis for a theoretical case study to evaluate the calculation method. 

RQ2:  Criteria for green software products 

In order to find criteria, my co-authors and I2 used a combined approach of a literature review, 

including scientific publications as well as awarding programs for environmental labels. We 

                                                      

2  I will use the personal pronoun “we” from now onwards when referring to work that has been done together 
with my co-authors; talking about parts that I researched or published as single author, I will use “I”. 
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analyzed the resulting collection of possible criteria, evaluated and structured the criteria, and 

presented a set of criteria in a hierarchical order in the end. Then, the application of the set of 

criteria has been tested in order to show how it can be used to compare software products with 

similar functionality in terms of environmental issues. 

RQ3:  Labelling green software products: user’s view 

Besides demonstrating the application of the set of criteria by implementing corresponding 

verification methods, the users’ perspective, being one of the future target groups for an eco-

label for software products, aroused interest. Thus, the criteria ideas have been evaluated by 

conducting an online user survey, addressing especially those using software (in contrast to 

developing, administrating, or purchasing software). 

RQ4:  Aspects influencing the user acceptance of an eco-label for software products 

On the one hand, the user survey addressed the criteria ideas for labelling environmental 

issues of software. On the other hand, the survey considered aspects that might influence the 

user acceptance of an eco-label for software products. In order to gather these aspects, I used a 

modeling approach, based on the Technology Acceptance Model 2, published by Venkatesh 

and Davis [2000]. 

 

Figure 4  Methods, objectives, and deliverables of the doctoral thesis referring to the research questions and the two-part 

structure of the research done 

Summarizing, as depicted in Figure 4, the combination of different research methods lead to the 

results that will be presented within the next two sections.  
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4 Solutions: Concepts on informing developers and users 

about green software issues 

Referring to the two approaches presented in context with the guiding research questions 

(Subsection 3.1), the following section presents both ideas in a more detailed way: how to calculate 

the carbon footprint of software development as well as how to create an eco-label for software. 

Certainly, since the focus is set on the user’s perspective (see Section 3), the research dwells on the 

idea of eco-labelling software products. Nevertheless, the work will present answers to both parts of 

the guiding research question “How to draw developers’ and users’ attention to environmental issues 

of software?”, as presented in Table 1. 

4.1 Addressing software developers: carbon footprint of software 

development 

Referring to: Impacts of software and its engineering on the carbon footprint of ICT [Paper 1] 

Kern, Eva, Dick, Markus, Naumann, Stefan, and Hiller, Tim. 2014. Impacts of software and its 

engineering on the carbon footprint of ICT. Environmental Impact Assessment Review 52, 53–61. 

http://dx.doi.org/10.1016/j.eiar.2014.07.003. 

Abstract. The energy consumption of information and communication technology (ICT) is still 

increasing. Even though several solutions regarding the hardware side of Green IT exist, the 

software contribution to Green IT is not well investigated. The carbon footprint is one way to rate 

the environmental impacts of ICT. In order to get an impression of the induced CO2 emissions of 

software, we will present a calculation method for the carbon footprint of a software product over 

its life cycle. We also offer an approach on how to integrate some aspects of carbon footprint 

calculation into software development processes and discuss impacts and tools regarding this 

calculation method. We thus show the relevance of energy measurements and the attention to 

impacts on the carbon footprint by software within Green Software Engineering. 

In order to catch software developers’ attention to environmental issues of the software products under 

development, they need a) to know about the impacts of the overall process and b) tools to be used 

during the development process to integrate the consideration of these issues during the process. Thus, 

the following section presents a calculation method for the carbon footprint of a software development 

phase. The carbon footprint is one possibility to get an impression of environmental impacts and can 

be calculated during the software development process. 

Generally, the “carbon footprint” can be defined as follows:  

"The carbon footprint is a measure of the exclusive total amount of carbon dioxide emissions that 

is directly and indirectly caused by an activity or is accumulated over the life stages of a 

product." [Wiedmann and Minx 2007] 

In terms of software development, the activities causing CO2 emissions include everything that is 

connected to the development of a specific software product. Within our theoretical case study, 

http://dx.doi.org/10.1016/j.eiar.2014.07.003
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presented in Paper 1, we considered the following factors: employees, office space, and ICT 

infrastructure (see Table 2). 

Overall, the presented method of calculating the carbon footprint of software development is 

guided by the ideas of Taina [2010], guidelines of International Standard ISO/DIS 14067.2 

[International Organization for Standardization], Publicly Available Specification PAS 2050:2011 

[British Standards Institution 2011], and the Green House Gas (GHG) Protocol [Williams 2013]. 

Table 2  Factors considered for the carbon footprint calculation [Paper 1, Table 1] 

Factor Issue 

Employees Commuting 

Office space 
Heating, ventilation, and air conditioning 
(HVAC) 

ICT infrastructure 

PCs, workstations 

Backup storage system 

Rack mount servers 

Server administration 

Uninterruptible power supply (UPS) 
 

The method of calculating the carbon footprint by focusing on the development phase comprises 

the following steps: 

1. Defining the factors to be considered in the carbon footprint calculation (see Table 2) 

2. Acquisition of data relevant for calculation 

3. Assigning the data to the factors considered in the calculation 

4. Calculating the emissions per functional unit by adducing average emission rations (to be 

found in corresponding literature and statistics, depending on the localization of the 

developing enterprise) 

5. Summing-up the emissions of the different factors to get the overall CO2 emissions 

Within Paper 1 of the cumulative doctoral thesis, we presented an approach on how to calculate 

the carbon footprint of the development of software by defining an exemplary company. The focus 

was set on the development phase but also mentioned the usage phase since “the more a software is 

installed after development, the less the development phase is taken into account” [Paper 1]. We chose 

kg CO2 equivalents (CO2e) per person month as the functional unit.  

Calculating the carbon footprint of our example company [Paper 1], we found especially the 

following impacts on the resulting carbon footprint: impacts from commuting, from operating, and 

from the used resources. The last point refers to “(1) the amount of energy used, (2) the kind of energy 

used, and (3) the time of consuming energy.” [Paper 1] Improving these aspects can be instrumental in 
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improving the overall resulting carbon footprint. Generally, it is important that the same conditions are 

ensured when comparing the carbon footprint of the development of different software products. Thus, 

it is, for example, not possible to include the emissions for commuting just in one case. 

Besides impacts on the results of the methods, we touch on challenges during the calculation 

process. The biggest challenge we see is the collection of data during the software development 

process. Thus, we propose (i) to integrate continuous energy efficiency measurements (cf. 

[Drangmeister et al. 2013], [Paper 1]) in order to monitor the energy consumption during the software 

development phase and (ii) to use checklists and standard forms to gather the characteristics of the 

company as well as project relevant data. 

Summarizing, calculating the carbon footprint is “one possibility to get an impression of the 

emissions and to create more transparency and awareness in this context” [Paper 1]. In addition to 

informing about the environmental impacts of software development in form of CO2 emissions, the 

calculation makes it possible to identify optimization potentials. Generally, the proposed method can 

be conducted by software developers themselves or product managers. Thus, the method “allows 

software development teams to take over the responsibility for some decisions regarding the 

development process itself (necessity of meetings, business trips), as well as design decisions that have 

a direct impact on the environmental hardware requirements and also on some social impacts of their 

software products. That means, based on the current carbon footprint of the software, the software 

team can decide if e.g. a business trip is necessary or if it would be better to try to exchange ideas 

during a conference call.” [Paper 1] 

Overall, Paper 1 directly addresses RQ1 “How can the carbon footprint of the development of 

software products be calculated?” Referring to the guiding research question (How to draw 

developers’ attention to environmental issues of software?), it seems to be especially important that 

(i) it is possible to use the method during the development process and thus continuously observe the 

resulting carbon footprint to be able to optimize influencing aspects, (ii) the software developers or 

product managers are able to use the method without huge efforts, and (iii) everyone being part of the 

developing company can be trained, so that the implementation of the calculation method of the 

carbon footprint of software projects as well as the results can improve over time when using the 

method regularly. 

4.2 Addressing software users: eco-label for software products 

The following section presents the idea of labelling green software products (Subsection 4.2.1) and 

possible criteria, upon which an awarding guideline could be based (Subsection 4.2.2). By means of a 

user survey, these ideas have been evaluated. The results are shortly described in Subsection 4.2.3 and 
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in a more detailed way in Paper 3. Additionally, Subsection 4.2.4 introduces aspects that might 

influence the acceptance of a future eco-label for software products. 

4.2.1 Introduction: labelling green software products 

By creating an eco-label for software products, software users should be informed about 

environmental issues. We assume that the information process leads to a more environmentally 

friendly usage of ICT and especially software products. This could reduce the negative environmental 

impacts in this area. 

The approach of labelling products is not new. Generally, eco-labels are defined as follows: 

“Environmental labelling provides an indication of the environmental impact-related 

characteristics of a product, typically on the package containing the product, by private or public 

institutions.” [United Nations 1997] 

Within my doctoral thesis, I refer to ISO Type I environmental labels [International Organization for 

Standardization 1999]: 

“A voluntary, multiple-criteria based, third party programme that awards a license authorizing 

the use of indicating overall environmental preferability of a product within a particular product 

category based on life cycle considerations.” [Sustainable Business Associates 2006] 

Researching a label for green software lead to just marginal findings: there are some approaches 

of labels and similar tools in international contexts (e.g. Greenalytics [Zapico et al. 2010], Green 

Tracker [Amsel and Tomlinson 2010]), especially in the field of a so called “green web” (e.g. Web 

Energy Archive3, Green Web Foundation4). Indeed, an eco-label based upon standardized awarding 

criteria, especially on a national level, is missing. 

Labelling green software products seems to be sensible for several reasons: First, information on 

sustainability relevant aspects regarding software are spread. Second, the transparency in this context 

can be supported and thus it might be possible to transfer an issue of academia to the public. Third, the 

approach is successfully proven for other kinds of products [Lago and Jansen 2010; Rahbar and Abdul 

Wahid 2011; Atkinson and Rosenthal 2014]. 

The first step of conducting research on labelling green software products was to analyze which 

aspects need to be considered during the label development process. Our findings are summed up in 

the paper “Labelling sustainable software products and websites: Ideas, Approaches, and Challenges” 

[Paper A]. In our point of view, it is important (i) to have a common definition to which the label 

                                                      

3  http://www.webenergyarchive.com 
4  https://www.thegreenwebfoundation.org 
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refers, (ii) to identify corresponding criteria, (iii) to decide on a suitable form of representation, (iv) to 

be aware of the proposed target groups of the label, as well as (v) the stakeholders who can support the 

complete labelling process. The first two aspects are the most important ones to create a consistent 

eco-label for software products. Our research activities are based on the definition for green and 

sustainable software products by Dick and Naumann [2010] presented in Subsection 2.1.1. Criteria, 

upon which the label could be based, are presented in the following Subsection 4.2.2 or in Paper 2 in a 

more detailed way. 

Overall, the label itself is defined by the following three points [Paper 5]: 

1. The label should be awarded to environmentally friendly products, i.e. the underlying criteria 

should evaluate environmental impacts of the product but not include social or economic 

aspects. 

2. It should be awarded to the product itself, i.e. without the development and distribution 

process, the surroundings, and the developing organization. 

3. It should be awarded because of “green in software” aspects. This means, the product itself 

should be as environmentally friendly as possible. Products that support environmentally 

friendly processes, or rather make them more environmentally friendly (“green by software”) 

but are not green themselves should not be included. 

These points set the framework for the research that will be presented in the next subsections. 

Thus, when talking about “sustainable” software products, I refer to the “environmental sustainability” 

[Goodland 2002b]. The terms “green software” and “sustainable software” stand for the same 

throughout this thesis. 

4.2.2 Criteria: how to find a basis for labelling green software products 

Referring to: Sustainable software products – towards assessment criteria for resource and 

energy efficiency [Paper 2] 

Kern, Eva; Hilty, Lorenz M.; Guldner, Achim; Maksimov, Yuliyan V.; Filler, Andreas; Gröger, Jens; 

Naumann, Stefan. Sustainable software products – towards assessment criteria for resource and 

energy efficiency, Future Generation Computer Systems [in press] 

Abstract. Ma y authors ha e proposed riteria to assess the environmental friendliness  or 
sustai a ility  of soft are produ ts. Ho e er, a ausal odel that li ks o ser a le properties of 

a software product to conditions of it being green or (more general) sustainable is still missing. 

Such a causal model is necessary because software products are intangible goods and, as such, 

only have indirect effects on the physical world. In particular, software products are not subject to 

any wear and tear, they can be copied without great effort, and generate no waste or emissions 

when being disposed of. Viewed in isolation, software seems to be a perfectly sustainable type of 

product. In real life, however, software products with the same or similar functionality can differ 

substantially in the burden they place on natural resources, especially if the sequence of released 

versions and resulting hardware obsolescence is taken into account. In this article, we present a 

model describing the causal chains from software products to their impacts on natural resources, 

including energy sources, from a life-cycle perspective. We focus on (i) the demands of software 

for hardware capacities (local, remote, and in the connecting network) and the resulting 
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hardware energy demand, (ii) the expectations of users regarding such demands and how these 

affects hardware operating life, and (iii) the autonomy of users in managing their software use 

with regard to resource efficiency. We propose a hierarchical set of criteria and indicators to 

assess these impacts. We demonstrate the application of this criteria set, including the definition 

of standard usage scenarios for chosen categories of software products. We further discuss the 

practicability of this type of assessment, its acceptability for several stakeholders and potential 

consequences for the eco-labelling of software products and sustainable software design. 

In order to award a label for environmental friendliness to any product, it is necessary to have 

awarding criteria. This corresponds to the question what characteristics of green or sustainable 

software products actually are, based on the definition introduced above. According to Anwar and 

Pfahl [2017], the non-functional requirement “sustainable” for software products has been mainly 

ignored by research so far. Hence, we researched literature dealing with definitions, criteria, aspects, 

and characteristics of green, or rather sustainable software products. The collection process of possible 

criteria for green and sustainable software comprised research papers as well as program requirements 

of eco-labels awarding ICT hardware products, e.g. desktop PC and notebooks [EPA ENERGY STAR 

2014; RAL gGmbH 2014; TCO Development 2015]. In the latter case, we analyzed if it is possible to 

transfer the resulting hardware criteria to software products [Paper 5]. The findings have been 

complemented by our own ideas. Thus, in order to develop the set of criteria we used a combined 

approach including literature, existing software quality criteria, and software-specific criteria from 

general sustainability or rather environmental indicators. The resulting collection was sorted as well as 

checked against duplicates and criteria that might be named differently but have the same meaning. 

Additionally, the results were checked against the following aspects [Paper 2]: (i) the criterion is 

observable in the use phase of the software product, (ii) the criterion refers to environmental impacts 

which are resulting from the operation of a software product, and (iii) the criterion belongs to the 

characteristic of the product itself. This corresponds with the general set-up for the eco-label, 

presented in Subsection 4.2.1. All of the criteria included in the final set of criteria possess a high 

relevance, measurability, feasibility, and discrimination, as described in [Paper 5], based on [Mazijn et 

al. 2004]. In total, we proposed 25 criteria5. 

The next step was to structure the collection of criteria in a hierarchical order, so that the aspects 

can be handled in a better way. This resulted in three groups of criteria: issues related to resource 

efficiency, to potential hardware operating life, and addressing user autonomy (Table 3). On level 2 of 

the set of criteria, the aspects are differentiated in a more detailed way. On each level, the proposed 

criterion is clarified by asking a corresponding question. The question gives an impression how to 

measure or rather demonstrate if the criterion is fulfilled. It is followed by indicators that allow the 

evaluation of the products regarding sustainability. 

                                                      

5  Find the set of criteria online on http://green-software-engineering.de/criteria-catalog and in the annex of the 
framework paper. 
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Table 3 Hierarchical order of the criteria within the set of criteria  

(simplified representation of the hierarchical order of the set of criteria in [Paper 2, Table 3]) 

Level 1 Level 2 

1 Resource efficiency 1.1 Hardware efficiency 

1.2 Energy efficiency 

1.3 Resource management 

2 Potential hardware operating life 2.1 Backward compatibility 

2.2 Platform independence and portability 

2.3 Hardware sufficiency 

3 User autonomy 3.1 Transparency and interoperability 

3.2 Uninstallability 

3.3 Maintenance functions 

3.4 Independence of outside resources 

3.5 Quality of product information 

 

Just to give one example the criterion “backward compatibility” is presented in Table 4: 

Table 4  Description of an exemplary criterion for sustainable software product  

like done in the set of criteria, presented in Paper 2 

Criterion Backward compatibility 

Belonging to 2. Potential hardware operating life 

Describing question Does the manufacturer of the software product guarantee that the current 
release can be executed on a reference system that is n years old? 

Thus, the software product can be executed on a standard hardware 
configuration that has already been in operation for n years. 

Indicators a) Initially use the specification by the manufacturer (hardware, older 
operating systems, older frameworks), since no standard 
configurations have been defined for previous years. 

b) When this criterion has been applied for a long enough time period, so 
that the standard usage scenario can also be executed on earlier 
standard configurations as well: Can the standard usage scenario still 
be executed with the current release of the software product on a 
configuration that was the standard configurations n years ago (n still 
needs to be specified, e.g. by certifier, see Section 5.2.2)? 

 

The complete set of criteria and corresponding descriptions can be found in the supporting 

material of Paper 2 and online on http://green-software-engineering.de/criteria-catalog. 

Following the structure of the set of criteria, all of the proposed criteria can be found in a causal 

model “describing the principal mechanisms by which a software product can influence the demand 

for natural resources” [Paper 2, Figure 3]. The causal model helps to explain the idea of environmental 

issues of the virtual product “software” by depicting the connection between hardware requirements of 
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software and resulting hardware capacities used as well as the influence of usage patterns on these 

capacities and thus, in a next step, on natural resources. 

For the purpose of showing practicability of the set of criteria, we then demonstrated the 

application of four example criteria (Electricity consumption for a standard usage scenario and a 

standard configuration, default settings supporting resource conservation, backward compatibility, and 

uninstallability of programs). In that way, we showed the (i) implementation of the proposed criteria 

and corresponding measurement methods and (ii) the high relevance of the criteria. The results of the 

application demonstrate that allegedly similar products are quite different when it comes to 

environmental issues. 

Overall, Paper 2 answers RQ2, regarding possible criteria for green software products, upon 

which an eco-label could be based (see Table 1). However, the set of criteria is more than a first step 

towards awarding criteria for an eco-label for software products. By discussing the set and its potential 

future application from the perspective of different stakeholders, we show further areas of 

implementation. In our point of view, the set of criteria is interesting for users, purchasers, 

administrators, developers, and certifier. Hence, it offers scientific as well as practical benefits. 

4.2.3 E aluatio : user’s i terest i  e iro e tal issues of soft are  
Referring to: Environmental issues of software & its labelling: an end user perspective [Paper 3] 

Kern, Eva. Environmental issues of software & its labelling: an end user perspective [in review] 

Abstract. The energy consumption caused by ICT products is raising. Activities to counteract here 

are o prised y the ter  Gree  IT . While there as a focus on the hardware side in research 

activities in the context of Green IT for a long time, research is increasingly addressing software 

issues. However, it seems as if the topic of environmental issues of software did not reach 

software users and developers so far. The following paper presents a user survey addressing the 

awareness of and the interest in environmental issues of software. It turned out that the subject is 

new to the participants of the survey even if they are generally interested in environmental topics. 

Nevertheless, most of them can imagine taking environmental issues into account while searching 

for new software products. The aim is to include the findings in the development of an eco-label 

for software. Hence, we come up with corresponding recommendations that are based on the 

survey results. 

The process of searching for criteria for green and sustainable products, presented in the previous 

section, included mainly researcher. First ideas have been discussed with stakeholders from research, 

business, and public institutions. Even if all of them are also software user, they look at the issue from 

a different perspective than those who are solely using software and not caring about anything else like 

administrating, purchasing, developing or awarding products. Thus, in order to develop an eco-label 

that raises the interest of its future target group, the user of this potential label have been integrated in 

the label development process by implementing a user survey. During August and September 2016, 

712 online questionnaires have been completed anonymously (see Table 5). By implementing an 

online survey and spreading it using mailing lists, social media, and similar web-based activities, the 
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topic that is mainly based in research discussions was, to some extent, brought to society. According 

to Anwar and Pfahl [2017], using a survey as research method is not that common in the context of 

green software engineering. Thus, the survey provides new findings and possesses a relatively unique 

characteristic. 

The survey addresses the awareness of and the interest in environmental issues of software and 

focuses on the view of end users. Here, the terms “users” and “end users” (used synonymously) refer 

to those who are using software products and thus are the target group of the proposed eco-label. The 

idea is that this group takes the label into account while they are searching for new software products. 

Users stand in contrast to developers, administrators, IT managers, purchasers, distributors, and 

vendors. However, the members of the groups overlap as pointed out in Section 3.1. 

Table 5  Key data of the survey on the awareness of 

and the interest in environmental issues of software, conducted in 2016 [Paper 5, Table 1] 

Method Online survey 

Structure of the survey 1. Demographic characteristics of the participants 
2. Evaluation of criteria for green software products 
3. Aspects influencing the acceptance of an eco-label 

for software products 

Participants Internet users from Germany  
(and German speaking neighboring countries) 

Sample n = 854 

Completed questionnaires 712 (revised data set) 

Survey period 16/08 to 05/10/2016 

 

Looking at the survey results, most of the participants assign themselves to the role of software 

users (78 %). Overall, regarding their demographic data, they can be characterized as follows: 

• Software users (78 % of the survey participants) 

• Female (55.8 %) 

• 20-39 years (68.7 %) 

• Higher university degree, means PhD or master’s degree (48.3 %) 

• Working in the field of natural science / geography / computer science (52.5 %) 

In order to analyze their attitude towards environmental topics, the survey comprised questions 

regarding eco-labels that award, among others, ICT devices. It turned out that most of the participants 

knew at least one of the presented labels (Blue Angel, Energy Star, TCO Certified): Only 4.6 % 

answered that they do not know any of them. However, there is quite a lack of knowledge regarding 

the details of the awarding criteria and awarded products. This is also pointed out by other studies 
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addressing eco-labels in context of Green IT [Ferreira 2011; Ramachandiran 2012; Selyamani and 

Ahmad 2015]. Additionally, more than half of the participants (61.4 %) stated that they are willing to 

pay more for organic products. About one out of four (23.7 %) catch up on environmental topics. In 

my opinion, it is important to keep the characteristic of the survey participants in mind while 

interpreting the results of the survey. 

Even if the participants know environmental labels and are interested in environmental topics, 

more than half of them never paid head to an eco-label for software products (56.3 %). Hence, that 

shows that there is a lack of awareness. This complies with comparable studies in this field addressing 

other target groups referred above. The participants are generally interested in the addressed field but 

have never connected their interest to software although they are using software products regularly. 

Indeed, 23.2 % of the participants can imagine taking environmental issues as one possible 

buying criterion when searching for software products. 51.1 % would do that if there are products with 

the same functionality, some being “green” and others being “not green”. Thus, functionality is the 

main aspect when it comes to selection criteria for software products. 

 

Figure 5 Answers to the question “Which ones of these environmental issues of software should be labelled?”, 
sorted by the numbers of mentions of “should be labelled”  

Next to the awareness of environmental issues of software, the interest in those issues has been 

part of the user survey. Thus, I integrated an extract of the set of criteria (see Subsection 4.2.2) into the 

questionnaire. The survey participants had to point out which ones of the environmental issues of 

software should be labelled. For the rating, I used a four-point Likert scale [Likert 1932] ranging from 

“should be labelled”, “should rather be labelled”, “should rather not be labelled” to “should not be 

labelled”, and “I do not know”. 
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The results, depicted in Figure 5, show that especially energy and hardware efficiency aspects 

gain the users’ interest (77.5 % of the responders say, “energy efficiency” should be labelled, 62.5 % 

vote for “hardware efficiency”). According to the set of criteria [Paper 2], this reference to issues like 

• Energy consumption of the software product that is used to execute a standard usage scenario 

• Recommended system requirements and resulting hardware requirements  

• Hardware utilization during normal use  

Overall, the results show that there seems to be an interest in environmental impacts of software. 

Even if the awareness is not given so far, the willingness can be seen. This is also shown by the ideas 

for further criteria for green and sustainable software the survey participants have been asked for. 

The additionally mentioned aspects can be summed up to those issues that are listed in Table 6. 

The table lists the suggestion by the survey participants that are named at least twice in the text field 

asking for additional ideas for criteria (sorted by number of mentioned). The ideas are combined with 

the criteria presented in Subsection 4.2.2 and Paper 2. However, within the set of criteria we described 

the criteria for sustainable software products in a more detailed way than presented in the user survey. 

Table 6  Summary of proposed aspects by the participants of the survey in comparison to the criteria  

collected in the set of criteria for sustainable software [Paper 2] 

Suggestion 

Mentioned in the set of 

criteria [Paper 2]? 

Comments / why not 

mentioned 

Environmental and sustainable 
aspects regarding the producer 

No Focus on the software 
product itself (not the 
development process) 

Use of external resources Yes, belongs to hardware 
efficiency 

(estimated) 

Updates & durability Yes, belongs to transparency 
(and interoperability) 

 

Working conditions during the 
software development 

No Focus on the software 
product itself (not the 
development process) 

Software-delivery Yes, belongs to hardware 
efficiency 

 

Licensing No Focus on environmental 
aspects 

Energy Yes (in different manners)  

Adequate / scalable performance Yes, belongs to hardware 
efficiency 

 

Data security No Focus on environmental 
aspects 

Background activities Yes, belongs to transparency 
(and interoperability) 

 

Undesirable additional programs No Focus on environmental 
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aspects 

Operability and usability No Focus on environmental 
aspects 

Data usage Yes, belongs to resource 
efficiency 

 

Interfaces / standards Yes, belongs to transparency 
(and interoperability) 

 

Backward compatibility Yes, belongs to backward 
compatibility 

 

Compatibility to other software 
products 

Yes, belongs to hardware 
efficiency 

 

 

Summarizing, the topic of environmental issues of software is new to the survey participants even 

if they are generally interested in related topics. Especially efficiency aspects raise the interest of the 

interviewed persons. Thus, these should be in the focus while further developing an eco-label for 

software products. Hence, the results of the ranking of the criteria for sustainable software products by 

the participants survey directly address RQ3 “Which aspects of green software products raise the 

highest interest of users and should be labelled?”. 

4.2.4 Evaluation: aspects influencing the acceptance of an eco-label for 

software  
Referring to: Communicating Environmental Issues of Software: Outline of an Acceptance Model 

[Paper 4] 

Kern, Eva. 2016. Communicating Environmental Issues of Software: Outline of an Acceptance 

Model. Advances and New Trends in Environmental Informatics, Wohlgemuth, V., Fuchs-

Kittowski, F., and Wittmann, J. (Eds.). Springer International Publishing, Cham., 335-345. 

http://dx.doi.org/10.1007/978-3-319-44711-7_5  

Abstract. During the last years, the research activities regarding software and its environmental 

i pa ts ould fi d their ay i to the field of Gree  IT . Thus, resear hers e a e a are of the 
fact that software is one of the drivers of the energy consumption by ICT. However, the awareness 

for these aspects could be much higher – especially in the non-scientific area. On the one side, 

software developers should be aware of green strategies of software engineering. On the other 

side, those using the products need to be responded to the effects of using ICT products onto the 

environment. One idea to transfer the environmental effects of software into a social issue is to 

create an eco-label for software products. Next to defining criteria, such a label could be laid on, 

and methods to evaluate software products, it seems to be helpful to identify aspects influencing 

the acceptance of a certification for green software products. In this context, acceptance means 

taking the eco-label into account while searching for new software. Hence, the following paper 

aims at identifying those aspects by applying the Technology Acceptance Model (TAM 2) to the 

specific case of labelling green software products. We will present a first version of an acceptance 

model for a label for green software products. It is still work in-progress and needs to be 

evaluated as a next step. Generally, the aim is to create a tool that can be used to develop an eco-

label for software products that will be strongly accepted. 

So far, there is no standardized eco-label for software products. Nevertheless, aspects influencing the 

acceptance of such a label seem to be interesting for the label development process. Thus, potential 

aspects that might influence the acceptance of the future label are summed up within the acceptance 

http://dx.doi.org/10.1007/978-3-319-44711-7_5
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model “Labelling Green Software Products” (LGSP, Figure 6). The first version of the model is 

presented in Paper 4 in detail. Within this frame paper for the doctoral thesis, the model is outlined and 

combined with the results of the third part of the survey. 

The model comprises three kinds of aspects: (i) constructs related to the Technology Acceptance 

Model (TAM) [Davis Jr 1986], (ii) constructs related to the person of interest, and (iii) constructs 

related to the product itself. It is based on the Technology Acceptance Model 2 presented by 

Venkatesh and Davis [2000] and complemented by aspects that might further influence the acceptance 

of an eco-label for software products, while TAM aspects that do not fit in the use case “eco-labelling 

software products” were deleted (applies to: relevance, output quality, and voluntariness; the 

explanation for doing so can be found in Paper 4). Additionally, some of the constructs suggested by 

Venkatesh and Davis [2000] have been transferred to the case of eco-labelling software, taking into 

consideration that the label is still under development. Thus, instead of talking about an “attitude 

towards using”, the proposed LGSP model terms “intention to use” referring to the “general notion 

that an attention to a certification of environmental impacts caused by software makes sense” 

[Paper 4]. Similarly, the originally proposed “actual system use” in the Technology Acceptance Model 

[Davis Jr 1986] is replaced by “(potential) usage behavior”. Both models – TAM 2 and LGSP – are 

talking about image. While this construct refers to a person in TAM 2, the LGSP sees the image, i.e. 

the reputation, of the eco-label in general and especially for software products. Additionally, the model 

includes hypotheses about the relation of the constructs (H). They are presented in Paper 4 in detail. 

These hypotheses have been taken as starting point for recommendations for developing an eco-label 

of software products. 

 

Figure 6 Outline of an acceptance model for a label for green software products (LGSP Acceptance Model)  

[Paper 4, Figure 1] 

Regarding the results of the user survey, a perceived ease of understanding and a perceived 

usefulness seem to be especially important. The label should be directly comprehensible (71.3 % of 
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the participants agree, 24.4 % rather agree) and preferably self-explaining (53.4 % agree, 39.0 % 

rather agree). 

The participants appreciate the possibility to find further information on the eco-label and its 

awarding criteria (56.7 % agree to “It is important for me to be able to read up about the product label 

in a detailed way.”; 40.0 % rather agree and 29.4 % agree to “I am ready to use additional information 

sources to understand a product label.”). They understand the awarding of environmental issues of the 

software product as an enhancement of the product and tend to pay more for the product (Table 7). For 

the participants, the reliability of the label is more important than the reputation of the label or its 

critique. Summarizing, from the participants’ view, an eco-label seems to be sensible (51.7 % agree to 

“Labelling green software products makes sense to me.”) and has the potential to raise the interest 

towards Green IT issues (33.1 % agree, 42.6 % rather agree). Thus, a general interest in an eco-label 

for software products seems to be given [Paper 3]. The future label development process should keep 

the proposed acceptance issues in mind. 

Table 7 Results of the evaluation of statements belonging to the aspect “costs” 

Statement I agree 
I rather 

agree 

I rather 

not agree 

I do not 

agree 

I do not 

know 

Software that is awarded being “green” is 
accepted to be more expensive. 

13.8 % 46.1 % 27.2 % 6.5 % 6.5 % 

I think, the reduction of environmental issues of 
software is an excellent value of money. 

24.4 % 43.4 % 19.9 % 5.6% 6.6 % 

The value of a software product is increased by 
labeling its environmental issues. 

25.1 % 43.7 % 16.6 % 6.9% 6.6 % 

Please ote: The a s ers ha e ee  i terpreted agai st the assu ptio  „the higher the agree e t to ards the 
statements, the more important is the aspect for the responder. 

Overall, the LSPG Acceptance Model [Paper 4 and Figure 6] addresses RQ4 “What are aspects 

influencing the user acceptance of an eco-label for software products?” In the survey participants’ 

view the aspects “perceived usefulness” and “perceived ease of understanding”, regarding the label 

and its statements, or rather the idea behind the label, seem to be especially important. They expect 

additional information on the eco-label, a certification that is easy to understand, self-explaining, and 

useful in the purchasing process of software. Thus, the findings of the survey can be summed up by 

presenting four recommendations for the development of an eco-label for software [Paper 3]: 

“(i) Keep it simple and understandable. (ii) Use the prominence of existing eco-labels to push the 

awareness of an eco-label for software. (iii) Keep the market relevance of products in mind. (iv) Set 

the focus on publishing a certification that is understandable at first glance, instead of creating a 

complex information system.” 
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5 Conclusion and future directions 

Summarizing, this doctoral thesis can act as a basis for further research in bridging from science to 

society in the context of environmental issues of software. Additionally, its findings can be seen as 

starting points for practical implementations of methods and tools (i) supporting a more 

environmentally friendly way of developing software (Subsection 4.1) and (ii) informing about 

environmental issues of software usage (Subsection 4.2). This framework paper outlines the central 

aspects of the five papers included in this cumulative doctoral thesis (Table 1). The following section 

presents the main findings and thus the contribution to the research field of environmental and 

sustainability informatics [Naumann 2008], condenses the implications for the target groups of the 

thesis (see Subsection 3.3), points out strength as well as limits and concludes with an outlook for 

future work. 

5.1 Summary of main findings and contribution to research 

In this doctoral thesis, the focus is on the question how to bring the scientific ideas of green software 

to developers and users (not being part of the scientific community). To do so, four research questions 

have been formulated (Table 1), derived from the main research question: 

How to draw (a) developers’ and (b) users’ attention to environmental issues of software? 

First, the starting idea regarding addressing developers is that they could be informed about 

environmental issues of software by calculating the carbon footprint of the development of software 

products. 

RQ1: How can the carbon footprint of the development of software products be calculated? 

Referring to this question, Paper 1 presents a method on how to calculate the carbon footprint 

of the development phase of software products. The calculation method includes employees, 

office space, and ICT infrastructure as factors that influence the resulting CO2 emissions. It 

turns out that especially the commuting of the employees has a big influence on the carbon 

footprint of the software development phase. In addition to the calculation method for the 

carbon footprint, we recommend gathering the energy consumption of the software product 

during the development phase. Thus, a method for a continuous measurement of the energy 

consumption of the developed software product is presented that can be applied during the 

development process. Approaches to this are described in Paper 1 and Paper 5. Both methods 

– carbon footprint calculation and continuous energy measurement – introduce additional 

effort for the developers. However, this overhead will be more and more reduced when the 

developers are trained in the usage of the methods. It is important that the methods do not 

change the software engineering process of the developers in general. 
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Second, the starting idea regarding addressing users is that they could be informed about 

environmental issues of software by providing an eco-label for software products. 

RQ2: What are criteria for green software products, upon which an eco-label could be based? 

Possible criteria for green and sustainable software products have been presented in form of a 

set of criteria, published in Paper 2. To do so, we developed a causal model to have a 

guideline to structure the criteria and analyzed existing literature, guidelines and awarding 

criteria in the addressed field. The resulting structure comprises three levels: (1) Resource 

efficiency, (2) Potential hardware operating life, and (3) User autonomy. Thus, the focus is set 

on environmental impacts that occur during the usage phase of a software’s life cycle. 

RQ3: Which aspects of green software products raise the highest interest of users and should 

be labelled? 

In order to find out the interest of software users, being the potential main future target group 

for the proposed eco-label for software, an online user survey has been conducted [Paper 3]. 

One of the main findings is that the survey participants did not think about environmental 

issues of software, even if they are relatively interested in environmental topics. However, 

they can imagine this kind of label. It turns out that they are mainly interested in energy and 

hardware efficiency aspects. In contrast, the interest in the quality of product information is 

small. Nevertheless, none of the proposed criteria (descending interest: energy efficiency, 

hardware efficiency, platform independence, backward compatibility, uninstallability, 

independence of outside resources, portability, maintenance functions, transparency, hardware 

sufficiency, quality of product information) was voted as “should not be labelled”. 

RQ4: What are aspects influencing the user acceptance of an eco-label for software products? 

In addition to analyzing the awareness of environmental issues of software and evaluating the 

criteria for green software products, potential aspects influencing the user acceptance of an 

eco-label for software have been addressed by the user survey and summed up in the so called 

“Labelling Green Software Products (LGSP) Acceptance Model” [Paper 4]. For those 

participating in the survey, it is important to directly understand the label and its statements, or 

rather the idea behind the label (“perceived ease of understanding” and “perceived 

usefulness”). This is accompanied by a high relevance of the information content of the 

product certification itself. Overall, aspects related to the product itself seem to be more 

important than those related to the person of interest (the users themselves). 
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Summarizing, the main findings of the doctoral studies and contributions to research are: 

Finding: There are various definitions and corresponding criteria for “green” or rather 

“sustainable software” so that it is hardly possible to look through all the different 

approaches. 

Contribution: Using an exploratory research design and combining scientific approaches and 

publications with a practical orientation, e.g. awarding criteria, we presented a set of criteria 

for green and sustainable software products [Paper 2]. By concentrating on the effects on the 

environment, occurring while using software products (according to a life cycle of software 

products as proposed in [Naumann et al. 2011]), and green-in-software aspects, the set of 

criteria has a clear focus. However, it clearly provides the opportunity to be extended in 

different directions, e.g. covering also effects of developing software products. 

 

Finding: The awareness of environmental issues of software is missing, on the private as well 

as on the professional side of using ICT, for different user groups – starting from developers, 

over administrators, managers to software users. 

Contribution: The presented set of criteria for green and sustainable software products 

[Paper 2] can be taken as basis for awarding criteria for an eco-label for software products. 

The criteria ideas have been evaluated by a user survey [Paper 3]. The results imply the users’ 

interest in environmental issues of software. Based on the results of the survey, 

recommendations have been formulated that will be further detailed in the next 

Subsection 5.2. Generally, the lack of addressing people’s awareness [Verdecchia et al. 2017] 

has been approached. The user survey can be seen as one step forward in creating knowledge 

on green issues of software in order to enable the user to change something in the context of 

impacts on the environment caused by software [Ferreira 2011]. Additionally, the presented 

LGSP Acceptance Model [Paper 4] summarizes aspects that might be relevant in case of 

acceptance of the future eco-label and should be integrated in the label development process. 

 

Finding: Environmental issues of software raise the interest of software developers and users, 

even if the functionality of software products is priority 1. 

Contribution: This thesis presents two approaches on how to create, or rather increase the 

awareness of environmental issues of software. One idea is to calculate the carbon footprint of 

a software development process in order to get an impression of its environmental impact and 

to provide this information to software developers [Paper 1]. Another idea is to create a label 
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for green software products in order to address especially software users [Papers 2, 3, 5]. 

According to the Agenda 21 for the United Nations, providing information could be seen as 

one possibility to support an environmentally friendly selection behavior [Horne 2009]. 

Hence, by also letting (especially) non-academics know that there is a connection between 

software usage and environmental issues, they could be enabled to act more environmentally 

friendly while developing and using ICT in general and software, as a driver of the energy 

consumption of hardware, in particular. These changes in behavior might lead to less 

environmental impacts of ICT. The approaches can be understood as starting points for 

environmental education and communication processes in the context of green and sustainable 

software. 

 

Finding: The practical integration of methods to decrease the environmental impacts of 

software development and corresponding tools are missing. 

Contribution: In order to get an impression of the environmental impact of a software product 

and to take sustainability issues into account while developing software, we propose to 

continuously integrate energy efficiency measurements into the development process. 

Additionally, calculating the carbon footprint of a software development phase provides 

information on environmental impacts of software. The approaches presented in Paper 1 can 

be integrated in the development phase. In that way, it is possible to provide “actionable 

timely information, to make useful trade-offs between energy efficiency and other quality 

attributes” as claimed by Anwar and Pfahl [2017]. Over time, providing information of the 

energy consumption of software can help the developers to get a feeling for the energy values 

of the products they are working on [Manotas et al. 2016]. Thus, this information might 

positively influence the awareness of software engineers, regarding environmental issues of 

software. Additionally, our approach focuses “on rating energy efficiency during the 

development process on an on-going basis” and is “based on well-known software testing 

approaches and [continuous integration], to take energy efficiency into account during the 

daily work of a software developer” [Paper 1]. Hence, in order to meet the requirements of 

practitioners [Groher and Weinreich 2017], our approach for energy efficiency measurements 

can be adapted in existing working structures very well. 

 

The main meta-contribution of this thesis is the integration of the view of users into current 

research activities in the field of environmental and sustainability informatics. It expands the view of 

the scientific community of the field of environmental and sustainable informatics upon the big group 

of users and also on awareness aspects. Until now and as far as I am aware, especially the users’ 
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perspective was mostly ignored. However, users are identified as being of high relevance because they 

are important change makers in bringing research ideas towards implementation and thus having the 

desired effects. 

Integrating awareness strategies into the software development process and the idea of labelling 

green software can be seen as innovative concepts. They can help to structure the ideas of 

characterizing green and sustainable software products. Thus, the approach enlarges transparency and, 

in the long run, knowledge. By doing so, it provides a sound basis for further research. 

As a next step, these findings will be transferred towards implications and thus differentiated by 

the four main target groups identified in Subsection 3.3. In that way, the demands can be specifically 

formulated for each of the target groups. Thus, it is easier to define the next steps to go on with the 

findings of this doctoral thesis and bring the approaches into practice. 

5.2 Implications: recommendations towards stakeholders based on 

the findings 

“Just having some knowledge on sustainability is not enough. It is crucial that 

sustainability knowledge is relevant to the particular business’ endeavors and properly 

communicated, which could lead to improvements of social and environmental 

performance.” [Johnson 2015] 

Transferring this statement towards the case of green software, it is important that the idea of 

informing about environmental issues is brought towards those who are part of the software life cycle. 

In this context, Carrington et al. [2010] talk about a gap between an intention to do something and the 

actual behavior. Here, we set the focus on developers (see Subsection 4.1) and users (see 

Subsection 4.2). While those are the objectives of the information approaches (Subsection 3.3), further 

stakeholders should be addressed in order to bring the ideas from science to society. The following 

subsections present practical implications for diverse groups of stakeholders that have been identified 

as being important for the practical implication of the presented concepts and, thus, represent the target 

group of the doctoral thesis (see Subsection 3.3). 

Some of the implications have already been discussed in context of the set of criteria for 

sustainable software products in Paper 2 and in connection with the recommendations for the label 

development process presented in Paper 3. 

5.2.1 Implications for researchers 

The research regarding environmental impacts of software is just in its infancy [Penzenstadler et al. 

2014a; Verdecchia et al. 2017], especially when it comes to user integration. Within my doctoral 

studies, I took a step forward in aiming at a collective understanding of green software, on the one 
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hand, and at closing the gap between science and society, or rather industrial practice regarding 

information on green software, on the other hand. However, these starting points need to be further 

researched and developed. 

Within further research activities, software developers should be seen as important stakeholders 

in moving forward in green software engineering. Thus, it seems to be sensible to include them into 

research activities since software developers are the ones who also should accept and especially 

implement changing requirements in software engineering. The information in form of a carbon 

footprint of the software development process and information regarding the energy consumption of 

the software product, as results of energy measurements, should be extended by recommendations on 

how to improve the software product. So far, implications on how to transfer the knowledge regarding 

energy efficiency of software into practical routines are missing [Selyamani and Ahmad 2015; 

Chitchyan et al. 2016; Manotas et al. 2016; Pang et al. 2016]. Researchers in the field of 

environmental informatics are asked to find solutions to counteract here. Doing so, it seems to be 

sensible to integrate industry and individual programmers. The activity could aim at elaborating 

guidelines for software developers on (i) how to interpret the results of calculating the carbon footprint 

of software development and energy measurement data of software products and (ii) how to improve 

the development process as well as the software product in regards to environmental issues based on 

the results. 

Additionally, future research activities should address software users. Thus, researchers in the 

field of sustainability and environmental informatics are asked to extend the development process of 

an eco-label for software. Possible next steps could be the improvement of the presented approaches to 

prove the validity of the set of criteria and thus supporting certifiers in elaborating program 

requirements for an eco-label for software. As soon as there is a draft for such a label, the user 

acceptance can be analyzed by researchers, e.g. based on the hypothesis presented in Paper 4. This 

could be done by implementing further surveys and thus extending the research methods used in the 

field of green software engineering [Anwar and Pfahl 2017].  

Overall, researchers in the field of environmental informatics are asked to continue the process on 

the basis of (i) the set of criteria presented in Paper 2, (ii) the evaluation results of the user survey and 

(iii) the corresponding recommendations presented in Paper 3. Beyond that, the application methods 

[Paper 2] should be further evaluated and extended by tools as well as guidelines for those researchers 

and practitioners who are new to integrating environmental issues in their work. In that way, they 

could support certifiers. Similarly, the methods for calculating the carbon footprint of software 

development [Paper 1] should be proven by corresponding case studies. 
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5.2.2 Implications for certifiers 

So far, there is no standardized eco-label for software products, even if the interest in such a label 

seems to be given (see Subsection 4.2.3). Thus, being experts in this field, certifiers are asked to 

encourage the label development process – preferably in close collaboration with researchers of the 

field of environmental informatics. This means that the set of criteria should be transferred into 

program guidelines for an eco-label, e.g. the Blue Angel. The presented set of criteria for sustainable 

software products [Paper 2] outlines an initial point for this process. In doing so, the recommendations 

based on the survey results presented in Paper 3 should be taken into consideration: 

1. Keep it simple and understandable. 

2. Use the prominence of existing eco-labels to push the awareness of an eco-label for software. 

3. Keep the marked relevance of products in mind. 

4. Set the focus on publishing a certification that is understandable at first glance instead of 

creating a complex information system. 

The details of creating an eco-label are regulated in ISO 14024 [International Organization for 

Standardization 1999]. One possibility is to follow the steps described in the Product Sustainability 

Assessment (PROSA) method (definition of objective, analysis of market and context, brainstorming, 

sustainability assessment, strategy development [Grießhammer et al. 2007]). Overall, it seems to be 

important to set an emphasis on providing information on the label, its awarding criteria, and the 

products being awarded, in order to support transparency, interest, and understanding. 

5.2.3 Implications for public administration and professional purchasers 

Since the issue of environmental impacts caused by software over its whole life cycle is new, 

corresponding strategies to integrate these aspects in procurement processes are missing. In this 

context, public administration and professional purchasers could serve as models and thus motivators 

for private users. Professional purchasers are responsible for the acquisition of many software products 

and thus have a considerable influence on resulting environmental effects of these products while they 

are used in companies and organizations. Furthermore, public administration has purchasing directives 

that could include environmental aspects for software products. Thus, public administration and 

professional purchasers are asked to extend the procurement guidelines for software by environmental 

impacts inspired by the set of criteria [Paper 2]. In that way, they would create a (higher) demand for 

an eco-label for software products. In the long run, private users can follow the example. Overall, the 

big players in regard to software purchasing can act as a model in the consideration of environmental 

aspects of software. 
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5.2.4 Implications for environmental associations 

The user survey implemented in the context of the doctoral studies and similar studies [Ferreira 2011; 

Durdik et al. 2012; Souza et al. 2014; Chitchyan et al. 2016; Manotas et al. 2016; Pang et al. 2016; 

Groher and Weinreich 2017] show that there is a lack of knowledge about environmental impacts of 

software. With regard to information activities on environmental topics, environmental associations 

are especially an active source of information for society, enjoying consumers’ trust. Thus, 

environmental associations are asked to inform about environmental issues of software. They are well 

experienced in bringing complex topics to society in an understandable way. In order to start a 

corresponding information and education process, adequate teaching materials are required. They 

should be created in a joint project of researchers in the field of green software and experts from 

environmental associations. Special interest could be laid on the explanation of the consequences of 

usage behavior in using ICT devices. The aim is to point out potentials on how to use ICT devices and 

software running on them in a way that is more environmentally friendly and, when extended, 

sustainable. This could start with small steps like turning off background activities of software. 

In this context, the carbon footprint of a software product as well as an eco-label for software 

could be helpful information media. Creating awareness is a first step towards a “greener way” of 

using ICT and – in the long run – to reduce the impacts on the environment caused by ICT. 

Overall, the connection between the activities of the different stakeholder groups and, thus, an 

approach for collaboration in the context of eco-labelling is presented by Herzog et al. [2015]. They 

point out that, firstly, industry alliances and/or academic researchers provide materials and tools that 

are, secondly, taken by global and local standardization organizations to become standards to, thirdly, 

be transferred towards regulations, recommendations, and labels published on a governmental level. 

This procedural approach is transferrable to the activities presented in this thesis having the target 

groups, described in Section 3.3, in mind. 

5.3 Strengths, limits and future directions 

The doctoral thesis at hand provides innovative research results that will be presented in detail in the 

following section. Additionally, I will challenge the research done and look out on potential future 

directions in the scientific field of green and sustainable software. 

5.3.1 Strengths 

By providing a structured set of criteria for sustainable software products, including the view of 

software users into research activities in this field, and evaluating scientific ideas with respect to 

applicability and social interest, the doctoral thesis extends existing research results. 
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Combined approach of existing research ideas resulting in a hierarchical set of criteria 

Since the start of the research activities in this field, the question on how to characterize green and 

sustainable software raises the interest of several researchers and scientific projects. However, a 

combined and structured approach of existing criteria ideas is missing so far. This research gap has 

been addressed by presenting the set of criteria to evaluate environmental issues of software. The 

strength of this set of criteria is the clear hierarchical order of criteria and indicators and the clear 

focus on impacts on the environment as well as the usage phase. 

Summarizing, the doctoral thesis at hand makes one step ahead in aiming towards a collective 

understanding of green and sustainable software. Thus, it presents a basis for future research activities. 

Integration of practitioners 

Providing new scientific results is one issue. However, since the field of research is of high relevance 

for society, it seems to be important to integrate those who can act as change makers in this context. 

This has been done by implementing a survey focusing on the perspective of software users. 

Additionally, in the case at hand, it is essential to provide solutions for software developers who are in 

charge of satisfying the needs of users, i.e. providing green(er) software products. To do so, 

programmers need information, tools, and knowledge. 

Summarizing, the doctoral thesis at hand makes one step ahead in bringing scientific ideas to 

society. Thus, it presents a starting point for increasing the awareness of environmental issues of 

software, especially regarding software developers and users. 

Evaluation  

While the calculation methods for carbon footprinting software and the energy measurements of 

software are mainly theoretical scientific approaches so far, the idea of an eco-label for software 

products was additionally evaluated by software users. In doing so, it turned out that there is an 

interest in the proposed criteria for green software and the overall label. Thus, it is possible to provide 

recommendations that are based on empirical data of more than 700 survey participants. 

Summarizing, the doctoral thesis at hand makes one step ahead in integrating the view of users in 

research activities. Thus, it presents scientific results that are evaluated by non-academia. 

5.3.2 Limits 

The doctoral studies extend current research activities by aspects of user integration and information 

issues. However, there are some limitations of the work done: reliability of data, proof of concept, and 

setting of priorities. 
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Reliability of data 

The limits of the user survey are discussed in detail in Paper 3. Summarizing, the main weakness of 

the study is the reliability of the data. Since most of the surveys’ participants already have a personal 

interest in environmental topics and a similar demographical background (being in the age of 20 to 39 

years, holding an academic degree, and working in the field of natural science / geography / computer 

science), the results might be biased. However, they provide an impression of the societal evaluation 

of the proposed criteria by including the opinion of 712 persons. 

Proof of concept 

While the evaluation of the set of criteria count as a strength of the doctoral thesis, such kind of proof 

of concept is missing in case of the calculation method for the carbon footprint of software 

development and of the continuous energy efficiency measurements. However, the calculation method 

is tested with statistical data provided by different independent sources. This is an indication for the 

plausibility of the calculation method. The gap of missing data from a real use case will be addressed 

in future research activities. The measurement method for the energy efficiency of software products 

has been tested by several test cases [Kern et al. 2011; Dick et al. 2012; Guldner et al. 2018], even if 

the transfer towards continuous integration within bigger or even industrial software project is missing 

so far. 

Setting of priorities 

In order to be able to address specific research issues, a well-defined frame for the doctoral studies had 

to be found. Hence, this follows along with decisions for one direction excluding other points of 

interests. This can be interpreted both as strength and as limitation. Here, this applies for the focus on 

environmental aspects of sustainability and the usage phase. Furthermore, software has been 

considered in a general way. Nevertheless, I am aware of the connection of the dimensions of 

sustainability as defined in the Brundtland report (environment, social, economy) [United Nations 

General Assembly 1987] and further extensions (e.g. [Goodland 2002a; Penzenstadler and Femmer 

2013; Razavian et al. 2014; Lago et al. 2015]). I decided to concentrate on one aspect of sustainability 

as a first step in order to make the approach more concrete. Taking a broader look at software [IEEE 

Computer Society 2010] allows to create a general overview of the objective at first and then 

specialize the results towards the diverse kinds of software, e.g. separating it into groups of desktop 

software, mobile software, web-based software, etc. However, the set of criteria has been developed 

having diverse kinds of software in mind [Paper 2]. 
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5.3.3 Future directions 

Researching environmental issues of software and the awareness of this topic resulted in new findings 

on the one hand and brought up additional need for research on the other hand. 

Testing of methods 

In order to prove the calculation method for the carbon footprint of software development, it should be 

implemented in projects that differ in the field of application and in size. As soon as there is data of 

carbon footprint calculations, it might be sensible to set up a data base for sharing these results. Thus, 

when calculating the carbon footprint of a software development process for the first time, own 

outcomes can be interpreted in comparison to existing results. The effort of software projects with 

regards to CO2 emissions will be more concrete by having this opportunity to compare. 

Further development and optimization 

Based on the results of testing the methods for evaluating software development processes, regarding 

their carbon footprint, and software under development, regarding energy consumption, the methods 

can be further developed and improved. This is also possible in the case of the presented set of criteria 

and its application [Paper 2]: the findings can be transferred to awarding criteria for an eco-label that 

might be weighted, or procurement guidelines. The application of the criteria could be elaborated by 

extending the test cases and providing corresponding guidelines on how to implement test procedures. 

Extension 

As already pointed out, the doctoral thesis at hand takes a specific view on sustainable software, e.g. 

by setting priorities on environmental aspects, usage phase, and software products in general. Thus, 

next steps in research could extend this point of view by expanding the criteria by social and economic 

aspects and addressing also impacts in the development phase of software. Similarly, the carbon 

footprint of different life cycle phases could be calculated. In this context, especially the comparison 

between development and usage phase seems to be interesting as theoretically discussed in Paper 1. As 

soon as there is a national version of an eco-label or a sustainability certification for software products, 

the question of how to bring this label into an international context could be an issue. 
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Abstract. The energy consumption of information and communication technology (ICT) is still 

increasing. Even though several solutions regarding the hardware side of Green IT exist, the software 

contribution to Green IT is not well investigated. The carbon footprint is one way to rate the 

environmental impacts of ICT. Overall, the ICT is responsible for about 600 million tons of CO2 

emissions worldwide per year [Gartner, Inc. 2007]. In order to get an impression of the induced CO2 

emissions of software, we will present a calculation method for the carbon footprint of a software 

product over its life cycle. We will also offer an approach how to integrate some aspects of carbon 

footprint calculation into software development processes and discuss impacts and tools regarding this 

calculation method. We thus show the relevance of energy measurements and the impacts on the 

carbon footprint by software within green software engineering. 

Keywords. Green Software Development; Carbon Footprint; Energy Efficiency Measurements 

1 Introduction 

In the last few years environmentally sound “green” ICT hardware product design and production, as 

well as green IT service operation gained a lot of importance. Software as the ultimate cause of 

hardware requirements and energy consumption shifts only slowly into focus. In general, the software 
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aspect is insufficiently studied. While there are approaches how to save energy in the context of 

hardware that are capable to be used in the industry, such solutions are missing on the software side. 

Therefore, creating awareness and transparency for the topic should be the first step. Indeed, standard 

techniques to assess the environmental impacts of products and services, like the calculation of a full-

fledged carbon footprint (CF) or life cycle assessments, are complicated and laborious. If they are 

carried out at all, then often by external experts or after the product had already been released to the 

market. In order to calculate the CF and therefore measuring the impact of ICT and its production on 

climate change, it is necessary to identify which parts of the production and usage process are 

particularly suitable for using renewable energies. Of course, ideally the whole production and usage 

of ICT is driven by renewable energies. But, in practice, this is not the case. So models and tools 

dealing with questions about carbon footprint and energy consumption of ICT help to make decisions 

about changes to renewable energies. 

In order to solve the problems of missing solutions for energy aspects of software and standard 

techniques in this context, according to Braungart and McDonough [2009] and Kramer [2012], it is 

necessary to integrate the consideration of sustainability aspects as early as possible into design 

processes. Late changes to the product design are much more expensive than early ones, which is also 

commonly known from software projects. 

Facing these challenges, our paper proposes a method and a strategy that complement sustainable 

software processes that was e.g. presented by Dick and Naumann [2010] and Lami et al. [2012]. The 

calculation method for the carbon footprint allows software development teams to take over the 

responsibility for some decisions regarding the development process itself (necessity of meetings, 

business trips), as well as design decisions that have a direct impact on the environmental hardware 

requirements and also on some social impacts of their software products. That means based on the 

current CF of the software, the software team can decide if e.g. a business trip is necessary or if it 

would be better to try to exchange ideas during a conference call. 

The proposed method (carbon footprint calculating) picks up the principle ideas of product carbon 

footprints (PCF), focusing on the ongoing software development process and claiming to be 

conductible by software developers or process managers. To calculate the CF, we considered the 

number of employees as well as their number of working days, IT infrastructure and how they 

commute, the overall IT infrastructure of the enterprise, and the office space. The resulting CF is given 

in kg CO2 equivalents. Thus, the method does not consider impacts of hard to estimate upstream 

chains, e.g. third-party software libraries that are indeed relevant for a PCF, but not for the CF of the 

development process itself. We also try to answer the question if emissions of commuting employees 

should be considered in PCFs or not, as standards require [British Standards Institution 2011]. 

Furthermore, we contrast the exemplary CF of development with an oversimplified CF of computer 

usage, not for generalization or proof, but to give an impression of the magnitudes. 
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The proposed strategy (continuous energy efficiency measurement) makes use of continuous 

integration (CI), to integrate ongoing measurements of the energy efficiency of the software product 

into the software development process. CI is a widely used approach in software engineering. In 

conjunction with the test driven development approach, the main goals of CI are to minimize the 

integration effort and to maximize the feedback to software developers, focusing on software quality. 

Hence, both approaches are widespread and well approved in practice. In contrast, measuring 

software-induced energy consumption and rating its energy efficiency as a quality aspect, apart from 

scientific research and embedded systems, is not really taken into account during software 

development. Today, there are no practical suggestions on how to monitor and improve software 

energy efficiency during development.  

2 Related Work 

2.1 ICT, Renewable Energy, and Environment 

Especially the aspect of “Green by IT” plays a significant role in the relation of ICT and renewable 

energies: ICT solutions have the ability to support and even enable the use of renewable energies by 

approaches like smart heating, smart lighting, smart grids, etc. Different approaches exist on how to 

develop smart systems and how to improve them. Rohjans et al. [2012] discuss the necessity of 

requirements engineering for ICT architectures in order to build up smart grids. They point out that 

use case development as well as methodologies and specifications known from requirements 

engineering need to be a part of smart grid planning and implementation. Apart from that there are 

dependencies and related components in smart grids that can be improved by ICT [Wäfler and 

Heegaard 2013]. Hence, according to Wäfler and Heegaard [2013], ICT components and services can 

support the operation of smart grids since monitoring and controlling are fundamental services in that 

context. 

Moreover, ICT can support the production of renewable energies directly by enabling plants like 

wind farms, biomass combustion, and solar panels. One example are simulation tools used for 

planning, implementing, and maintaining offshore wind farms [Joschko et al. 2013]. Further ICT 

applications within the context of environmental challenges are early warning systems [Alfieri et al. 

2012; Li et al. 2013] or rather environmental global information systems.  

Beside from that aspect, dealing with renewable energies is also an important aspect in the 

context of data centers. Even the Blue Angel for energy-conscious data centers argues for 

environmentally friendly sustainable energy sources like renewable energies [RAL gGmbH 2012]. 

The Blue Angel is a German certification for environmentally friendly products and services. As a 

metric for green data centers, Belady et al. [2010] define the Carbon Usage Effectiveness (CUE) as 

annual CO2 emissions by total datacenter energy per IT equipment energy. Deng et al. [2013] deal 
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with opportunities and challenges of renewable energies in data centers. They point out the advantage 

of reducing energy consumption and power costs as well as the resulting carbon footprint. They also 

consider the aspect of some problems of renewable energies such as dependency on weather 

conditions. Based on an analysis of different existing and potential approaches and research activities, 

they try to find a solution for the sensible operating of data centers with renewable energies. Indeed, 

they also affirm the necessity of research in this field. 

Another approach of improving the energy efficiency and therewith the ecological friendliness of 

data centers might be cloud computing. A variety of research work focuses on the relationship 

between cloud computing and energy efficiency or rather Green IT [Gong et al. 2013; Jing et al. 2013; 

Kaur et al. 2013]. In this context, Cook and Van Horn [2011] describe Green IT as the sum of energy 

efficiency and renewable energy. 

2.2 Green and Sustainable Software and its Energy Efficiency 

Even if sustainable product design is still focusing on the hardware side, there are some approaches 

regarding the sustainability of software processes: they rank from interpreting and introducing metrics 

to measure the sustainability of software [Albertao 2004], over concepts concerning software energy 

consumption [Käfer 2009] to a software project with sustainability requirements as regular software 

quality requirements [Mahaux et al. 2011]. 

Different models exist regarding green, sustainable and environmentally friendly software. All of 

them address the energy aspect and try to find ways to reduce the impacts of software products on the 

environment. The so called GREENSOFT Model as a reference model for green and sustainable 

software and its engineering comprises a lifecycle model for software products, sustainability criteria 

and metrics of software products, a “Green Software Engineering” procedure model, and 

recommendations for actions as well as tools [Naumann et al. 2011]. Here, Naumann et al. propose to 

mitigate carbon dioxide emissions that result from development activities by the development process 

itself. Based on that model, Mahmoud and Ahmad [2013] present a Green Model for Sustainable 

Software Engineering. This model covers two levels: firstly, the Green Software Engineering Process 

and secondly, Software that promotes Green ICT. In order to reduce the negative impacts of ICT, e.g. 

the energy consumption, the model aims to have a full view of how software affects the environment. 

Shenoy and Eeratta [2011] focus on practices to develop software in an environmentally friendly way. 

The Green Software Development Life Cycle Model dwells the phases of requirements, designing, 

implementation, testing, deployment, maintenance, retirement, and supporting processes like quality 

and infrastructure. The approach is based on the idea that efficient software will indirectly consume 

less energy by using up less hardware equipment to run. 

In order to get data of the energy consumption of software, measurement methods are necessary. 

There have already been developed several measurement methods and metrics developed to rate the 
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energy consumption of software. Dick et al. [2011] propose to measure energy consumption of 

desktop applications during the execution of realistic usage scenarios and load tests for server 

applications. They take a look at the software from the outside, without knowledge about the 

implementation details. While this could be the right approach to compare the behavior of standard 

software products operating in identical domains, the method seems to be inapplicable to measure and 

rate energy efficiency during the design and development process. Hindle [2012] shows that power 

consumption potentially varies between different versions and suggests measuring power consumption 

for each revision to keep up with changes and make developers more sensible about the energy 

consumption during development. Johann et al. [2012] introduce a method to rate energy efficiency by 

source code instrumentation. They suggest a definition of energy efficiency in relation to software as 

the ratio between useful work done and used energy and mention that each software type requires its 

own metric to rate its energy efficiency. Schubert et al. [2012] developed a software energy profiler to 

estimate energy consumption without the need of manual source code instrumentation or using 

metering devices. With these approaches, it becomes tangible to make design decisions affecting the 

energy consumption while writing the code. 

2.3 Carbon Footprint 

The PCF ranks among the most discussed indicators for the human and industrial impact on the 

environment. Recently, there are many publications available discussing the CF of different goods 

[Wackernagel and Yount 1998; PCF Pilot Project Germany 2009; Gombiner 2011], methods of 

calculating the CF [International Organization for Standardization 2014], and the representative status 

of the CF [Galli et al. 2012; Laurent et al. 2012]. Although there are some arguments against the CF as 

representative for the ecological impacts of goods, we deem the CF a sensible possibility to gather the 

impact on the environment. In view of this fact, it should also be calculated for the software 

engineering process, in order to include it into the software life cycle, e.g. proposed in [Naumann et al. 

2011]. Vickery and Mickoleit [2013] list four effects of ICT products on other product’s 

environmental footprint: optimization (ICT reduces the environmental impact of other products), 

dematerialization and substitution (replacing physical products and processes with solutions that have 

a smaller footprint by ICT), induction effects (if ICT products increase demand for other products) and 

degradation (more difficult waste management caused by ICT devices embedded in other products). 

Overall, the calls for standardization in this context are growing ever louder. Until now, there are 

some initiatives for standards (PAS2050 [British Standards Institution 2011], Corporate Value Chain 

[Bhatia et al. 2011] and the draft for ISO 14067 [International Organization for Standardization]). 

ISO14067 is based on ISO14040 et seq., dealing with ecological audits, and addresses framework 

conditions, criteria, and a strategy to calculate the CF of products in general. In contrast to that, the 

Greenhouse Gas Protocol (www.ghgprotocol.org) takes up the emissions caused by the ICT sector, 

e.g. regarding communication, networks and hardware, as well as software. The calculation of the 
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energy consumption of software concentrates on the usage phase [Williams 2013]. A first approach of 

the CF of software products is presented by Taina [2010]. For this purpose, he develops metrics and 

applies these to an artificial project. The software engineering process is separated into different 

phases. Based on this, different methods are proposed to calculate the CF of each phase.  

Regarding CF and ICT different foci come to mind: on the one hand, one can concentrate on the 

CF of ICT itself. In the following contribution we will do so, concentrating on the software side. On 

the other hand, there are solutions how ICT can help to gather and calculate the CF of hardware 

advices. So to say, it is "Carbon Footprinting of Software" and "Carbon Footprinting by Software". 

CEMIS (Corporate Environmental Management Information System), a tool developed in the IT-for-

Green-Project, should e.g. support environmental management workflows according to standards and 

guidelines like ISO 14040 and ISO 16128. It is a stakeholder-oriented tool for enterprises [Rapp and 

Bremer 2013]. On the other hand, there are approaches to record and monitor energy consumption of 

enterprises which can be a base to calculate the CF of those (e.g. The “Green IT Cockpit” [Opitz et al. 

2014])  

3 Integrating Aspects of Carbon Footprints 

Our CF approach is based on the suggestions by Taina [2010] and will be oriented towards the 

guidelines of International Standard ISO/DIS 14067.2 [International Organization for 

Standardization 2014], Publicly Available Specification PAS 2050 [2011], and the GHG Protocol 

[Williams 2013]. 

Table 1 Factors considered for the Carbon Footprint Calculation 

Factor Issue 

Employees Commuting 

Office space 
Heating, ventilation, and air conditioning 

(HVAC) 

ICT infrastructure 

PCs, workstations 

Backup storage system 

Rack mount servers 

Server administration 

Uninterruptible power supply (UPS) 

 

In order to evaluate the proposed CF study and to get a first impression of the CF of software 

products during their whole life cycle, we conducted two case studies in micro-enterprises located in 

Germany and Luxembourg. The studies were based on retrospectively collected data and additional 
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information of project team members. Afterwards, we used the collected experience to compile a more 

general example. Here, we have a closer look at the development phase of software and the support 

and maintenance efforts after the software has been released. We considered the factors that are given 

in Table 1 for the CF calculation. 

The example is especially designed to answer the question whether or not the impact of 

commuting employees should be considered in CFs of software. Standards require that those 

emissions are not considered [British Standards Institution 2011]. Unfortunately, using public 

transport or dematerializing transport, e.g. by means of telework, has the potential to reduce emissions 

and to consecutively change working and living conditions. Therefore, we give an impression of the 

magnitudes of emissions of commuting employees depending on the distance. 

Even if impacts of the usage phase are not of high importance for this artificial example, due to 

the fact that there may be too many assumptions regarding usage scenarios, deployment environments, 

data transfer, etc., we give two oversimplified emission series for an increasing amount of PCs and 

servers for comparison reasons. 

3.1 The Example Micro-Enterprise 

As an example company for the CF calculation, we chose a company size of nine employees. Approx. 

75% of the companies in the information and communication sector in Germany [Statistik der 

Bundesagentur für Arbeit 2013] belong to the category of up to nine employees. According to 

European regulations, companies of up to nine employees are called micro-enterprises [European 

Commission 2005]. 

We assume that the employees hold the following positions: one general manager (the owner 

itself), one accountant, one person for sales and one for customer support. Above that, there are five 

software developers. To calculate the floor area of the corporation, we assume an office space ratio of 

30.5 m² per employee in a team office [Jones Lang LaSalle 2009]. The office space ratio partially 

includes corridors, meeting rooms, the reception area, etc. The gross floor area of 343.1 m² is assumed 

by dividing the net floor area of 274.5m² by 0.8 [Energieinstitut der Wirtschaft 2010]. We assume that 

besides the workstations of the employees, the company operates four rack mount servers, a backup 

storage system, and a class 2 line-interactive UPS with an efficiency between 95 and 98% [Liebert 

2000]. For server administration, they operate an additional workstation. All these systems are 

assumed to be operated in 24/7 mode. 

Regarding the question whether or not the impacts from commuting employees should be 

considered in CFs of software, we have to assume the distances and the means of transport of the 

employees. The basis of this assumption forms a report of the German Federal Statistical Office about 

the traffic behavior of commuters in Germany [Grau 2009]. The given distributions were applied to 

nine employees and rounded appropriately. For the bus and train distances, the ratio of employees was 
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nearly equally distributed between the “10-24 km” and the “<10 km” distance categories, so we 

assigned the remaining two employees according to our own preference (longer distance by train, 

shorter distance by bus). Table 2 shows the resulting distribution of the base scenario. 

Table 2 Base scenario of employees‘ one-way commuting distances and means of transport 

One-way distance by car by train by bus by foot 

≥ 50 km     

25 – 49 km 1    

10 – 24 km 2 1   

< 10 km 2  1 1 

Same estate    1 

3.2 Calculating the Carbon Footprint per Functional Unit 

After defining the base data of the micro-enterprise, we are now ready to approximate the emissions 

per year in kg CO2 equivalents (CO2e). The gross floor area is approximated above with 343.1 m². The 

gross floor area related ratios which are used below were established for office buildings. 

The energy ratios for heating and water heating are assumed on average with 111 kWh/m2 per 

year [Energieinstitut der Wirtschaft 2010], which results in approx. 38,086 kWh energy for heating per 

year. We assume a natural gas-driven low-temperature boiler as the heating technology. Its average 

emission ratio is given with 0.3 kg CO2/kWh [KfW 2003]. This results in 11,426 kg CO2e per year for 

heating. 

The energy ratios for electricity comprise lighting, building automation, electricity for operating 

the heating system, as well as basic IT Infrastructure and workstations. The average electricity 

consumption is given with 125 kWh/m2 per year, which results in approx. 42,890 kWh/year. 

The electricity for the server infrastructure is based on PCF studies and energy consumption 

information of a computer manufacturer [Fujitsu Technology Solutions 2010, 2011]. For the terminal, 

we assume the power consumption of a workstation in idle mode. It is given with 45 W, which results 

in 394 kWh/year. The power consumption of one server is given with 119 W (SPEC power benchmark 

at 30% workload), which, for all four servers, amounts to 4,169 kWh/year. We found no adequate data 

for the storage. Therefore, we assume the power consumption of the backup system with 100 W, 

which results in 876 kWh/year. The efficiency of the uninterruptible power supply (UPS) is between 

95% and 98%. Therefore, we define its efficiency with 96%. The standard load in our scenario is 

approx. 877 W. However, the maximum load is approx. 900 W, which means that the usual load factor 

is only round about 70%. Therefore, we assume that the UPS runs with 96% efficiency, which results 

in UPS losses of 217 kWh/year. The total electricity consumption of the server infrastructure is 

approx. 5,263 kWh per year. 
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The above mentioned calculation aggregates to a total electricity consumption of 48,154 kWh per 

year. Assuming the standard electricity mix emission factor in Germany of 0.5656 kg CO2e/kWh 

[Federal Environment Agency (Umweltbundesamt) 2011], this corresponds to 27,236 kg CO2e 

deposition per year. In total, electricity consumption and heating are responsible for approx. 38,663 kg 

CO2e emissions per year. 

To estimate the emissions of the commuting employees, we lay down the following factors per 

person: transport by car (one person per car) 0.25 kg CO2e/km, commuter train 0.053 kg CO2e/km, 

urban bus 0.019 kg CO2e/km [Grabolle and Loitz 2007]. The number of work days per year is 

assumed to be 220 (considers statutory holidays, leave days, and sick days). Concerning the distance 

classes presented in Table 1, we assumed the mean distance of each class as the one-way distance. 

Applied to round-trips, we get a total of 9,234 kg CO2e per year. According to PCF standards, these 

emissions are not within the system boundaries and are therefore not considered. If considered, the 

total emissions per year increase to 47,897 kg CO2e. 

The functional unit kg CO2e/PM is computed by dividing the total emissions per year by the 

number of person months per year that can be invoiced. Here we considered the developers (60 PM) 

and the support (12 PM). This results in approx. 537 kg CO2e/PM without and approx. 665 kg 

CO2e/PM with emissions from commuting employees. 

3.3 Calculating the Carbon Footprint of the Example Project 

The development phase of the example project is assumed to be 6 months long with a subsequent 

support and maintenance period of 5 years. Furthermore, we assume that the developers are working 

full-time on this project, which add up to 30 PM. Thus, the corresponding emissions of the 

development phase amount to 16,109 kg CO2e (19,957 kg CO2e incl. commuting).  

To estimate the emissions from the support and maintenance period, we need some kind of an 

allocation approach to spread the total efforts on all hypothetical projects supported and maintained at 

a time. Here we simply assume a roll-out of two projects each year, with a fixed support and 

maintenance period of five years, which means that 10 projects are in the queue simultaneously. If we 

equally distribute the efforts between the projects, this results in 1.2 PM per project and year. Hence, 

for the support and maintenance, the overall emissions are then approx. 3,222 kg CO2e (3,991 kg CO2e 

incl. commuting). 

Thus, the total emissions of the example project are approx. 19,331 kg CO2e or 23,948 kg CO2e 

with emissions from commuting. 



Impacts of software and its engineering on the carbon footprint of ICT 

[Paper 1] | 10 

4 Discussion on Impacts on the Carbon Footprint 

Calculation 

Regarding the calculation of the CF of software products, there are different impacts we need to deal 

with. All of them influence the calculation result. In order to compare the CO2 emissions for different 

software projects, the same conditions need to be ensured. That means for example that either the 

whole CO2 emissions for commuting need to be integrated or otherwise no commuting impacts should 

be considered. 

4.1 Impacts from Commuting 

In the scenario assumed in Table 2, considering emission from commuting increases the CF of the 

project (incl. support period) by approx. 24%. For a deeper insight, we compared this base scenario 

with three further scenarios: in the first scenario, one car driver is switched from “10-24 km” to “>= 

50 km”; in the second scenario, one more car from “<10 km” to “= 50 km”; in the third scenario, the 

usage of cars is eliminated by shifting the employees to the train column, except for “<10 km” who are 

shifted to the bus-column. The contribution of commuting to the annual CF of the corporation is 

shown in Figure 1. 

 
Figure 1 Comparison of the carbon footprint of different commuting scenarios 

Comparing these scenarios shows that there are a lot of implications regarding the commute 

aspect. So far, there is no solution how the best scenario would look like, e.g., working remotely is not 

discussed yet. Commuting of the employees raises a lot of questions that are not addressed in this 

article. 
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4.2 Impacts from Operating 

While having a closer look at the different impacts of the phases of the software lifecycle, one can 

notice that, depending on the kind of software, either the development or the usage phase is one of the 

main factors of the CF calculation. If the developed software is custom software, it is not possible to 

accumulate the CF on many sold copies of the product. This is the case since just a few products will 

be sold and hence there are just a small number of usage phases while consuming energy. Here, we 

posit that the product itself is slightly energy consuming. Additionally, this conclusion depends on the 

length of the usage phase and the required hardware (Is it necessary to buy new one or not?). 

Therefore, the dominating factor of the overall CF of custom software will be the development phase 

in most cases. 

Considering standard software, there are many consumers using the software products (e.g. office 

solutions). In this case, it is sensible to accumulate the development phase on many sold copies of the 

software. Hence the dominating factor of the resulting CF might be the emissions of the usage phase. 

Certainly, in this case, there are many users with many different usage scenarios. Therefore, one has to 

estimate the different types of users, measure the energy consumption of each of the consequent 

scenarios, and calculate an average CF of the usage phase. In order to make the scenarios more 

comparable, it might be sensible to use definitions of software user types. Such kinds of typologies are 

especially available regarding Internet users [Pruulmann-Vengerfeldt 2006; Brandtzæg et al. 2011; 

Brauckmüller 2011]. 

 
Figure 2 Project carbon footprint vs. oversimplified usage carbon footprints 

The emissions of the usage phase of a software product are also of high importance. However, we 

decided to not consider the usage phase in our case study, because we lack basic knowledge about 

average custom software products, developed in micro-enterprises, e.g., types of software, expected 

workloads, number of users, or required number of servers. In spite of our concerns, we give an 

impression of the magnitude of the CF of the five-year usage phase compared to the CF of the 
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example project. We focused on the development phase. As a scale, we provide two oversimplified 

CFs of workstation and server usage, where the number of computers increases in increments of ten 

(Figure 2). 

For desktop PCs (approx. 51W) we assume a usage time of 8h per day, 220 days per year, 

including 1h lunch break where the monitor is in stand-by mode (approx. 34W, 2W stand-by) but the 

PC is not, which results in approx. 807kWh or 457kg CO2e per desktop PC during a usage period of 5 

years. 

For servers (approx. 119W), we assume 24/7 operation (365 days per year), which results in 

approx. 5,212kWh or 2,948 kg CO2e per server during a usage period of 5 years. 

For simplicity, the impacts of any further required IT infrastructure are not considered. 

As calculated in section 3.3, the CF of the software project was approx. 19,331 kg CO2e with or 

23,948 kg CO2e without commuting. 

Comparing this to the energy consumption of PCs and servers during the usage phase of the 

software (Figure 2), it can be seen that it requires only seven to nine servers (regarding whether we 

consider commuting or not) to exceed the CF of the project but a lot more desktop PCs (43 to 53). 

If we consider that the energy savings (in the sense of first-order effects) that are possible by 

improving the energy efficiency of a software product, cannot be below the idle power consumption of 

a computer, it is clear that we need a huge installation base to achieve significant effects, especially if 

we consider software for desktop PCs. 

Hence, regarding custom software made by SMEs with an usually smaller installation base than 

custom or standard software made by global players, energy efficiency improvements of the 

algorithmic implementations may be of less importance than improving the production and 

maintenance processes. Furthermore, energy efficiency of server based software may be of higher 

importance than that of desktop based software. 

However, server based software usually requires some kind of a client software accessing the 

server. Hence, even if a server software is developed, the energy consumption of the clients accessing 

the server may be of importance, even if we do not develop them by ourselves (consider, e.g., web 

applications that make heavy use of JavaScript, where the client is a standard web browser). 

Concluding, the calculation in Figure 2 shows that the development phase is more important in 

case of a small number of installations, especially if server software was developed. However, since 

several software products are developed as individual software it shows that even the development 

process is relevant. But one can also conclude that the more installations are expected the more useful 

it is to invest more energy and time into the development process in order to produce a “greener” 

software product.  
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4.3 Impacts from the Used Resources 

Overall, the energy consumption, in our example project 86.239 kWh per year, contributes a lot to the 

resulting CF. It includes the electricity for the server infrastructure and the additional consumption for 

the workstations, lighting, etc. (cf. section 3.2) during the development phase. In this context, three 

aspects are to be considered in order to improve the carbon emissions. These are (1) the amount of 

energy used, (2) the kind of energy used, and (3) the time of consuming energy. The first point is 

mainly self-explaining: one should try to waste as less energy as possible. Secondly, while trying to 

keep the CF of software as low as possible, one has to be aware of the fact that the amount of resulting 

CO2e depends on the kind of energy used and its conversion. The type of energy also influences the 

CF. According to Spadaro et al. [2000] renewable energy sources, like hydro, wind, and solar, have a 

better CO2 rate, cf. amount of CO2 emissions over its lifecycle, than fossil fuels such as coal and oil. 

While trying to find possibilities to optimize the CF of the development phase one should also take 

into account the possibility of execute compiling or huge automated tests while there is a surplus of 

energy, e.g. during the night or during noon. 

Besides the energy consumption of the development phase, operating the software consumes 

energy. This means that the above mentioned aspects ((1) amount and (2) kind of energy as well as (3) 

time of energy consumption) could also influence the resulting CF of the usage phase. 

5 General Discussion on Aspects influencing the Carbon 

Footprint  

While having a closer look at an automatically generated code, it is common experience that this kind 

of code is less efficient than a code written by an experienced developer [Capra et al. 2011]. That 

means, if code is generated automatically, the CF of the development phase is usually lower (less time 

and as a result less energy consumption) but the CF of the usage phase will increase (less efficient 

code and as a result more energy consumption). Thus, one has to decide whether the usage of 

automatically generated code reduces the overall CF or not. Therefore a detailed analysis and a 

projection are necessary. 

According to a survey on the participation of corporations in open source projects (based on 

projects hosted on SourceForge.net) by Capra et al. [2009], companies have a significant role even in 

those projects that are commonly believed to be mostly based on the work of volunteers. Such being 

the case, this kind of software development cannot be disregarded within the calculation of software’s 

CF, even if the focus is primarily on community projects. 

Typical characteristics of open source projects are that many people participate in the process of 

coding. These programmers can be dependent or independent of a company and might be separated by 

each other or not. Because of this, it is hard to log each activity concerning one project to estimate its 
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CF as precisely as possible. A calculation is only possible by using assumptions. These assumptions 

make the calculation more inaccurate and less comparable than closed source projects by one company 

or a specific group of coders which can be measured in detail. 

Additionally, one is also called to use as less energy as possible and / or use renewable energies to 

reduce the resulting CO2 emissions. In order to influence the time of the energy consumption, the 

characteristic of the software and its architecture is relevant since it is linked to the resulting energy 

consumption and the possibility to use renewable energies: The architecture makes it possible to defer 

the wattage to electricity tariff at a reduced rate or at the standard price. If the energy consumption of 

software is temporal and geographically adaptable, that means if the load transfer can be adapted by 

software, it is possible to match the energy use with the availability of renewable energies. In the case 

that it is not possible to use renewable energies locally, it might be a solution to spare own server and 

host server in green data centers. Indeed, before doing that it is necessary to calculate the CF of both 

scenarios: savings of CO2 emissions by using external server vs. CF of the data transfer to these 

servers. Indeed, you might stick with your own server and operate them with environmentally friendly 

power instead of building up a green data center that might be more energy efficient. 

6 Supporting Tools for the Carbon Footprint Calculation 

Since there are many data items to collect during the software development process, it should be as 

easy as possible to gather the relevant data. Hence, we will describe some tools that can support the 

collection of the required data. 

6.1 Continuous Energy Efficiency Measurements 

In order to be able to measure the expected first-order impacts of a software product, developers 

should be enabled to analyze and rate the energy efficiency with as little effort as possible. This is why 

we developed a strategy with focus on rating energy efficiency during the development process on an 

on-going basis. In this article, we introduce a strategy, based on well-known software testing 

approaches and CI, to take energy efficiency into account during the daily work of a software 

developer. 

The energy consumption of a computer system is linked to execution times and system utilization, 

which is caused by the software executed on it [Bircher and John 2012; Schubert et al. 2012]. Shorter 

execution times and less system load often result in less power consumption. The execution times and 

the system load caused by software could potentially be optimized through better, i.e. faster, 

algorithms, the use of more suitable data structures, better software design, source code optimizations, 

etc. All these optimizations should be made during the development process. 
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The strategy describes how to integrate the monitoring of energy consumption and how to handle 

the measurements to get an automatically generated energy efficiency report, subsequent to any 

integration as well as the useful work done during test execution. We analyze and define the 

requirements to software tests used for rating software energy efficiency and check if well-known test 

terms (e.g. unit integration, system, and performance tests) fit to these requirements. By defining 

individual metrics at test level, we are able to rate the energy efficiency on single methods, just as 

different modules and whole software systems. 

 
Figure 3 Screenshot of the Energy Efficiency Trend in the CI Environment 

A deeper look into the build and test execution workflow of the unit testing-framework and the CI 

environment enables us to extend the workflows and instrument the test execution in order to record 

system load and energy consumption. We extend the test result report offered by the CI environment, 

showing the energy consumption of builds, test classes and test methods, and the rating of its energy 

efficiency caused by test execution and measurement results (Figure 3). According to the goals of CI, 

this is how we allow maximized feedback on energy efficiency of their software to the developers: by 

rating the test execution of any build performed by the CI environment. 

We evaluated the strategy by applying the exemplary setup on an example project where we 

implemented two sorting algorithms, heap sort and quick sort, and wrote several performance tests 

suitable for the measurement of the energy consumption. In this way we were able to show that it is 

possible to apply the strategy in the field, means how to measure energy consumption with software 

tests and how daily or per integration reports inside the CI environment can look like. Hence, energy 

optimization during development process is possible and the effort to do so can be minimized by using 

established techniques like software testing and CI. The tool is just a prototype and not available so 

far. 
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Commonly, the test builds during a software development process are done after every check in 

into the central repository instead of e.g. one build every night. This includes all of the tests: unit tests, 

integration tests and automated installations. All versions of which the source code has been changed 

will be build and tested directly after check in.  

Regarding renewable energies, it comes to mind if it might be sensible to shift the builds and tests 

to a time where the power overflow is high. In general, this is the case during the night. Indeed this 

cuts across the idea of CI. In this context, the big advantage of CI is that the software developer gets 

feedback directly so that he gets a feel for interaction of changing code and the resulting energy 

measurement. We advocate the early feedback about energy consumptions to the developer since he 

needs to be sensitized for this issue. In a further step, when the developers are aware of the energy 

consumption of their code, one can think about less builds and therefore less energy consumption 

during the development process. If the developers see the importance of energy measurements during 

the development process, one can start to optimize the point in time by taking account of the natural 

characteristics of renewable energies. 

6.2 Acquisition of Data Relevant for Calculation 

In order to calculate the CF of a software product during its whole life cycle, a lot of data needs to be 

collected. Even if one concentrates on the development phase, like we did, one has to collect many 

data, what takes a lot of time. Since enterprises have not attributed high importance to carbon 

footprinting so far and the terms as well as the methods are not well known, there need to be tools to 

support the data collecting in an easy way. It might increase the willingness to use CF calculations, if 

tools to collect the data are made available, which ideally calculate the CO2 emissions and which are 

also easy to use.  

Such supporting checklists and standard forms to gather the following data may be: 

• Characteristics of the enterprise (e.g. number of rooms, electrical power consumption, details 

of the infrastructure) 

• Project relevant data (hours of work, meetings, travelling, office supplies) 

Additionally, data like working hours can be recorded directly in a project management or issue 

tracking tool. In that way, they can be directly assigned to the different phases of a software life cycle. 

Hence, we are convinced that it makes sense to extend such tools by adding aspects like energy 

consumption. 

Another aspect to support the attention for the CF is mobile computing: mobile apps can be used 

to display the CF of e.g. products [Dada et al. 2008] or to help to collect the data. In that way, the user 

has the possibility to always be informed about the CF. The availability of more information makes it 

even more transparent to the user. 
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In general, the first step is to check if it makes sense to calculate a CF. It is not sensible to 

calculate a CF if the acquisition of the relevant data means a lot of additional effort and raises the CF 

as a result. One has to balance the costs and benefits first. 

7 Conclusion 

The climate change is one of the biggest challenges nowadays. One causer of the climate change are 

the growing CO2 emissions. Here, different approaches how to reduce these emissions exist. One 

possibility to get an impression of the emissions and to create more transparency and awareness in this 

context is to calculate the carbon footprint of goods and services. In that way, it is possible to identify 

optimization potentials. Regarding the overall ICT, there are different studies and approaches how to 

calculate the CF of servers etc. While the carbon footprint calculation of products over their whole life 

cycle is described in ISO 14067, methods are missing in the context of software. 

Hence, we presented an approach how to calculate the carbon footprint of software products by 

defining an exemplary enterprise as a first step. Based on this definition, we calculate the carbon 

footprint by focusing on the development phase. The resulting CF is converted into the functional unit 

kg CO2e per person month.  

Since there are many impacts to be considered in the carbon footprint calculation, we discuss 

these and point out how to address them during the calculation process. Especially commuting is an 

important aspect. However, the more a software is installed after development, the less the 

development phase is taken into account. 

Summarizing, from our point of view, two aspects are important to make software greener: on the 

one hand, activities to make the production process greener and on the other hand, actions to make the 

software product itself greener. In order to achieve the first goal, it is useful to calculate the CF of the 

software production process as described in our article. Hence, in order to improve the energy 

efficiency of software itself, we suggest adding this quality feature into CI during the development 

process. Thereby, it is possible to measure the energy consumption of a new software build 

continuously. The software developer gets feedback and can immediately see, whether or not a new 

build might be more energy inefficient. Since one main goal of Green IT is to produce 

environmentally friendly software, the presented methods help developers and designers without 

changing their software engineering methods in general. 
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Abstract. Many authors have proposed criteria to assess the “environmental friendliness” or 

“sustainability” of software products. However, a causal model that links observable properties of a 

software product to conditions of it being green or (more general) sustainable is still missing. Such a 

causal model is necessary because software products are intangible goods and, as such, only have 

indirect effects on the physical world. In particular, software products are not subject to any wear and 

tear, they can be copied without great effort, and generate no waste or emissions when being disposed 

of. Viewed in isolation, software seems to be a perfectly sustainable type of product. In real life, 

however, software products with the same or similar functionality can differ substantially in the burden 

they place on natural resources, especially if the sequence of released versions and resulting hardware 

obsolescence is taken into account. In this article, we present a model describing the causal chains from 

software products to their impacts on natural resources, including energy sources, from a life-cycle 

perspective. We focus on (i) the demands of software for hardware capacities (local, remote, and in the 

connecting network) and the resulting hardware energy demand, (ii) the expectations of users regarding 

such demands and how these affect hardware operating life, and (iii) the autonomy of users in managing 



Sustainable software products – towards assessment criteria for resource and energy efficiency 
 

 

[Paper 2] | 2 

their software use with regard to resource efficiency. We propose a hierarchical set of criteria and 

indicators to assess these impacts. We demonstrate the application of this criteria set, including the 

definition of standard usage scenarios for chosen categories of software products. We further discuss 

the practicability of this type of assessment, its acceptability for several stakeholders and potential 

consequences for the eco-labelling of software products and sustainable software design. 

Keywords. environmental criteria for software, green software, resource efficiency, sustainability 

indicators, model of software impacts, energy-aware software 

1 Introduction 

This article presents the results of a project on sustainable software design commissioned by the German 

Federal Environment Agency.1 The project builds on the results of earlier projects [Naumann et al. 2011; 

Hilty et al. 2015]. 

The goal of the present project is to develop a method for evaluating the environmental impacts of 

software products and to provide recommendations to software engineers for developing software with 

low environmental impact. The evaluation method is intended to support both the procurement of 

software products with the consideration of environmental criteria and the development of resource-

efficient software. In particular, the method is supposed to enable a comparison of two given software 

products with similar functionality, where the comparison will focus on the impacts of their use on 

natural resources. Based on the formulation of ambitious minimum standards, the method will help to 

define criteria for the awarding of an environmental or quality label to sustainable software products. 

The potential effect of exploiting the software functionality, such as the carbon emissions saved by using 

videoconferencing software to avoid flights (as demonstrated by Coroama et al. [Coroama et al. 2012]), 

which may be much larger, are not in the focus of this research. In the given example, we would 

distinguish among a set of software products instead, all providing videoconferencing functionality, by 

the amount of natural resources consumed per hour of using them. 

Thus, the project makes a contribution to expanding the focus of “Green IT” beyond the hardware 

level to include the software level as the place where hardware requirements emerge and expand. Since 

software products are immaterial goods, it is a challenge to capture the indirect material and thus 

environmental impacts of these products in conceptual and methodological terms. 

                                                      

1  “Sustainable software design – Development and application of criteria for resource-efficient software products 

with consideration of existing methods.” UFOPLAN project no. 3715 37 601 0 
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A product's environmental impacts generally occur through the use of natural resources2 during the 

life cycle of the product. We take this life-cycle perspective into account in relation to software products, 

as well (see Figure 1, upper part). We further consider that the hardware needed to operate a software 

product must be produced, supplied with electricity, and disposed of at the end of its useful life (Figure 

1, middle part). Thus, every software product is responsible for a quantifiable fraction of the life cycle 

of all the hardware products required for its operation (programmable devices of any kind, peripheral 

devices, and storage media). During production, use and disposal, these hardware products demand a 

quantifiable part of natural resources. 

 

 

Figure 1 Life cycles of hardware and software (horizontal dimension)  

and the resource demand induced by the life cycles (vertical dimension) 

Because it takes a life-cycle perspective, this approach can be expanded to include social aspects 

of sustainability, e.g. when producing the raw materials for the hardware (or producing the software) as 

well as the working conditions in hardware production and disposal; however, our focus is on the 

environmental aspects. 

At the software level, we intentionally limit our perspective to the use phase when developing the 

criteria. Although the production (development) and disposal (uninstallation) of software also has its 

indirect environmental impacts, they are not considered in this project. One exception is that we take 

into account the resources that can be wasted due to a software product’s incomplete uninstallability. 

                                                      

2  In this article, we reserve the term “resource” for natural resources and mostly avoid the technical term 

“hardware resource” by describing hardware resources in terms of their capacities, i.e., quantifiable aspects of 

their performance such as computing power, storage capacity, or transmission bandwidth. 
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Focusing on the use phase of software products is justified for standard software that is installed 

and run in millions or billions of cases. Minor changes of software properties decided by the developers 

can have a huge impact in terms of resource demand when the software product is being used, just 

because of the high multiplication factor that has to be applied due to the large number of installations 

and executions. 

The purpose of the set of criteria is to evaluate a software product on the basis of characteristics 

that are observable in its use phase, be it by the users themselves or by persons conducting professional 

tests. We excluded software production because assessing the process of software development seems 

less important to us than influencing it, in particular by making recommendations addressed to those 

responsible for software development. 

The evaluation of widespread software products requires more than a snapshot, ideally an 

observation of the software product over longer periods of time which cover several versions. From this 

long-term perspective, questions concerning software-induced purchasing of new hardware become 

more relevant, for example. 

Expressed in abstract terms, our analysis focuses on two essential flows caused by the use of a 

software product (see Figure 2): 

• the flow of energy through the hardware running the software (electricity to waste heat), 

• the flow of hardware through the organization using it (new hardware to electronic waste). 

 

 

Figure 2 The two main physical flows to be reduced by sustainable software 

The impact of both flows on natural resources can be determined by using standard life-cycle 

assessment (LCA) methods. Life cycle inventories for production and disposal of the most important 

hardware components exist for this purpose, and we take them as given without entering a detailed 
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discussion [Hischier et al. 2015; Wäger et al. 2015]. Energy flow can also be evaluated with LCA 

methods; the various methods for generating electricity have been examined sufficiently; that’s why we 

take these results for granted as well [Turconi et al. 2013; Hertwich et al. 2015]. 

If a software product causes significantly lower hardware and energy flows than competing 

products with similar functionality, it can be considered “relatively sustainable.”3 

That is why it is sufficient to address the impact of software on the required hardware capacities. If 

one imagines a chain of impacts from software characteristics to natural resource use, we exclusively 

analyze the section of this causal chain from the software characteristics to the hardware products and 

their electricity consumption, because it is the only part of the causal chain that can vary among software 

products. In other words, a software product has usually no impact on the way hardware is manufactured 

or electricity is generated, but only on the amount of hardware and electricity consumed for its running. 

Exceptions may occur in cases of co-design of hardware and software or when an operating system and 

the hardware are optimized together. However, our focus is on standard application software. This does 

not exclude that the criteria or subsets of them can in principle be applied to a broader class of software 

products. 

Additional hardware that is not directly involved in executing the programs of a software product, 

but indirectly used, such as the Internet nodes routing the traffic generated by the software, may not 

even be known; in such cases, using average impact factors like “Internet energy intensity” in kWh/GB 

[Coroama and Hilty 2014] is better than implicitly assuming a zero impact. 

Thus, operational criteria are necessary to be able to assess the sustainability of software with 

reference to the hardware and energy flows it induces. Then these criteria can be applied, e.g., to inform 

people responsible for software development or software procurement – or to award an eco-label for 

software products [Kern et al. 2015]. 

The set of criteria proposed here focuses on environmental impacts resulting from the operation of 

a software product. As already mentioned, this does not rule out that the awarding of eco-labels also 

includes social criteria regarding the process of software development (e.g., compliance with ILO4 

standards when outsourcing programming work), the functionality of the software (e.g., accessibility, 

or exclusion of particular categories such as violent games), or other aspects. It seems important to us, 

however, to treat the impacts of software characteristics on natural resource consumption as a clearly 

                                                      

3  The functionality of a software product, and thus its utility, will not be evaluated here. Our goal is restricted to 

estimating and evaluating the amount of resource use it induces. A given amount of useful work can be related 

to the amount of resource use induced to determine efficiency. 

4  International Labour Organization 
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defined object of research from the outset and not to confound it with other issues. Studies and criteria 

are available for many of these neighboring issues and can be used to complement our set of criteria 

[Johann and Maalej 2013; Al Hinai and Chitchyan 2015]. 

A tree of criteria was developed during the first phase of the project. The leaves of this tree are 

indicators serving to operationalize the parent criterion. An overview of the set of criteria is provided in 

Section 3. The full set of criteria is available in the supporting information to this article, which will be 

also published online. We will provide updates at: http://green-software-engineering.de/criteria-catalog, 

add a revision control on this website and invite for comments and feedback. In addition, we will keep 

the version to which this article directly refers as supplementary information constant and accessible. 

The set of criteria is intended to be used as a catalogue from which a selection can be made depending 

on the goal and scope of the assessment task. Direct comparisons of software products are of course 

only possible if the same selection is used in all cases investigated.  

2 Criteria for software sustainability and related 

approaches in literature 

Many fields of research are addressing interactions between ICT and the goal of sustainable 

development. Hilty and Aebischer provide a general framework for this type of research [Hilty and 

Aebischer 2015]. As a special case, research on software sustainability is focusing on the software part 

of ICT systems, looking for interdependencies between software engineering and sustainability issues. 

A first literature review in this context was done by Penzenstadler et al. in 2012 [Penzenstadler et al. 

2012]. Based on their data, at that time “little research coverage on the different aspects of sustainability 

in software engineering” was found. This seemed to have changed two years later, when a similar study 

by the almost same authors came to the conclusion: “The topic of SE4S [Software Engineering for 

Sustainability] has received wide-spread attention in the software engineering community over the past 

few years.” [Penzenstadler et al. 2014] Thus, the interest for the issue is widening. 

Addressing a more specific topic, Calero et al. [Calero et al. 2013a] analyze publications dealing 

with software sustainability measurements. In addition to measurements, metrics are an issue in 

evaluating software products. Here, Bozzelli et al. [Bozzelli et al. 2013] describe and classify metrics 

regarding the so-called “greenness” of software while reviewing existing literature in this context. 

However, they do not define what is meant by “greenness of software”. According to their results, the 

“research community is focusing on metrics strictly related to energy consumption and saving 

dimensions”. 

Nevertheless, many authors working on criteria and metrics for “green” or “sustainable” software 

have a broader understanding of the issue, e.g. addressing the “impacts on economy, society, human 

beings, and [the] environment that result from development, deployment, and usage of the software.“ 

http://green-software-engineering.de/criteria-catalog
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[Dick et al. 2010; Naumann et al. 2011] Several other definitions of “sustainable software“ [Mahaux et 

al. 2011; Calero et al. 2013b; Penzenstadler 2013] discuss the issue from different perspectives. 

Summarizing, all of them address the protection of resources, among other issues. However, a 

standardized understanding of “green” or rather “sustainable” software is still missing. As set out in the 

introduction, we will focus on environmental sustainability. 

2.1 Strategies on finding criteria for sustainable software 

The following strategies on how to find and summarize criteria for sustainability or “greenness” of 

software products can be identified in literature: 

i. Taking existing software quality criteria (such as maintainability) or quality models (such as 

ISO 25010) and interpreting them in the context of environmental sustainability, 

ii. taking existing sustainability criteria (such as energy efficiency) and clustering them to 

categories (bottom-up approach), and 

iii. taking an LCA approach and defining software sustainability criteria for software life cycle 

phases (top-down approach). 

Table 1 summarizes literature that can be categorized into methods (i) to (iii). The list is not 

intended to be exhaustive. 

Table 1 Comparison of approaches on criteria for sustainable software 

Approach by Objectives Outcomes Criteria (Examples) 

Method (i) 

Albertao [2004]  
Albertao et al. 
[2010]  

Assessing properties of 
software for environmental, 
economic and social aspects; 
Introducing a set of metrics to 
assess the sustainability of 
software products, 
demonstration how to use the 
metrics 

Sustainability 
performance metrics 
and strategy how to 
improve follow-up 
releases by using the 
metrics 

Modifiability, 
Reusability, 
Dependability, Usability, 
Efficiency, and 
Predictability 

Calero et al. 
[2013b]  
Calero et al. 
[2015]  

Extending the ISO 25010 
quality model by including 
sustainability aspects; 
definition of “greenability” 

Model for software 
sustainability that 
can be added to the 
ISO software product 
quality model 

Energy efficiency, 
Resource Optimization, 
Capacity Optimization, 
Perdurability 

Method (ii) 

Taina [2011] Developing the criteria set 
“green software factors” 

Framework for green 
quality factors: 
related to software 
development and 
execution 

Feasibility (Carbon 
Footprint, Energy, Travel, 
…), Efficiency (CPU-
intensity, Idleness, …), 
Sustainability (Reduction, 
Beauty, …) 
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Kern et al. 
[2013] 

Summarizing existing 
approaches in a “quality 
model” for green and 
sustainable software 

Quality model to 
classify green 
software and its 
engineering and 
exemplary 
corresponding 
metrics 

Feasibility, Social 
Aspects, Portability, 
Efficiency, Reflectivity, 
Product Sustainability 

Method (iii) 

Abenius [2009]  Evaluation of “Green IT”, 
especially “Green Software”, 
and pointing out possibilities 
to use software in a more 
energy-saving way 

Examples of actions 
towards Green IT, 
mapped to software 
life cycle phases 

Choice of Material, 
Reuse Refurbish Recycle, 
Production Logistics 

Naumann et al. 
[2011]  

Mapping potential effects of 
software to sustainable 
development 

Life cycle model for 
software products 
including effects 
relevant to 
sustainability 

Working Conditions, 
Manuals, Data Medium, 
Download Size, 
Accessibility, Hardware 
Requirements, Backup 
Size 

 

2.2 Research Design 

In order to create the set of criteria presented in this article, we used a procedure combining methods (i) 

to (iii): We first collected available extensions of quality models, findings of literature reviews 

(including scientific and practical publications), and additional ideas in the context of software 

sustainability (expert discussions). We then related the collected elements to each other and clustered 

them (bottom-up approach). This resulted in a structured collection of criteria which was reassessed for 

consolidating overlapping ideas. Then we mapped the criteria to software life cycle phases and to the 

sustainability aspects resulting from the causal model of the impact of software on natural resource use 

that was developed in parallel (Figure 3). Consequently, only a subset of the consolidated set of criteria 

has been followed up. 

The resulting set of criteria will be presented in Section 3. The practical application of example 

criteria is demonstrated with existing software products in Section 4. 

3 A set of criteria to assess the resource efficiency of 

software products 

As a guideline to structure the criteria collected from the literature, we developed a causal model 

describing the principal mechanisms by which a software product can influence the demand for natural 

resources (inspired by [Som et al. 2009]). Each of these mechanisms is a direct path (representing a 

causal chain) from observable properties of the software product to the use of hardware capacities and, 
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finally, to the demand for natural resources that is induced by producing and running the hardware. This 

causal model is shown in Figure 3. We will first explain the model and then provide an overview of the 

set of criteria we formulated on its basis. 

 

Figure 3 The model describing the causal chains leading from software properties (blue) to the natural resources required 

for using the software (green). A link means “has impact on”. The central node “Hardware capacities used“ is structured 
into several types of local, transmission and remote hardware capacities procured and operated to run the software product. 

The observable properties of the software product are represented by the five (blue) nodes in the 

upper part of the graph. The most important property is the hardware requirements, i.e., the amount of 

hardware capacities the software product requires (both declared by the producer and actually measured, 

as partly shown in Section 4). 

The amount of natural resources (including energy resources) demanded for running the software 

is represented by the two (green) oval nodes labelled “Resources required for production and disposal 

of hardware” and “Resources required for operation of hardware” (lower right part of the figure). 

Each path leading from a software product property to the natural resource demand represents a 

possible way for software developers to influence the natural resource consumption that will be caused 

by their products. All paths happen to cross the node “Hardware capacities used” – except one. 

This exceptional path starts at “Continuity and further development of the software product”, which 

has a direct impact on the “Operating life of the locally used hardware products”, which then affects the 

“Resources required for production and disposal of hardware”. The idea behind this causal chain is that 
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the evolution of a software product has an influence on hardware obsolescence. If, for example, a new 

version is more demanding with regard to hardware capacities, it can shorten the useful life of the 

hardware equipment in use even when this is still fully functional, which then increases the amount of 

natural resources required to produce the hardware per unit of used hardware capacity*time. 

All the other paths from software properties to natural resources cross the (orange) node “Hardware 

capacities used”. Note that we assume that there are – in the general case – three spheres of hardware 

capacities involved in running application software: 

• local capacities provided by end consumer devices,  

• transmission capacities provided by network infrastructure, which includes hardware such as 

routers, switches and links (e.g., optical fibres), and 

• remote capacities provided by servers. 

Even if the software product under test runs only locally, it may require and access remote and 

transmission capacities which have to be assessed as well. 

Another important feature of the model is that some of the causal chains reach the “Hardware 

capacities used” via (red) behavioral and organizational aspects of using the software product. This 

includes everything that may influence the “actually used configuration of the software product” or the 

“Usage patterns”. This reflects that the actual configuration and the way of using the software product 

both influence the hardware capacity it requires. This is where users and the organizational structures in 

which they act come into play as influencers of the software-induced resource demand. Software 

developers cannot (and probably should not want to) determine user behavior and organizational 

structures, but they do define the decision space for organizations and individual users to optimize 

resource consumption when using the software. If this decision space is too constrained to allow users 

who intend to save resources to do so, this is less sustainable than providing such options. The grey 

nodes are intermediate nodes in the causal network. 

In Table 2, we briefly explain the five software properties used in our model and provide examples 

for the criteria addressing them. Please note that the criteria numbers shown in brackets refer to Table 3 

and to the full set of criteria that is provided as supporting information to this article. 

Table 2 Software properties (corresponding to the five top nodes of Figure 3) and example criteria.  

The numbers in brackets refer to the set of criteria provided as supporting information and described in Table 3. 

Software property Rationale Example criterion 

Support for self-
directed management 
of the software product 
(user autonomy) 

If the organization or individual using 
the software product wants to save 
resources, the software should support 
this intention. 

Uninstallability [3.2] 

Configurability and 
default settings 

The default settings for configuring the 
software product may have a 

This aspect can be viewed as 
overarching, it affects 
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substantial influence on the resources 
used. 

several criteria by creating 
awareness for default 
settings, e.g., Resource 
Management [1.3].  

Hardware requirements The hardware required to run the 
software product have a crucial 
influence on the hardware capacities 
the user will procure and on the load 
and energy consumption when using 
the product. 

Electricity consumption for a 
standard usage scenario and 
a standard configuration 
[1.2] 

Resource management 
functionality 

This is the capability of the software 
product to manage the hardware 
capacities (and thus the natural 
resources needed to provide them) in a 
way that avoids wasteful use. 

Resource Management [1.3] 

Continuity and further 
development of the 
software product 

Backward compatibility of a software 
product mitigates the obsolescence 
effect that can be created by new 
versions. 

Backward compatibility 
[2.1] 

 
To provide an overview of the full set of criteria, Table 3 shows the levels one and two of the 

hierarchy. There are three main criteria, “Resource efficiency”, “Potential hardware operating life” and 

“User autonomy”. They have different numbers of sub-criteria. Some of the sub-criteria are further 

refined to a third level. The leaf criteria are operationalized by indicators which can be directly used to 

measure or qualitatively assess properties of the software. Third-level criteria and indicators are not 

shown in Table 3 to keep it short. Please refer to the supporting information for the full documentation. 

The next section describes the application of four example criteria to demonstrate their 

practicability in the real word. 

 
Table 3 Levels one and two of the criteria tree.  

For the full description of the criteria set please refer to the supporting information to this article. 

1 Resource efficiency 

 1.1 Hardware efficiency: Which hardware capacities must be available for 
operating the software product and what is the degree of capacity utilization 
during operation? 

 1.2 Energy efficiency: How much electricity does the hardware consume when 
the software product is used to execute a standard usage scenario? 

 1.3 Resource management: Does the software product have an energy 
management feature, and how effective is it when using the product in a 
standardized context? 

2 Potential hardware operating life 

 2.1 Backward compatibility: Does the manufacturer of the software product 
guarantee that the current release can be executed on a reference system that 
is n years old? 
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 2.2 Platform independence and portability: Can the software product be 
executed on different currently prevalent productive system environments 
(hardware and software), and can users switch between them without 
disadvantages? 

 2.3 Hardware sufficiency: Does the amount of hardware capacity used remain 
constant over time as the software product is developed further and 
additional functions are added? 

3 User autonomy 

 3.1 Transparency and interoperability: Can users understand resource-relevant 
aspects of the software product with a reasonable amount of time and effort? 
Are they free to re-use data they produced with this software product with 
other software products? 

 3.2 Uninstallability: Can the software product be uninstalled easily, without 
leaving traces, and without avoidable disadvantages? 

 3.3 Maintenance functions: Does the software product provide easy-to-use 
functions permitting users to repair damage to data and programs? 

 3.4 Independence of outside resources: Can the software product be operated as 
independently as possible of resources not subject to the users' control? 

 3.5 Quality of product information: Does the information provided about the 
software product support its resource-efficient use? 

4 Exemplary application of the criteria set 

In order to show how the set of criteria can be used to compare software products with similar 

functionality in terms of resource efficiency, we will demonstrate the application of selected criteria. 

The example criteria, for which we will demonstrate the operationalization here, were selected 

using the following requirements: at least one from each of the main criteria (level 1), potentially high 

relevance in terms of natural resource use, and different methodological challenges for applying the 

criteria. This led to the following selection: 

• “Electricity consumption for a standard usage scenario and a standard configuration” [1.2], 

• “Default settings supporting resource conservation” [1.3.3], 

• “Backward compatibility” [2.1], and 

• “Uninstallability of programs” [3.2.1] 

For criteria with quantitatively measurable indicators (only the first one in our example), we use a 

measurement setup (following ISO/IEC 14756, as introduced in [Dirlewanger 2006], see Figure 4) to 

record the usage of the hardware capacities and energy consumption of a reference computer system to 

derive the hardware utilization and energy consumption induced by the software products. To 

demonstrate the applicability of the method, we used the measurement method of previous work, which 

used different measurement scenarios and focused on energy issues. The measurement setup is briefly 

described in Section 4.1. 



Kern, E.; Hilty, L. M.; Guldner, A.; Maksimov, Y. V.; Filler, A.; Gröger, J.; Naumann, S. 
 

 

[Paper 2] | 13 

The assessment of criteria for which no measurable indicators can be defined depends on 

observations of the software products’ behavior, expert and user opinions, visual inspections, black-box 

tests and reviews of software manuals and other documents. 

To evaluate the practicability of the criteria, we established a measurement procedure for each 

indicator. We then conducted case studies with 11 software products from the product groups “word 

processors”, “web browsers”, “content management systems”, and “database systems”. Thus, the four 

chosen software types represent three different software architecture patterns: local applications, 

applications with remote data processing, and server applications (see Table 4). The definition of the 

software architecture patterns is a result of the aforementioned prior research activities, a review of 

relevant literature, and expert interviews. 

Table 4 Selection of software products for the case studies 

# Product 

group 

Software 

architecture 

pattern 

Platform Products and Licenses 

1 Word 
processors 

Local application Desktop/ 
Mobile 

One proprietary and one 
open source word processor 
were selected. 

2 Web browsers Application with 
remote data 
processing 

Desktop/ 
Mobile 

One proprietary and two 
open source web browsers 
were selected 

3 Content 
Management 
Systems 

Application with 
remote data 
processing 

Desktop/ 
Server 

Three open source browsers 
were selected 

4 Database 
systems 

Server application Server One proprietary and two 
open source database 
systems were selected 

 

Based on the decision to select software products representing the different software architecture 

patterns, we chose the specific products for the case studies. Table 4 shows the resulting selection of 

software product groups. In order to find the products that should be tested, the following aspects were 

considered: 

• High installation or user count 

• Long useful life 

• Different user groups 

• Different devices used to run the products 

• Different operating systems used to run the products 

• Different licenses 
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The specific selection is based on statistics on private and professional usage and market shares of 

the products. We chose from a large range of software product groups to test the applicability of the 

indicators over a large scope. 

4.1 Example criterion Electricity co su ptio  for a sta dard usage 
scenario and a standard configuration  

To measure the energy consumption of software for the first sub-criterion of criterion 1.2, which is 

“Electricity consumption for a standard usage scenario and a standard configuration”, we let the system 

execute the same task with a set of comparable software products and monitor the consumption behavior 

of the system under test (SUT) at the hardware level in a standardized test environment. 

Figure 4 depicts an exemplary measurement setup, introduced in [Dick et al. 2011], that allows 

recording the utilization of hardware capacities induced by a software product and the resulting energy 

consumption. Previous work showed the comparison of the energy consumption of different 

configurations of a web content management system, using caching and compression technologies, and 

of different ways of using web browsers on two well-known tools, based on black box measurements 

[Dick et al. 2011]. In addition, we applied white box measurements to sorting applications and multi 

user web applications [Johann et al. 2012]. 

The software product is installed on the SUT, which can be a desktop computer or server. The 

workload generator then performs the tasks defined in the usage scenario (see below). The power supply 

of the SUT is monitored by a power meter. The SUT itself collects the data on the utilization of its 

hardware capacities. All data is aggregated in a centralized data storage and then analyzed. 

 

Figure 4 Exemplary setup for measuring hardware utilization and energy consumption of a software system. 
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In order to produce comparable results, we record several measurements: the baseline consumption 

of the operating system, the consumption of the operating system plus the software product in idle mode, 

and a standard usage scenario. To ensure a fair appraisal system, the standard usage scenario needs to 

be devised for each software product group in a way that it does not favor one product over the other. 

Thus, the scenarios that we describe here are merely suggestions that we used to prove the viability of 

the method. The creation of the scenarios, which are later used e.g. for awarding eco-labels, should be 

devised by the respective entity, like the certifier. 

For a non-interactive product group (e.g. database systems), we propose to use or devise a 

benchmark that puts load on the system. This can be done in several steps (low, medium, and high load) 

to ensure an equitable comparison. For an interactive product group (e.g. word processors), we propose 

to create a standard usage scenario in a way that it emulates a user as realistically as possible. To do so, 

we propose the following steps: First, we analyze which tasks users typically carry out with the software 

product and which functions of the software are used most frequently in this process. Additionally, we 

consider expert opinions on functionalities which may induce high energy demand or high resource 

utilization. With this information, we define individual actions that then are scheduled in a flow chart. 

We test the scenario with each software product of the product group to ensure that the execution of the 

whole scenario is possible with each one. This way, when the energy consumption and hardware 

utilization of the SUT is measured while performing the scenario, the same useful work is done with 

each software product and we can compare the results for each one of the scenarios. 

After the design of a standard usage scenario, we prepare the SUT. In order to reduce side effects 

from remnants of previous installations, we overwrite the whole hard drive with a predefined 

standardized disk image including the desired operating system, before installing the software product. 

In this system, all possible background processes – such as automatic updates, virus scanners, indexing- 

and backup processes – are deactivated. With this standardized configuration, we measure the baseline 

consumption of the operating system several times and average the results in order to ensure that the 

fewest possible number of other processes are interfering with the scenario measurements. 

By means of a macro software, we repeat the measurement of the standard usage scenario several 

times in order to generate a representative sample. In the following, we present exemplary results of the 

measurements from the case studies. Table 5 provides some technical details. 

Table 5 Details of the measurement procedure. 

System Under Test 

(SUT) 

We use two SUT, a desktop computer for local software (e.g. word 
processors) and a server for distributed software (e.g. content 
management systems). 

Sampling rate All data is collected with a sampling rate of one kilohertz. 
(1,000 data points/second) 

Scenario length The time interval of each scenario is set to 10 minutes. 
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System 

configuration 

We use two standard configurations of hardware and operating system, 
one for each SUT (client and server). All software products of one 
product group are installed on the same reference system. 

Synchronization The analysis software synchronizes all measured data by means of 
time stamps. 

Sample size All measurements are repeated 30 times and then averaged. Assuming 
a normally distributed population [Dirlewanger 2006], and given the 
controlled test environment described in the text, 30 measurements are 
usually a sufficient sample size, as “the sampling distribution will tend 
to be normal regardless of the population distribution in samples of 30 
or more” [Field 2009]. 

 

For each measurement, we record the power input and hardware utilization data, averaged per 

second. We store the measurement data together with the log data from the load generator in a database, 

in order to be able to analyze which action causes which resource consumption. By way of example, we 

present the results of the indicator “measured power input” (an indicator for criterion 1.2.1) for two 

word processors executing the same standard usage scenario (see Figure 5). 

 

 

Figure 5 Comparison of the power input of two word processors. 

The measured values are averaged per second over the 30 repetitions. It can be seen that the two 

word processors take a different amount of time to finish the same scenario within the 10-minutes 

interval. 

From these measurements, we calculate the average consumed electrical energy [Wh] per standard 

scenario and decide whether the two candidates’ mean values differ significantly via a t-test. 

In this case, word processor 2 uses significantly more electrical energy (16.72 Wh) than word 

processor 1 (14.43 Wh) on average (confidence interval: 95%). Similarly, we also calculate and compare 
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the work that the software demands from the available hardware capacities, such as “processor work” 

(processor load integrated over time) to evaluate other criteria, in particular 1.1, “Hardware efficiency”: 

Which hardware capacities must be available for operating the software product and what is the degree 

of capacity utilization during operation? 

4.2 Further example criteria 

All considerations about the evaluation of the criteria are made with the default settings of the software 

product to be assessed in order to locate the optimization potentials. 

4.2.1 E a ple riterio  Default setti gs supporti g resour e o ser atio  

Criterion 1.3.3 (a sub-criterion of 1.3 Resource management) requires that “the default settings of the 

software product are selected in such a way that they also take the goal of resource conservation into 

account”. This is assessed by means of observing the default settings of the software product and a 

reviewer’s assessment. In this case, it is important to check settings both during and after the software 

installation and, if necessary, to measure the default settings with a separate scenario and compare the 

results with those of the other software products in the same group. 

As mentioned in Table 2, this criterion is a special case because it is implicitly linked to other 

criteria and indicators addressing a broad variety of settings relevant for resource demand. Examples of 

such settings are sleep mode settings (indicator for 1.3.2, energy options (indicator for 1.3.1), data 

compression and transfer options. 

As a starting point, the reviewer can look out for hardware-intensive modules identified in criterion 

1.1.5 “Economical use of hardware through adaptability and support for users when adapting the 

software product”. In some cases, it may also be necessary to rely on other assessment methods like 

reviewing manuals or visual inspections (e. g., in case of web browsers: which is the default page the 

browser opens at every start?). 

For the case studies with software products from the “word processor” group, we found that for 

word processor 1, the default is to install all office tools (like word processor, spreadsheet program, 

presentation program, etc.) and some extensions (approximately 140 megabytes in size, including, e.g., 

dictionaries for the spell checker). Word processor 2 also includes the standard office tools. In addition, 

it installs several programs, plugins, and add-ons (approximately 1,000 megabytes in size). 

4.2.2 E a ple riterio  Ba k ard o pati ilit  

Criterion 2.1 requires that “the manufacturer of the software product guarantee[s] that the current release 

can be executed on a reference system that is n years old”. The maximum number n is the result. 
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To apply this criterion, two indicators are evaluated:  

a) Use the specification by the manufacturer (hardware, old operating systems, old frameworks), 

since no standard configurations have been defined for previous years. 

b) When this criterion has been applied for at least one year, execute the standard usage scenario 

on earlier standard configurations as well. Can the standard usage scenario still be executed with 

the current release of the software product under the standard configurations from n years ago? 

For indicator (a), we review the manufacturer’s specification to identify how many years have 

passed since the most current version of the minimum requirements (hardware, operating systems, 

frameworks, etc.) to operate the software product was released. For example: If the minimum 

requirements are Windows 2000 and php 5 (released in 2006), this would yield n = 11 today (in 2017). 

For the case studies with software products from the “word processor” group, we found that for word 

processor 1, the current release can be executed on a system that is 8 years old. For word processor 2 

we found n = 7. In the following iterations of the assessment of the software product, when a new version 

is available, the evaluation of indicator (b) can start by experimentally testing whether the standard usage 

scenario can be executed on earlier standard configurations as well. This may then provide more robust 

results. 

4.2.3 E a ple riterio  U i stalla ilit  of progra s  

Criterion 3.2.1 requires that “the user receives sufficient support to uninstall the program without 

leaving traces”. In order to test this criterion, we propose a black-box test that shows if after installing 

and uninstalling of the software product under study, the condition will be identical to that prior to the 

installation. 

To achieve this, we first make a copy of the standardized disk image with exclusively the desired 

operating system. Then, we install the software product, perform the standard usage scenario and 

uninstall the software product again, following the instructions in the user manual (if available). We 

then create another disk image and compare it to the image we created before the installation. This way, 

we find all files and changes to files that remain after uninstalling. The reviewer then traces which files 

were created by the software product. Additionally, we search for remaining entries in the registry of 

Windows. 

For the case studies with software products from the “word processor” group, we found that after 

uninstalling word processor 1, there were no related files left except user-generated documents. After 

uninstalling word processor 2 however, there were 14 related empty folders and 1 file remaining on the 

disk image and over 100 entries in the registry. The manufacturer also provides a manual for completely 

removing the registry entries. Indeed, this can only be accomplished with administrator rights and may 

be difficult for unexperienced users. 
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As exemplarily in Section 4 demonstrated, we verified all criteria during our case studies. In 

conclusion, our studies show that all criteria can be utilized with varying effort. As described, we chose 

these examples to be presented in the paper, because they are a cross section of the criteria set, potentially 

have a high impact in terms of resource consumption, and pose different methodological challenges. 

The general goal is not to establish a fixed methodology, but to show the viability of the criteria. The 

methods should be adapted by the entities that use the set of criteria e.g. for awarding eco-labels. 

5 Potential use cases for the criteria set 

In this section, we discuss the set of criteria and its potential future application from the perspective of 

different stakeholders. 

5.1 Software user perspective 

Software users are those who use software products without usually needing skills in developing or 

administrating software products. Thus, this group comprises everyone using a desktop PC, laptop, 

smartphone or similar end-user devices in private or professional contexts. A software user is not 

necessarily identical with the software purchaser (see Section 5.2). 

From the perspective of software users, the criteria for sustainable software products provide 

information about the environmental impacts of the products. They inform about the idea how to 

characterize and evaluate the sustainability of a software product, and give hints how to use and 

configure software products to achieve higher energy and resource efficiency. Informing about these 

issues by exemplary demonstrations of this set of criteria (like the one presented in Section 4) might, 

hopefully, lead to more transparency and awareness for the topic. 

Additionally, the set of criteria could be the basis for the development of a label for green software 

products (see Section 5.5). Such a label can be seen as an information medium supporting transparency 

in the relation between software usage and environmental impacts by presenting the information created 

by applying the set of criteria in a maximally aggregated form. The awareness for environmental impacts 

of software can support “greener” user behavior with regard to ICT products, especially software. 

Besides protecting the environment, the behavioral changes can also result in economic advantages for 

the users. 

5.2 Software purchaser perspective 

Software purchasers are those who care about searching for and buying new software products for their 

organizations. In private households, purchasers and users are often identical. In a company, the 

purchaser may be responsible for ordering vast amounts of software products. In any case, someone 
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must decide which software product is to be bought because there are competitive products with similar 

functionality. 

If a purchaser is interested in sustainability issues, he or she can include our set of criteria or a 

selected part of it to evaluate candidate products or rely on test results provided by independent sources 

(NGO’s, journalists) that have applied the criteria or by a public authority providing an eco-label. 

Besides that, the set of criteria can inspire purchasers to include additional requirements for new 

software products in their calls for tenders. Such requirements can become part of procurement 

guidelines. 

In the long run, our set of criteria can help companies reducing their CO2 footprints by purchasing 

sustainable software products. At the same time, there may be economic benefits by reducing hardware 

capacities and obsolescence. 

5.3 Software administrator perspective 

The software administrators do not only use the software products, but also care about configuration and 

related technical aspects. Thus, the set of criteria can be a source of inspiration and deeper understanding, 

a guideline and an argumentation aid for administrators to configure software products in an 

environment-friendly way. In large organizations with thousands of users, the impacts of an increased 

administrators’ awareness for software sustainability issues can be huge both in environmental and in 

economic terms. 

5.4 Software developer perspective 

The group of software developers includes both individual developers and software companies. 

For a software company, creating sustainable software and following marketing trends may be 

conflicting goals (e.g., creating customer lock-in effects or monitoring user behavior to sell this data 

might not work with sustainable software). However, both the individual developer as well as a future-

oriented company, can use the idea of sustainable software to create a unique selling point. Considering 

our criteria in software development expands the spectrum of non-functional requirements for the 

software products. As soon as sustainability becomes a highly rated requirement for software purchasers, 

software manufacturers who are able to deliver sustainable products will have an advantage. 

Recommendations for software developers that can be directly or indirectly extracted from the 

criteria may be transformed into a guideline for resource-efficient software development. The 

recommendations and the guideline can help to spread the ideas of caring about sustainability issues in 

software engineering. 
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5.5 Software certifier perspective 

Software certifiers are people or organizations who are involved in developing and awarding eco-labels 

or sustainability labels for software products. 

Software certifiers may use the set of criteria as a basis for awarding a label. In order to create 

guidelines on how to implement test procedures, the method of exemplary application (Section 4) could 

be formalized. To do so, our set of criteria provides a reliable basis. 

Providing a label for sustainable software products extends the number of certified products in the 

context of responsible consumption. It extends the spectrum of software properties that can be certified, 

e.g., quality, security, and usability. As a consequence, the portfolio of software certifiers grows, 

strengthening their role in contributing to market transparency and supporting users in responsible 

behavior. 

6 Discussion 

The previous section already shows possible use cases for the presented set of criteria and assigns them 

to the different user perspectives. However, in order to be able to assess the criteria of sustainable 

software products in such a structured way as presented, we had to set priorities in (i) the scope, (ii) the 

application area, and (iii) product selection. This can be interpreted both as strength and as limitation. 

As described in the introduction, we decided to focus on the usage phase of software. This reduces 

the complexity of gathering software products as immaterial goods and provides a starting point that is 

easier to handle. Nevertheless, we are aware of the connection between the different life cycle phases. 

Thus, we definitely speak out in favor of addressing the other phases and the connection between them 

in future work. Overall, the set of criteria presents a balanced selection of possible criteria since it is the 

result of literature reviews and working sessions of a team of seven researchers and practitioners with 

different backgrounds. Additionally, the selection has been evaluated by external experts. 

Defining standard usage scenarios and taking this scenario as a basis for the measurements done 

(see Section 4.1), allows us to compare the energy consumption and hardware requirements of software 

products of the same product classification. However, as described, the standard usage scenarios are one 

viable approach to the assessment of the software products, especially for interactive product groups. 

Nevertheless, a certifier (as described in Section 5.5) who uses the criteria catalog must decide which 

scenarios are to be established within the community. To evaluate the exemplary criteria, we used a 

measurement setup including specific hardware and software tools (Figure 4). However, the portability 

of the measurement method is ensured since the results are repeatable by using comparable tools. 

In order to be able to test the suggested criteria, we had to select software products the criteria could 

be applied to. We chose 11 products representing (a) the defined software architecture patterns and (b) 
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popular products of these classes. It turned out that there are some limitations in the application of the 

set of criteria that are caused by the software architecture. For example, local applications do not transfer 

data in the network. Thus, we do not need to estimate the energy consumed in the network for the data 

traffic. This (energy consumed in the network) is one of the indicators of the criterion 1.2 Energy 

efficiency (see Table 3). Overall, we are satisfied that the set of criteria can be applied to additional 

software products representing one of the software architecture patterns. 

7 Conclusion and Outlook 

In this article, we described how we developed a set of criteria for software sustainability and 

demonstrated the application of a subset of them. This research is one step towards awarding a 

sustainability label for software products by comparing products with similar functionality. If it turns 

out that one of the products causes less pressure on natural resources than others in its class, then it can 

be labelled “sustainable”. The basic causal model and the criteria we developed go beyond energy 

demand at runtime by also covering the mechanisms that drive the increasing demand for hardware 

capacities, including software-induced obsolescence. 

The criteria were developed with a combined approach including an extensive literature search, the 

selection and transfer of existing software quality criteria and the derivation of software-specific criteria 

from general sustainability indicators. The pilot application of core criteria addressing electricity 

consumption, default settings, backward compatibility and uninstallability of software products revealed 

that there are significant differences between products that may look quite similar at a first glance. We 

conclude that the criteria have a high relevance and offer practical benefit to any stakeholder who wants 

to distinguish similar software products with respect to their resource efficiency or environmental 

impact. 

So far, the criteria are unweighted. The set of criteria provides no statement about what is more 

relevant and which minimum standards must be met to characterize sustainable software. When the 

criteria set should be further developed into an eco-label or procurement requirements, it will have to be 

expanded to a rating system. One can imagine that sustainability properties of software can finally be 

described, e.g., on a single scale from 0 to 100. This would make it easy to rank products according to 

their environmental friendliness. However, this step towards standardization should be done by experts 

of the certification field since it is a political decision leading to issues of environmental policy. 

Next to moving forward in creating a standardized label for sustainable software products, future 

work contains an extension of the measurements, e.g. evaluating further software products and including 

mobile devices as SUT. A vision for the future is to integrate the measurements of software sustainability 

directly in the development process and when releasing new versions of software products. Thus, in 
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future, we will pay attention to providing recommendations for software engineers and an integration of 

the knowledge on sustainability characteristics for software products into teaching and education. 
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1 Resource efficiency 

To what extent are hardware capacities used, and therefore, to what extent are natural resources 

consumed indirectly, when a given function is performed? 

This main criterion assumes that a given functionality can be fulfilled by a software product using 
different amounts of hardware capacities, which indirectly results in different amounts of natural 
resource consumption required for hardware provision, operation, and disposal. 

The ideal is a software product that achieves a given functionality with minimum resource 
consumption, i.e., that maximizes resource efficiency (see glossary). Functionality is specified by 
standard usage scenarios (see glossary). The hardware capacities to be made available and those 
actually used as well as the energy consumed serve as approximations for estimating natural resource 
consumption. 

1.1 Hardware efficiency 

Which hardware capacities must be available for operating the software product and what is the 

degree of capacity utilization during operation? 

Hardware capacities are measured in % of the corresponding capacity of a reference system5. They 
can be differentiated according to two dimensions: (Table 1). On one dimension, they are differentiated 
in local, network and remote capacities. Here, we further distinguish in recommended (1.1.1) and 
minimum (1.1.2) capacities as well as capacities required in idle mode (1.1.3) and during the execution 
of a standard usage scenario (1.1.4). On the other dimension, we differentiate according to the type of 
hardware capacity: processing power, working memory, permanent storage, bandwidth, and display 
resolution. The matrix is open to the addition of new columns in case new categories of hardware will 
become relevant in the future. 

Table 1-1 Differentiation of hardware capacities in two dimensions. The numbers refer to the criteria explained in the 

following sections, the letters refer to the indicators. 

  
Processing 

power 

Working 

memory 

Permanent 

storage 
Bandwidth 

Display 

resolution 

Local 

recommended 

minimum 

idle 

standard usage 

1.1.1 a) 

1.1.2 a) 

1.1.3 a) 

1.1.4 a) 

1.1.1 b) 

1.1.2 b) 

1.1.3 b) 

1.1.4 b) 

1.1.1 c) 

1.1.2 c) 

1.1.3 c) 

1.1.4 c) 

- 1.1.1 d) 

1.1.2 d) 

 

Network 

recommended 

minimum 

idle 

standard usage 

- - - 1.1.1 e) 

1.1.2 e) 

1.1.3 d) 

1.1.4 d) 

- 

Remote 

recommended 

minimum 

idle 

standard usage 

1.1.1 f) 

1.1.2 f) 

1.1.3 e) 

1.1.4 e) 

1.1.1 g) 

1.1.2 g) 

1.1.3 f) 

1.1.4 f) 

1.1.1 h) 

1.1.2 h) 

1.1.3 g) 

1.1.4 g) 

- - 

 

                                                      

5  Application of the set of criteria requires that a reference system corresponding to current technical 
developments is determined periodically. The reference system serves to standardize indicators. 
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Each cell of the matrix in Table 1-1 shows the associated criterion (e.g., 1.1.1) with the corresponding 
indicator (e.g. a)) for operationalization.  The criteria and indicators will be described in the following 
sections, which are numbered accordingly. Not all of the criteria 1.1.1 to 1.1.4 are applicable in all the 
matrix cells. For this reason, some of the cells remain empty.  

Criteria 1.1.5 and 1.1.6 are used for the assessment of hardware efficiency as well. They can be assessed 
in general terms; they do not require differentiation according to this matrix and do not show up in 
Table 1-1 for this reason.  

When these criteria are to be aggregated later, the principal problem arises that a trade-off between 
different hardware capacities (local vs. remote, processing power vs. working memory, processing 
power for data compression vs. bandwidth, etc.) must be made. If it were possible to evaluate the 
hardware capacities in the form of an ecological footprint, they could be weighted and aggregated in 
that regard. Assessing this footprint is not part of the work reported here; we refer the reader to 
existing life cycle inventories for ICT hardware and electric energy as a basis for aggregation. 

Table 1-2 Basic definitions for the measurement of the criteria 1.1.3 and 1.1.4. 

Identifier Name Definition Comment 

FLi full load Upper limit of the capacity i in 
the reference system.  

For processing power, the FL is 100%, for 
working memory the sum of the installed RAM, 
for network bandwidth the maximum 
transmission speed, etc. 

BLi base load Average load of the capacity i 
in the reference system when 
the software product under 
study is not installed 

 

ILi idle load Average load of the capacity i 
in the reference system when 
the software product under 
study is installed, but idle. 

Idle load includes base load. 

NILi net idle load NILi = ILi – BLi  

t time Time needed to execute the 
standard usage scenario on the 
reference system. 

Begins with the start of the standard usage 
scenario and ends when all required actions are 
executed, including follow-up processes (such as 
releasing memory or deleting temporary files). 

GLi gross load Load of the capacity i in the 
reference system while 
executing the standard usage 
scenario, measured as time-
weighted average over t. 

 

NLi net load NLi = GLi – BLi  

AFi allocation factor AFi = NLi / (FLi – BLi) Allocation factor used to assign a share of the base 
load GA to the effective load EL (defined below). 
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AFIi allocation factor 
idle 

AFIi = NILi / (FLi – BLi) Allocation factor used to assign a share of the base 
load GA to the effective load idle ELI (defined 
below). 

ELi effective load ELi = NLi + AFi * BLi  

EILi effective load 
idle 

EILi = NILi + AFIi * BLi Used to calculate the indicators for hardware 
demand of criterion 1.1.3 

HDi hardware 
demand 

HDi = ELi * t Used to calculate the indicators for hardware 
demand of criterion 1.1.4 

For practical purposes, it is sufficient to calculate the allocation factors AF and AFI for criteria 1.1.3 
and 1.1.4, in particular for processing power (indicators a. and e.) and working memory (indicators b. 
and f.). For all other indicators (c., d., g.) the allocation factors can be set to zero, i.e., it can be assumed 
that EL = NL and EIL = NIL for simplicity. 

Figure 1-1 illustrates the process of measuring hardware capacity load by executing a standard usage 
scenario. 

 

Figure 1-1 Exemplary measurement process of hardware capacity load 
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1.1.1 Recommended system requirements and resulting hardware 

requirements (including peripheral devices) 

Which system requirements does the manufacturer recommend for operating the software 

product? 

Indicators: 

a) Recommended local processing power as specified by the manufacturer in % of the 

processing power of the reference system 

b) Recommended local working memory as specified by the manufacturer in % of the working 

memory of the reference system 

c) Recommended local permanent storage as specified by the manufacturer in % of the 

permanent storage of the reference system 

d) Recommended display resolution as specified by the manufacturer in % of the display 

resolution of the reference system 

e) Recommended network bandwidth as specified by the manufacturer in % of the network 

bandwidth of the reference system 

f) Recommended server processing power as specified by the manufacturer in % of the 

processing power of the reference system 

g) Recommended server working memory as specified by the manufacturer in % of the server 

working memory of the reference system 

h) Recommended server permanent storage as specified by the manufacturer in % of the server 

permanent storage of the reference system 

1.1.2 Minimum system requirements and resulting hardware requirements 

(including peripheral devices) 

What are the minimum system requirements for operating the software product? 

Indicators: 

a) Minimum local processing power as specified by the manufacturer in % of the processing 

power of the reference system 

b) Minimum local working memory as specified by the manufacturer in % of the working 

memory of the reference system 

c) Minimum local permanent storage as specified by the manufacturer in % of the permanent 

storage of the reference system 

d) Minimum display resolution as specified by the manufacturer in % of the display resolution of 

the reference system 

e) Minimum network bandwidth as specified by the manufacturer in % of the network 

bandwidth of the reference system 

f) Minimum server processing power as specified by the manufacturer in % of the processing 

power of the reference system 

g) Minimum server working memory as specified by the manufacturer in % of the server 

working memory of the reference system 

h) Minimum server permanent storage as specified by the manufacturer in % of the server 

permanent storage of the reference system 
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1.1.3 Hardware utilization in idle mode assuming a standard configuration 

What is the level of utilization of the available hardware capacities by the software product in idle 

mode? 

Indicators: 

a) Measurement of average processor utilization in idle mode under the standard configuration 

b) Measurement of average working memory utilization in idle mode under the standard 

configuration 

c) Measurement of average permanent storage utilization in idle mode under the standard 

configuration 

d) Measurement of average bandwidth utilization for network access in idle mode under the 

standard configuration 

e) Measurement of average server processor utilization in idle mode under the standard 

configuration 

f) Measurement of average server working memory utilization in idle mode under the standard 

configuration 

g) Measurement of average server permanent storage utilization in idle mode under the 

standard configuration 

Average processor load (indicators a. and e.) and average working memory load (indicators b. and f.) 
are calculated as effective idle load EIL (see Table 1-2). 

1.1.4 Hardware utilization during normal use assuming a standard 

configuration and a standard usage scenario 

What is the average utilization of the available hardware capacities during operation of the 

software product?6  

It should be noted here that utilization of hardware capacities is understood as a variable integrated 
over time. If, for example, program A requires twice as much processing power, working memory, or 
bandwidth as program B to accomplish a given standard usage scenario, but makes the processor, 
memory, or bandwidth available again after half the period of time required by B, then according to 
this criterion, A is not less efficient than B. (This is not the case for criteria 1.1.1 to 1.1.3.) Thus, the use 
of acceleration technologies is not penalized by this criterion. 

Indicators: 

a) Measurement of average processor utilization when running the standard usage scenario 

under the standard configuration 

b) Measurement of average working memory utilization when running the standard usage 

scenario under the standard configuration 

c) Measurement of average permanent storage utilization when running the standard usage 

scenario under the standard configuration 

d) Measurement of average bandwidth utilization for network access when running the 

standard usage scenario under the standard configuration 

e) Measurement of average server processor utilization when running the standard usage 

scenario under the standard configuration 

                                                      

6  Average capacity utilization determines which free hardware capacities can be used by other software 
products during operation of the software product. 
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f) Measurement of average server working memory utilization when running the standard 

usage scenario under the standard configuration 

g) Measurement of average server permanent memory utilization when running the standard 

usage scenario under the standard configuration 

Hardware demand for processor load (indicators a. and e.) and average working memory load 
(indicators b. and f.) are calculated as defined in Table 1-2. 

 

1.1.5 Economical use of hardware through adaptability and support for users 

when adapting the software product 

Does the software product use only those hardware capacities required for running the functions 

demanded by the individual user? Does the software product provide sufficient support when 

users adapt it to their needs?7 

Indicators: 

a) Does the software automatically minimize the required capacities and/or are there relevant 

options available during installation? (Scale: yes/no) 

b) If users choose an option, can they change the decision for or against installation options at 

any later point in time? (Scale: yes/ no) 

c) Black box test whether hardware-intensive modules can be disabled (Scale: can permanently 

be disabled/can temporarily be disabled/cannot be disabled) 

d) Is it possible (without drawbacks) to disable peripheral devices that are not needed 

temporarily or permanently or to avoid providing them at all? (Scale: can be disabled 

temporarily and permanently/can be disabled only temporarily/cannot be disabled) 

e) Will files used only for installing the product be deleted after installation? 

1.1.6 Online delivery 

Can the software product (including all programs, data, and documentation including manuals) be 

purchased, installed, and operated without transporting physical storage media (including paper) 

or other materials goods (including packaging)? 

Indicators: 

a) Can the software be delivered and updated online? 

b) Is it supported that the user organization can store the software product and its updates on a 

local server, avoiding transferring them for every single user?  

 

                                                      

7  No utilization of capacities by functionality temporarily or permanently not demanded by the user. 
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1.2 Energy efficiency 

How much electricity does the hardware consume when the software product is used to execute a 

standard usage scenario?8 

The consumption of electric energy is a consequence of the utilization of hardware capacities. How to 
measure hardware utilization has already been described in section 1.1.4 above. In parallel to those 
measurements, the electrical power demanded by the hardware should be measured (or estimated) 
as well, at least for the entirety of hardware used locally, for data transmission in the network or 
remotely, respectively. 

Indicators: 

a) Measurement of the energy consumed on the local device for running the standard usage 

scenario under the standard configuration 

b) Estimation of the energy consumed in the network for the data traffic caused by running the 

standard usage scenario under the standard configuration (a current estimate of network 

energy intensity in kWh/GB from literature may be used, if necessary differentiated among 

types of access network) 

c) Measurement of the energy consumed by servers for the remote processing and storage for 

running the standard usage scenario under the standard configuration (if measurement not 

possible, an estimate based on factors for average energy intensity of data center services 

from literature may be used) 

The electric energy consumed is the integral of electric power over the time needed for the execution 
of the standard usage scenario. Departing from the specifications provided to measure hardware load 
(section 1.1.4), only net indicators will be used for the energy measurements (indicators a. and c.), i.e., 
only the quantity that exceeds the level of the electric base load. This is done to increase practicability 
(calculating an allocation factor for electricity may be difficult because a true upper limit for electric 
power is sometimes not known). It also adds to the clarity of the results of the energy measurements 
if base load energy is not included when comparing software products.  

1.3 Resource management 

To what extent does the software product contribute to efficient management of the resources it 

uses during operation? 

Since the extent to which a given software product is used may vary, adaptive demand for hardware 
capacities that is supported by the software product contributes to resource conservation. Hardware 
capacities not in use can potentially be used by other processes or reduce their energy consumption. 
Both options contribute indirectly to natural resource conservation.  

In contrast to criteria 1.1 and 1.2, this criterion refers to adapting the demand for hardware capacities 
at the program's runtime, in particular the transition to less energy-consuming modes, dependent on 
the current user requirements or the available hardware capacities or energy. In other words, while 
resource efficiency in the various modes was addressed by criteria 1.1 and 1.2, the focus here is on the 
ability to switch between modes depending on context.  

                                                      

8  Use of electricity is a consequence of the use of hardware capacities already discussed in section 1.1. This 
implies that this criterion is redundant. However, the redundancy is desired since energy can be measured 
separately and not all sub criteria of hardware efficiency (1.1) are operationalizable. 



Hilty, L. M.; Naumann, S.; Maksimov, Y.; Kern, E.; Filler, A.; Guldner, A.; Gröger, J. 
 

 

[Paper 2, Supplementary material] | 37 

1.3.1 Adaptation of hardware capacities used to current demand 

Does the software product have the feature to release hardware capacities (and reduce energy 

consumption as a consequence) when it doesn’t temporarily use these capacities? 

Indicators: 

a) Does the software product have different modes which have a measurable effect on energy 

consumption? 

b) Does the software product dynamically change to a more energy saving mode when possible 

(e.g. sleep mode)? 

c) In case the user has to make energy-relevant settings, are these settings concentrated in one 

place and easily understandable for the user?9 

1.3.2 Adaptation of hardware capacities used to current supply 

Is the software product able to dynamically adapt its demand for hardware capacities and energy 

when the supply is changing? (e.g., when the available bandwidth is decreasing or battery is low) 

Indicators: 

a) Does the software product switch to a more economical mode when less hardware capacity 

or energy is available, avoiding errors or loss of data? (no restrictions, slower execution, error 

during execution) 

b) Is the full software functionality available in if the energy management of lower system layers 

or connected client systems is activated?10 

1.3.3 Default settings supporting resource conservation 

Are the default settings of the software product selected in such a way that they also take the goal 

of resource conservation into account?11 

Indicators: 

a) Reviewer's assessment whether the default settings of the software product are selected in 

such a way that they also take the goal of resource conservation into account 

1.3.4 Feedback on use of hardware capacities and energy 

Can the local and remote hardware capacities used by the software product and their resulting 

energy consumption be monitored, and are the displayed values correct? 

Indicators: 

a) Are the hardware capacities in use, data flow, and energy consumption displayed? (Scale: 

yes/to some extent/no) 

                                                      

9  Examples: Background/sleep settings, animations, computing-intensive processes such as indexing etc., cache 
sizes, ability to select the time at which processes are executed to take advantage of ecologically more 
beneficial energy (demand shaping). 

10  In particular server-based software should avoid that activating the energy management on client side hampers 
the functionality. For example, no session information should be lost if the client computer enters sleep mode.  

11  Example: Default setting for printing: Double-sided printing if the printer has this capability?  
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b) Assessment by the reviewer whether the display is correct 

2 Potential hardware operating life 

To what extent are hardware replacement cycles decoupled from software replacement cycles?12 

Software imposes requirements on the hardware on which it is executed. The faster these 
requirements increase as the software product is developed further, and the more specific they are, 
the more they limit the use of hardware products already in existence. If existing hardware products 
cannot be used, or can no longer be used, to execute the given software product, then this shortens the 
operating life of the hardware. 

The ideal is a software product whose development dynamics permit operators to manage their 
hardware products independently of these dynamics, i.e., decouple hardware management from 
software management.  

2.1 Backward compatibility 

Does the manufacturer of the software product guarantee that the current release can be executed 

on a reference system that is n years old?13 

Indicators: 

a) Initially use the specification by the manufacturer (hardware, older operating systems, older 

frameworks), since no standard configurations have been defined for previous years. 

b) When this criterion has been applied for a long enough time period, so that the standard 

usage scenario can also be executed on earlier standard configurations as well: Can the 

standard usage scenario still be executed with the current release of the software product on 

a configuration that was the standard configurations n years ago (n still needs to be 

specified)? 

  

                                                      

12  Decoupling software and hardware replacement cycles amounts to long potential hardware operating life. Basic 
assumption: Every software product requires a system environment as the platform on which it is executed. 
The system environment is defined as the sum of the hardware and software components of the ICT system 
that are required for executing the software product. The software product itself can be part of the system 
environment of other software products. Example: A web browser requires an operating system, additional 
system software, and hardware as a system environment, and at the same time it constitutes the system 
environment for a web application. From the perspective of a given software product, the following question 
is crucial to understand its influence on hardware operating life: when the software product is replaced by a 
newer version, which requirements to the lowest level—the hardware—does this generate via the intermediate 
levels of the system environment?  

13  Thus, the software product can be executed on a standard hardware configuration that has already been in 
operation for n years. 



Hilty, L. M.; Naumann, S.; Maksimov, Y.; Kern, E.; Filler, A.; Guldner, A.; Gröger, J. 
 

 

[Paper 2, Supplementary material] | 39 

2.2 Platform independence and portability 

Can the software product be executed on different currently prevalent productive system 

environments (hardware and software), and can users switch between them without 

disadvantages?14 

Indicators: 

a) Manufacturer specifications (compatible with various operating systems, runtime 

environments). 

b) Execute standard usage scenario on various currently prevalent productive system 

environments and check for portability of data and software settings. 

2.3 Hardware sufficiency 

Does the amount of hardware capacity used remain constant over time as the software product is 

developed further and additional functions are added? 

This criterion rewards software manufacturers who make it easy for their customers to continue to 
use their existing hardware. It intentionally does not take into account whether functionality is 
expanded. Sufficiency means that the amount of resources required will not increase even if the utility 
they provide increases (which is possible, after all, because of increasing efficiency).  

The ideal is a software product that fulfills more and more requirements from one version to the next, 
but nonetheless does not increase its hardware requirements.  

This criterion can be applied only when products have already been assessed several times, i.e., when 
at least one previous result is available.  

Indicators: 

a) intertemporal comparisons with the following imaginable results: 

1.  very good : To date, new versions have resulted in a decrease in the hardware capacities 
required. 

2.  good : To date, new versions have resulted in no increase in the amount of hardware 
capacities required. 

3.  sufficient : Although to date, new versions have increased the amount of hardware 
capacities required, the increases have not overcompensated for the efficiency 
improvements due to technical factors as exhibited by the succession of reference systems 
over time.  

4.  insufficient : Because of new versions, the required hardware capacities have increased 
faster than technical efficiency. 

  

                                                      

14  We recommend that this criterion should not be considered one of the minimum requirements because in 
principle, there could be very resource-efficient software that runs on just one platform. Nonetheless, platform 
independence is to be considered beneficial since it gives users more freedom when optimizing procurement 
of hardware and system software.   
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3 User autonomy 

Does the manufacturer of the software product respect user autonomy in dealing with the 

purchased product? 

This main criterion assumes that a relevant number of users is interested in using software in a 
resource-efficient way. If they can do so without functional disadvantages, they will try to work with a 
small amount of hardware capacity (which they generally pay for) and keep energy consumption low 
(which is also financially relevant or at least impacts the battery life of mobile devices). However, users 
can do so only if they are not forced to consume unnecessary amounts of resources and if they 
understand how they can avoid unnecessary resource consumption. 

The ideal is a software product that respects the freedom of users to decide about utilizing hardware 
capacities (and thus indirectly about using resources) when using the product, as far as possible. 

The following criteria are to be evaluated from the perspective of target groups that are not technical 
specialists; in other words, they will generally not be fulfilled simply by the fact that an expert can 
fulfill them. Criterion 3.1.2 is an exception in this regard. 

3.1 Transparency and interoperability 

Can users understand resource-relevant aspects of the software product with a reasonable amount 

of time and effort? Are they free to re-use data they produced with this software product with 

other software products? 

3.1.1 Transparency of data formats and data portability 

Is sufficient documentation provided for the data formats (file or data stream formats) used by the 

software product to enable interoperability? Do the data formats comply with open standards 

enabling further use of the data with another software product?15 

To apply this criterion, it must first be defined which standards are considered open standards at the 
time of awarding a label.  

Indicators: 

a) Review of manuals and technical data sheets, comparison with known open standards 

b) Check of compliance with known and open standards. 

  

                                                      

15  This is decisive to prevent customer lock-in (dependence on the software product), which may force 
unnecessary resource consumption, both in the case of retaining an inefficient product and in the case of 
switching to a different product, which may require resources as well. 
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3.1.2 Transparency and interoperability of the programs 

Are application programming interfaces (APIs) clearly documented, and are dissemination and 

further development of the program supported? Do the interfaces comply to open standards to 

enable interoperability? 

Weighting of indicators may be highly dependent on context. The effects of open source code and 
licensing models on resource use cannot be assessed in terms of a general rule. 

Indicators: 

a) If APIs exist: Review of the documentation of the interfaces on the basis of the documentation 

of the software product and its APIs 

b) Is the source code open? 

c) Is the software released under a license that allows it to further develop it? 

3.1.3 Continuity of the software product 

Can the software product be used for longer periods of time without serious negatives (in 

particular IT security problems) occurring, and does the user have the option to avoid unnecessary 

updates?16  

Indicators: 

a) How long is the time period for which the supplier guarantees future support for the product, 

including security updates? 

b) Does the manufacturer respond promptly when security gaps (vulnerabilities) become 

known? 

c) Can the user influence the frequency of updates by configuring the software product and 

when doing so differentiate between security updates and other updates?  

d) Is it possible to receive differential updates only?17 

3.1.4 Transparency of task management 

Does the software product inform users that it is automatically launching or running tasks in the 

background that are possibly not being used? 

Indicators: 

a) On the basis of the installation and the execution of standard usage patterns, test which 

processes are automatically launched by the software product and whether it informs users 

of this (Scale: informs users of all such processes/informs users of some such processes/does 

not inform users) 

b) If the software product is automatically launched at system start autostart : does it inform 
users that this is the case? 

                                                      

16  A high frequency of updates causes resource consumption and makes it more difficult to maintain transparency. 
It is difficult to define the “necessity” of updates objectively; however, it makes at least sense to differentiate 
between security-relevant (and thus doubtless necessary) updates and other updates; this is addressed by 
indicator b).  

17  This avoids replacing the entire program, which can cause significant resource consumption if performed 
frequently. 
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c) If the user carries out an action that can be understood as ending the program, but at least 

one of the tasks remains active: does the software product inform the user that this is the 

case? 

3.2 Uninstallability 

Can the software product be uninstalled easily, without leaving traces, and without avoidable 

disadvantages?  

3.2.1 Uninstallability of programs 

Does the user receive sufficient support to uninstall the program without leaving traces? 

Indicators: 

a) Uninstallation of the software and comparison with the condition prior to installation, which 

must be identical. 

3.2.2 Capability to erase data 

Does the user receive sufficient support when erasing data generated during operation of the 

software product as desired? 

This criterion is intended specially to avoid the case that compliance with high IT security standards 
following uninstallation of the software product can be guaranteed only by physically destroying 
hardware. 

Indicators: 

a) After erasing of the data explicitly stored by the user and comparison with the condition prior 

to installation, are the two states identical in relevant respects? 

b) Does the software product provide transparency about the places where it stores data? 

c) Is the user supported in erasing data stored on remote storage devices without leaving 

traces? 

3.3 Maintenance functions 

Does the software product provide easy-to-use functions permitting users to repair damage to 

data and programs? 

3.3.1 Recoverability of data 

Can the data be recovered in its last condition following an abnormal termination? 

Indicators: 

a) Does the manufacturer provide specifications and can they be validated by means of a test? 

b) Can the user set the periodicity at which changes are automatically saved? 
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3.3.2 Self-recoverability 

Can the installed instance of the software product be recovered following the occurrence of an 

inconsistent state? 

Indicators: 

a) Manufacturer specifications and review by means of a test 

3.4 Independence of outside resources 

Can the software product be operated as independently as possible of resources not subject to the 

users' control?  

3.4.1 Offline capability 

To what extent does the software product avoid forced connectivity that is not necessary for 

providing the functionality?18 

Indicators: 

a) Testing on the basis of the standard usage scenario (Scale: offline operation possible/possible 

with limitations/impossible) 

3.5 Quality of product information 

Does the information provided about the software product support its resource-efficient use? 

3.5.1 Comprehensibility and manageability of product documentation, 

licensing conditions, and terms of use 

Is all the information easy for users to understand? 

Indicators: 

a) Inspection by reviewers; test with actual users  

  

                                                      

18  Examples of unnecessarily forced connectivity: establishing a connection to the license server, repeated 
download of fonts required. 
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3.5.2 Resource relevance of product information 

Does the product information include everything that users need to minimize resource 

consumption by the software product in a structured form, and is the information correct? 

The long-term goal is to develop standardized product descriptions for resource-relevant product 
information. As soon as a satisfactory standard exists in this regard, compliance with it can be included 
as an indicator. 

Indicators: 

a) Qualitative assessment of completeness and comprehensibility 

b) Does the product information refer to the current version of the product? 

c) Inspection whether the information is correct (information is conclusive / partially 

conclusive / non-conclusive)  
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Glossary 

Energy efficiency: Generally, the amount of useful work  divided by the amount of energy it requires. In the context of this document, useful work  is operationalized as the successful execution of standard usage 
scenarios. 

Hardware: The material goods required to run programs or to store or transport data. 

Hardware capacity: Quantifiable characteristic of a hardware system which represents its performance limit 

on a given dimension of performance (e.g., working memory capacity, computing power, bandwidth). 

Hardware system: Delimitable unit of hardware that performs defined functions. 

Indicator: An empirically determinable quantity that provides insight into a matter that cannot be measured 

directly. The indicators proposed in this document have different levels of measurement. In some cases, researchers will have to settle for an ordinal scale e.g., insufficient , sufficient , good , very good , or even merely fulfilled , not fulfilled  to avoid giving the false impression of non-existent precision arising 

from a cardinal scale. 

Reference system: A hardware system that is defined as generally customary in terms of its most important 

capacities (e.g., working memory, processor performance) during a defined period of time (e.g., one year). 

The purpose of the reference system is to be able to express indicators such as minimum local memory  in relation to a reference value currently customary  memory . 
Resource: In the context of this document, a natural resource, in particular a raw material, a form of energy, 

or also the capacity of an environmental medium to absorb emissions. To differentiate natural resources from technical ones, especially hardware resources, the more precise term hardware capacities  is used 
here for the latter. Since using hardware capacities always results in using natural resources, this distinction 

(which ultimately amounts to a definitionally difficult differentiation between the ecosphere and the 

technosphere) is not of decisive importance here. 

Resource efficiency: Generally, the amount of useful work  divided by the amount of resources it requires. In the context of this document, useful work  is operationalized as the successful execution of standard 
usage scenarios. 

Software: Programs and data in digital form. 

Software product: A delimitable unit of programs and data for which a license is available. 

Standard configuration: A set of conditions, defined as a reference, under which a given software product is 

run; it includes the parameter settings selected during installation or operation, the system software 

provided, potentially additional software products required for operation, as well as the reference system 

at the hardware level. 

Standard usage scenario: A usage scenario that is used for testing a software product and is supposed to be 

as representative as possible for the customary use case.  

Usage pattern: Abstracted form of a sequence of interactions with a given software product. 

Usage scenario: Description of a usage pattern which is generally machine executable. 
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Abstract. The energy consumption caused by Information and Communication Technologies (ICT) is 

increasing. Activities to counteract here are comprised by the term “Green IT”. While there was a 

focus on the hardware side in research activities in the context of Green IT for a long time, research is 

increasingly addressing software issues as well. However, it seems as if the topic of environmental 

issues of software did not reach software users and developers, so far. The following paper presents a 

user survey addressing the awareness of and the interest in environmental issues of software. It turned 

out that the subject is new to the participants of the survey even if they are generally interested in 

environmental topics. Nevertheless, most of them can imagine taking environmental issues into 

account while searching for new software products. The aim is to include the findings in the 

development of an eco-label for software. Hence, the article will present corresponding 

recommendations that are based on the survey results. 

Keywords. green software, eco-label, awareness, user survey, label development 

1 Introduction 

Possibilities to save energy and natural resources while developing, using, and maintaining ICT 

equipment have been discussed comprehensively in academia as well as in practice based around the 

term “Green IT”. These discussions mainly focus on hardware aspects. However, “software 

characteristics determine which hardware capacities are made available and how much electric energy 

is used by end-user devices, networks, and data centers.” [Hilty et al. 2015] In corresponding research 

communities, the connection between software and natural resources found its way into the 
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discussions. This trend is shown by a rising number of academic events as well as publications in the 

addressed research field (see Figure 1). 

 

Figure 1 Development of the number of papers published in the context of “green and sustainable software”  
from 2007 to the first half of the year 2017 based on Google Scholar results.  

The search on Google Scholar was conducted on July 6th 2017 and used the key words: “green software”, “sustainable 
software”, “energy efficient software”, “green ict”, and “software sustainability” (always including the quotation marks) 

Certainly, it seems as if environmental issues of software did not reach a social awareness, so far 

[Torre et al. 2017]. Software’s impacts on the environment or rather on a sustainable development are 

rarely investigated and even less known in non-academic contexts. To counteract here, the idea is to 

develop a product certification and thus providing information about environmental issues of software 

products. 

An eco-label for software products can inform especially end users1 and purchasers of software 

about the environmental friendliness of the products they are using or searching for. Here, the focus is 

set on software users. Thus, the gap between research activities and society’s awareness regarding 

environmental issues of software can be closed. In that way, the label can support transparency and 

might lead to a more environmental friendly user behavior about ICT products, especially software. 

The main condition to develop such an eco-label is a set of awarding criteria. Besides the 

relevance of these criteria from an environmental point of view, the social interest in aspects to be 

awarded is important, as well [Grießhammer et al. 2007]. The latter point might influence the future 

acceptance of the resulting eco-label. Thus, I conducted a user survey regarding green software and its 

possible certification. The results of the survey will be presented in this article. 

                                                      

1  Within this paper, the term “users” refers to those who are using software products and thus are the target 
group of the proposed eco-label. The idea is that this group takes the label into account while they are 
searching for new software products. Users stands in contrast to developers, administrators, IT managers, 
purchasers, distributors, and vendors. However, the members of the groups probably overlap. 
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The survey is not only to evaluate possible criteria for an eco-label for software products, but also 

to spread information about the connection between (using) software and the environment. By 

questioning the future target group of a label already during its development, the interests of the target 

group can influence the label development. Thus, it might be possible to find out those aspects that are 

especially relevant from a software user’s point of view. Including them may lead to a higher 

acceptance of the resulting label. 

The objective of the article is to provide an insight into awareness, interests, and ideas regarding 

an eco-label for software products among users. Thus, the presented results of the survey and derived 

recommendations help move the development of a certification for green software products one step 

forward. Thus, I approach the following research questions (RQ): 

• RQ1: Which criteria for green software products arouse the interest of software users? 

• RQ2: What are aspects influencing the user acceptance of an eco-label for software products? 

The article is structured as follows: Section 2 presents information on the relevant key aspects of 

the green software research field. After providing this information regarding green software in general, 

eco-labelling and awareness of green computing, the following sections present the structure of the 

user survey (Section 3) and the findings (Section 4). Based on the results of the survey, initial 

recommendations for the development of an eco-label for software are outlined in Subsection 4.5. 

Then, I go into limitations of the survey and the idea of labelling green software products (Section 5). 

Finally, in Section 6, the findings are summarized and suggestions for future research activities in this 

context are presented. 

2 Background 

The related work for the article at hand considers three areas of “Software and Sustainability”: In order 

to create a common basis of understanding, Section 2.1 starts with an introduction to the different 

existing definitions for the term “green (and sustainable) software”. Since the article deals with eco-

labelling of software products as one opportunity to address the awareness of green computing issues, 

the following review will additionally present information regarding these two aspects: Section 2.2 

presents aspects of eco-labelling and Section 2.3 describes the awareness of green computing. 

2.1 Green software: definition & characteristics 

Depending on the selected focus of ICT sustainability, there are different definitions and terms used to 

describe the issues of software and their impacts on a sustainable development. Durdik et al. [2012] 

talk about “long-living software systems” that are “sustainable if they can be cost-effectively 

maintained and evolved over their complete life-cycle”. Lami and Buglione [2012] go into the same 

direction when defining the sustainability of software products as “the capability of the software 
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product to meet current needs of required functionalities without compromising the ability to meet 

future needs”. Here, the focus is set on the technical aspects of the system and the economic view of 

sustainability. Agarwal et al. [2012] also mention the longer life-aspect, but go one step further: “The 

term sustainable applies both the longer life and greener aspects of software.” They point out the 

importance of the way a software product is used and consequent impacts towards sustainability. 

Amsel et al. [2011] place special emphasis on the users themselves when bringing in their needs: 

“Sustainable software engineering aims to create reliable, long-lasting software that meets the needs of 

users while reducing environmental impacts.” Here, the environmental sustainability is explicitly 

referred. Additionally, pointing out the “needs of users” could be understood as bringing in social 

aspects. According to Johann and Maalej [2013], social sustainability of software must be taken 

stronger into account in the discussion about sustainable informatics. I agree that especially social 

aspects play an important part, e.g. with regards to usability and working conditions during the 

development phase. Thus, the work at hand is based on one of the first definitions in the field of 

sustainable software: “Green and Sustainable Software is software, whose direct and indirect negative 

impacts on economy, society, human beings, and environment that result from development, 

deployment, and usage of the software are minimal and/or which has a positive effect on sustainable 

development.” [Dick et al. 2010; Naumann et al. 2011] However, the focus is set on environmental 

aspects. 

Without exactly explaining the term, Bozzelli et al. [2013] provide metrics regarding the so called 

“greenness” of software. Having a software quality lifecycle in mind, Calero et al. [2015] coined the 

term “greenability” as the environmental sustainability of software. From their perspective 

“greenability is a ‘how’, because it is a way to improve a software product and must therefore be part 

of its quality.” A wide-ranging examination of further terms and their corresponding definitions 

regarding green and sustainable software, ICT as well as systems can be found in Calero and Piattini 

[2015]. Whatever they are called, behind the terms and definitions lay specific characteristics of 

software products that are discussed in the respective research papers. 

Researching the different papers regarding sustainable software quality criteria and 

characteristics, our research project called “Sustainable Software Design”2 introduces more than 70 

indicators3. Although the literature search conducted within the project was not based on the rules of a 

Systematic Literature Review (SLR) [Kitchenham and Charters 2007] or similar methods, we 

reviewed quite a representative number of studies that allows us to make considerations. 

                                                      

2  http://green-software-engineering.de/en/project/ufoplan-ssd-2015.html The author of the contribution at hand 
was involved in the research project, the survey presented was not part of the project but of the doctoral 
research activities of the author. 

3  Further details and the resulting criteria catalog will be published online: http://green-software-
engineering.de/en/kriterienkatalog 

http://green-software-engineering.de/en/project/ufoplan-ssd-2015.html
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The findings include “Green by IT”-aspects as well as “Green (in) IT”. Similarly, software 

sustainability has two sides: “(1) the software code being sustainable, agnostic of purpose, or (2) the 

software purpose being to support sustainability goals, i.e. improving the sustainability of humankind 

on our planet.” [Penzenstadler et al. 2014a] For example, Taina [2011] proposes the criterion 

“reduction” that “defines how software supports its system in waste reduction”. This aspect counts 

among aspects how to support a sustainable development by using ICT or rather software (“green / 

sustainable by software”). While evaluating the energy efficiency [Naumann et al. 2011; Capra et al. 

2012], hardware intensity [Hilty et al. 2015], obsolescence [Albertao 2004; Hilty et al. 2015], carbon 

footprint [Taina 2011; Kern et al. 2014], or perdurability [Calero et al. 2013b] of a software product, 

the sustainability of software products themselves is considered (“green / sustainable (in) software”). 

Additionally, the criteria can be divided into common criteria (i.e. standardized quality issues of 

software based on ISO/IEC 25000), direct criteria (i.e. referring to first-order effects), and indirect 

criteria (i.e. effects that are indirectly caused by energy and effects that have an indirect impact over 

the long run). Further categories for classifying criteria for sustainable software are: the software life 

cycle phases [Naumann et al. 2011] and sustainability aspects. Here, Penzenstadler and Femmer 

[2013] define five dimensions of sustainability: individual sustainability, social sustainability, 

economic sustainability, environmental sustainability, and technical sustainability. Some exemplary 

criteria for sustainable software are: 

• Individual sustainability: accessibility [Albertao et al. 2010], usability [Albertao et al. 2010; 

Calero et al. 2013a], Safety and Security [Johann and Maalej 2015] 

• Social sustainability: usability [Albertao et al. 2010; Calero et al. 2013a], organization’s 

sustainability [Kern et al. 2013] 

• Economic sustainability: perdurability [Calero et al. 2013b], effectiveness [Calero et al. 

2013a] 

• Environmental sustainability: Carbon Footprint [Naumann et al. 2011; Taina 2011], reduction 

[Taina 2011] 

• Technical sustainability: Testability [Calero et al. 2013b], Modifiability [Albertao et al. 2010; 

Calero et al. 2013b] 

However, this mapping can be discussed from varied perspectives. Overall, the different 

classifications overlap. 

Take, for example, the case of “energy consumption” (Figure 2): the criterion evaluates energy 

consumption that is consumed by the hardware caused by implementing software [Capra et al. 2011; 

Taina 2011; Hilty et al. 2015]. It goes into the “Green (in) Software”-category and is a direct criterion. 

Since the definition is talking about “implementing software”, having the life cycle of software 

products in mind, it belongs to the usage phase. Nevertheless, it could be also referred to the 



Environmental issues of software & its labelling: an end user perspective 

[Paper 3] | 6 

development phase when measuring the energy that is consumed to develop a software product. The 

energy consumption of a software product is a criterion of environmental sustainability. 

 

Figure 2 Mapping of the criterion "energy consumption" to categories in the field of green and sustainable software. 

Summarizing, it depends on the perspective and context how to develop and structure criteria for 

sustainable software products. The different criteria found might use varying terms meaning the same 

issue and might be interpreted in divergent ways. However, the aim here is to give an insight into the 

current state-of-research of searching for criteria for green and sustainable products. In order to 

include them in software engineering, sustainability and its aspects have to be considered as a 

nonfunctional requirement [Penzenstadler et al. 2014b]. While Mahaux et al. [Mahaux et al. 2011] go 

into detail in asking how to define sustainability requirements for software products and activities 

supported by software, I concentrate on the end user perspectives on possible sustainability 

characteristics. 

2.2 Eco-labelling: acceptance and awareness 

The idea of creating eco-labels to inform about environmental issues of products is not new. This 

strategy might be especially interesting in contexts that are not directly brought into connection with 

environmental or rather sustainable aspects. Software is one of these cases as it is an immaterial good. 

Generally, software seems to be sustainable per se. However, it requires resources by being 

responsible for producing and running hardware products. [Capra et al. 2011; Taina 2011; Hilty et al. 

2015] This connection between the life cycle of a software product and its effects on sustainable 

development, specifically on the environment, has to be pointed out in a stronger way – for example 

by creating a certification for environmental issues of software [Kern et al. 2015]. 

The idea of creating an eco-label for software products is to inform about environmental impacts 

of software. The information might lead to more eco-friendly behavior of software users while 

purchasing and using the products. However, even if “respondent’s trust in eco-label and eco-brand 

has a positive effect on consumer’s actual purchase behavior” [Rahbar and Abdul Wahid 2011], it is 
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not clear if label information influences the intention to purchase environmental friendly products 

[D’Souza et al. 2006]. The analysis of the environmental effectiveness of eco-labels is highly complex 

since it is (i) influenced by many other aspects and (ii) eco-labels themselves have multiple 

characteristics [Rotherham 2005]. Overall, one can find references pointing out the positive effects of 

eco-labels on consumer behavior [Rashid 2009] as well as studies showing that there are just minimal 

to no effects or that the effects are unclear [Pedersen and Neergaard 2006; Horne 2009; Rahbar and 

Abdul Wahid 2011]. In this context, Horne [2009] summarizes: “It is clear that eco-labels can affect 

consumer choice although it is less clear whether this leads to reduced environmental impacts”. The 

Agenda 21 addresses the issue of labelling products and “identified eco-labelling as a way to 

encourage consumers to adopt more sustainable consumption patterns through the purchase of 

products that are more resource and energy efficient.” [Horne 2009] 

Generally, a label can be understood as “a tool that communicates expectations and requirements 

to whoever is interested” [Rotherham 2005]. Thus, they provide the possibility to create transparency 

and a process of awareness-raising in different contexts. Rotherham [2005] points out that 

“ecolabelling might be considered not as a tool in itself but as a communication tool working in 

concert with and empowering other public or private policy initiatives.” 

Overall, the debate and actions on climate change have “driven a renewed interest in eco-labels as 

a means to drive a widespread transition towards more sustainable lifestyles.” [Horne 2009] However, 

this also leads to more and more eco-labels, including self-declared labels [Organisation for Economic 

Co-Operation and Development (OECD) 2008]. A result of this development is an overflow of the 

market and a mental overload of the consumers. 

2.3 Awareness of green computing 

Knowledge about green computing covers, according to the description of “environmental knowledge” 

by D’Souza et al. [2006], understanding the general environmental impacts of ICT and the eco-

friendliness of the production process of the product. Environmental impacts in general or, to be more 

specific, energy issues of software products, should not only be an issue for those using software and 

caring about their ecological footprint [Pang et al. 2016; Jagroep et al. 2017]. Additionally, different 

studies list, among others, developers, legislation, community representatives, managers, activists, 

admins, industry, and government as stakeholders for Green IT [Herzog et al. 2015] or rather 

sustainable software engineering [Penzenstadler et al. 2013; Hindle 2016]. 

While the topic is more and more an issue in research communities, it is still a niche topic in the 

industry. Jagroep et al. [2017] point out that “industry is not yet able to adopt solutions provided by 

research.” Penzenstadler et al. [2014a] state that about 80 % of reported evidence comes from 

academia. Here, in the software engineering community, the “topic of SE4S [software engineering for 

sustainability] has received wide-spread attention […] over the past few years” [Penzenstadler et al. 
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2014a]. This is confirmed by the results of different literature reviews [Penzenstadler 2012; Bozzelli et 

al. 2013; Procaccianti et al. 2014]. 

As stated, the awareness is an issue to reach a change in costumers purchasing behavior [Rashid 

2009]. Thus, the question arises if especially practitioners are aware and/or knowledgeable about 

energy consumption and further green software issues. Hindle [2016] states that programmers are, in 

contrast to researchers, “not really” aware of those issues. This statement is confirmed by Grosskop 

and Visser [2013], Pang et al. [2016], and Torre et al. [2017]. Pang et al. [2016] affiliate the non-

awareness to priorities in developing software: functionality matters most. 

Additionally, the kind of software considered influences the awareness for energy efficiency and 

similar aspects: “energy usage requirements are more common for mobile and data center projects 

than traditional projects.” [Manotas et al. 2016] Many programmers see energy consumption of mobile 

platforms as a decision factor (65 % of the persons surveyed by Pang et al. [2016]), but they do not see 

this requirement in case of traditional software (12 %, ib.). 

Another reason for (mainly) not-addressing green issues while developing software is a lack of 

knowledge. The practitioners might care about energy but could be much more effective if they were 

more trained in creating efficient applications. [Manotas et al. 2016; Torre et al. 2017] According to 

Ferreira [2011], the general knowledge or even an idea about the role of software in the context of 

energy consumption is given: “98% of [the] respondents [of the Green Software Awareness Survey] 

believe that two pieces of software can have different energy consumption profiles for the same 

functionality.” Overall, the results of the different studies show the need for training in green 

computing, green software engineering, and energy issues. According to Jagroep et al. [2017], “a 

willingness to address the SEC [software energy consumption] when sustainability goals are 

formulated and clear benefits can be identified”. 

Studies addressing student’s awareness of green computing support this demand for education 

[Selyamani and Ahmad 2015]. The surveys show that there is some knowledge about green 

computing, but the transfer to practices as an everyday routine is missing [Dookhitram et al. 2012; 

Selyamani and Ahmad 2015]. Thus, based on this and the fact that these surveys concentrate on 

hardware aspects of green computing, it is assumed that if there is quite little knowledge on hardware 

issues, there will be even less knowledge on green software and its engineering. The results of the 

study addressing the presence of these issues in higher education curricula conducted by Torre et al. 

[2017] confirms this. On the other hand, this means that the fully-educated students starting to work in 

companies do not have the possibility to bring Green IT knowledge into the organizations, since they 

do not have it. According to Kogelman [2011], they will also not be trained in their companies to 

counteract this lack of knowledge. In case of IT decision makers, the reasons for that are: price, 

internal and/or political disagreement, efficiency, not offsetting costs, and lack of brands to convince 

them of the return on investment and promoting the importance of green issues [Dookhitram et al. 
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2012]. Some approaches on how to integrate Green IT issues into higher education curricula are 

presented e.g. by Lago [2014], Issa et al. [2014], and Torre et al. [2017]. 

However, researching environmental impacts and sustainability of ICT barely address end users 

[Selyamani and Ahmad 2015]. Thus, it is not surprising that “software users and clients [are] unaware 

of software energy consumption” [Pang et al. 2016]. As a consequence, they neither request energy 

efficiency nor complain about resource consumption of software products. [Ferreira 2011; Pang et al. 

2016] 

Looking at the studies, I draw the conclusion that the activities to spread the idea, knowledge and 

recommendations of sustainable software and its engineering, should be expanded. Next to academia, 

industry, and education, users of software should be integrated, as well [Lami et al. 2013]. Thus, the 

survey, presented in the following section, focusses on users’ knowledge, awareness, and interests in 

Green IT and especially green software. 

3 User survey: objectives and structure 

In order to find out (i) if users are familiar with green software, Green IT labels, and corresponding 

aspects and (ii) how they could be informed about these issues, I conducted a user survey. The idea to 

spread information about environmental issues of software and thus raise the transparency in this field 

is to create an eco-label for software products. To do so, especially the awarding criteria are important 

[Kern et al. 2015]. 

3.1 O je ti es of the sur ey Green Soft are and its ertifi ation  

The main objective of the user survey was to find out the users’ interest in environmental issues of 

software. The motivation is to draft recommendations on how to develop a label – including the view 

of those using the products in the process. From this perspective, the development of a certification of 

green software seems to be reasonable, if the interest of the target groups for the label (those who 

develop, buy, use, maintain, … software) is given. In my opinion, the group of end users, who are 

searching for software products and using them, is the most important one. In comparison to 

developers, purchasers, distributors, administrators, vendors, and IT managers, they are the biggest 

group and they are the ones who mainly decide on their own what product to use. It is assumed that if 

they are asked to bring in their interests into the label development process, the acceptance of the label 

might be higher. Here, acceptance means that the resulting eco-label for software products is 

considered while searching for products.  
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Since “demand and attitudes for green products is likely to be uneven across different market 

segments and cultures” [Rahbar and Abdul Wahid 2011], the main target group of the survey is: 

• Software users, 

• speaking German, and 

• differ in age, gender, IT skills, knowledge regarding environmental topics, field of work / 

studies, etc. 

Thus, the target was to spread the questionnaire as much as possible in Germany using mainly 

mailing lists, personal contacts (“snowballing method”), and social media. 

3.2 Structure of the survey and used data 

The questionnaire comprises three parts and includes mainly closed questions. Part 1 of the 

questionnaire addresses the demographic characteristics of the participants (see Section 4.1). The 

second and third part directly tackle the research questions pointed out in the introduction: evaluation 

of criteria for green software productions (RQ1, see Section 4.3) and aspects influencing the 

acceptance of an eco-label for software products (RQ2, see Section 4.4). In this article, the focus is 

laid on the second part of the survey. 

While developing the survey, I used so called construct maps [Wilson 2004] for the definition of 

the responses of the polar questions. One example is given in Table 1. The options of response belong 

to the attitude towards environmental issues. It refers to the interest of the participant regarding 

environmental topics and environmental issues in their own life.  

Table 1 Construct map for the question "To which of the following statements do you agree mostly? (choose one answer)" 

Response Items 

Very positive attitude towards 
environmental issues 

I am willing to pay more for organic 
products. 

Positive attitude towards 
environmental issues 

I catch up on environment topics 
regularly. 

Rather positive attitude towards 
environmental issues 

I go for green energy, but do not 
purchase it personally. 

Rather negative attitude towards 
environmental issues 

I think environment protection is  
just a fad. 

Negative attitude towards  
environmental issues 

I think organic products are a fraud. 

Very negative attitude towards 
environmental issues 

I think there are problems that are more 
important than environment protection. 
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In addition to the questions themselves, the survey included a short glossary of terms that might 

be new to the survey participants. To give some examples: 

• Green software product4: “Green and Sustainable Software is software, whose impacts on 

economy, society, human beings, and environment that result from development, deployment, 

and usage of the software are minimal and/or which have a positive effect on sustainable 

development.” [Dick and Naumann 2010; Naumann et al. 2011] 

• In simplified terms: software products with the lowest possible environmental impacts. 

• Here, the terms “green software” and “green software product” are synonymous. 

• Hardware resource5: A part of the computer hardware, e.g. processor, RAM, background 

memory, networking device. 

• Natural resource6: A part of nature, e.g. renewable and not-renewable raw material, physical 

area, water / soil / air, flowing resources (e.g. geothermal energy, wind energy, solar energy), 

and biodiversity. 

Providing this information should bring the knowledge of the participants to the same level 

regarding these terms. Overall, the glossary comprised seven terms (green software product, hardware, 

hardware resource, natural resource, product certification, resource, software). Nevertheless, the 

general knowledge of those participating in the survey differed. I am aware of the fact and welcome 

these differences and variety of participants. It is considered within the third part, e.g. by asking for 

the field of studies or work. 

In the third part of the survey, the participants are asked to evaluate aspects of environmental 

issues of software, to find possible criteria for an eco-label for software products the users are 

interested in. The presented aspects are results from the “Sustainable Software Design” project. While 

the focus of the project is set on developing a methodology to better assess the environmental impacts 

of software, the focus of the survey is set on social interests in this context. 

4 Sample and findings 

In the following, the results of the survey conducted during 16th August and 5th October 2016 are 

presented. The survey addressed environmental issues of software and their certification. The overall 

aim was to bring a topic that is mainly based in research discussions to society. This requires the 

knowledge about society’s interests. Thus, the data was collected via an anonymous online 

questionnaire, addressing primarily German software users by asking the questions in German. When 

                                                      

4 http://green-software-engineering.de/en/referenzmodell.html  

5 https://www.umweltbundesamt.de/publikationen/gruene-software 

6 https://www.umweltbundesamt.de/publikationen/glossar-ressourcenschutz  

http://green-software-engineering.de/en/referenzmodell.html
https://www.umweltbundesamt.de/publikationen/gruene-software
https://www.umweltbundesamt.de/publikationen/glossar-ressourcenschutz
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closing the questionnaire, the sample comprised n = 854 participants. This dataset has been revised by 

excluding those that were not completed. A total of 712 questionnaires were completed and used for 

data analysis. The data was analyzed using both, descriptive methods and correlations between 

variables. 

4.1  Participants of the survey 

In order to show who participated in the survey, the participants are described by using their 

demographic data provided in the third part of the questionnaire: 55.8 % of the respondents are female 

(40.7 % male, 3.5 % not specified). About one third of the participants were between 20 and 39 years 

old (20 to 29 years: 39.3 %, 30 to 39 years: 29.4 %). About half of the answers were given by 

academics (48.3 % hold a master degree, diploma of a university or PhD). 52.5 % of the responders 

assign themselves to the field “natural sciences, geography, and informatics”. 

Most of the participants saw themselves primarily as software users (78.2 %, developer: 11.5 %, 

IT manager: 3.5 %, administrator: 2.9 %, purchaser 1.8 %, distributor: 0.3 %, vendor: 0.1 %, others: 

1.5 %). This fits with the proposed target group. Regarding their personal IT skills, they evaluated 

themselves mainly as experienced persons (40.4 %) and intermediates (36.5 %), see Figure 3. 

 

Figure 3 Rating on the IT knowledge of the survey participants 

4.2 Awareness of existing eco-labels 

When asked “Which one of the following test seals [TCO Certified, Blue Angel, Energy Star] do you 

know? (multiple choice)”, nearly all of the responders claimed to know the Blue Angel (94.0 %, see 

Figure 4). However, faced with questions regarding details of the label, certified products, and its 

awarding criteria, the participants were quite uninformed. They answered many questions with “I 

don’t know”. Especially, the statements about the certifications seemed to be not known by the survey 

participants. 
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Figure 4 Which one of the following test seals do you know? (Multiple choice) 

These findings comply with similar studies [Ramachandiran 2012; Selyamani and Ahmad 2015]. 

However, in our case, the products were generally known in many cases, especially when it comes to 

“prominent examples”, like the ENERGY STAR for desktop PCs (83.9 % of those who know the label 

answer the question correctly) or TCO Certified for monitors (97.2 %) in contrast to Blue Angel for 

data centers (15.1 %). The lack of knowledge mainly exists in awarding criteria. 

The uncertainty regarding labelling details could be interpreted as invitation to provide more 

information in this context. Similarly, it is a motivation for the development of an eco-label for 

software products to lay emphasis on information aspects. This is supported by the rating of 

information issues as “rather important” in the context of labelling green software products (Table 2). 

Table 2 Results of the evaluation of statements belonging to the information aspect 

Statement I agree 
I rather 

agree 

I rather do 

not agree 

I do not 

agree 

I do not 

know 

I consider criteria of product certifications. 12,5 % 41,0 % 35,7 % 9,6 % 1,3 % 

I want to know the exact meaning of a 
certification before I take it into account. 

35,8 % 46,2 % 13,8 % 1,1 % 3,1 % 

It is important for me to be able to catch up 
on the certification in detail. 

56,7 % 30,6 % 10,0 % 1,3 % 1,4 % 

Please note: The answers have been interpreted against the assumption „the higher the agreement towards the statements, the more important 
the aspect is for the responder. 

4.3 Evaluation of environmental issues of software 

While there seems to be an interest in environmental topics and general knowledge regarding eco-

labels in case of the surveyed persons (Section 4.1), the next step is to find out if these interests are 

also given regarding labelling green software products. The following paragraphs describe the results 

of the second part of the questionnaire. 

4.3.1 Awareness and willingness 

On the one hand, the results of the survey show that eco-labels are generally known by the responders 

(cf. Section 4.2). On the other hand, more than half of the survey participants agreed to the statement 

“I never took heed of the fact if there is a certification for environmental issues of software products.” 
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(56.3 % “I agree”, 18.7 % “I rather agree”, 12.6 % “I rather do not agree”, 10.4 % “I do not agree”). 

These results comply with the results of the Green Software Awareness Study by Ferreira [2011]: 

“91% of respondents have never set or encountered any requirements regarding energy efficiency of 

software” and “Vast majority (85%) of respondents do not consider energy consumption when buying 

or developing software applications”. However, 35.8 % of the responders of the presented study 

disagreed and said that an environment certification for software is important while searching for new 

software products (30.6 % do rather not agree). 

However, most of the participants said that they would not buy an unknown software product 

even if it is the only one that is certified as “being green” (63.3 %). This result is supported by the 

answers regarding the question “Can you imagine taking ‘grading of the environmental impact of the 

product’ as a criterion while searching for a software product? (choose one answer)”: 23.2 % of the 

participants of the survey say “Yes, I can imagine doing so.” 51.1 % can imagine doing so if the 

functionality of the product is the same between different vendors (Figure 5). Thus, I agree with the 

hypothesis by Ferreira [2011] that awareness for the topic is necessary: “Given the clear awareness, 

respondents are taking energy consumption into consideration when buying or developing software 

applications.” Similar to my results, mainly based on answers by software users, Pang et al. [2016] 

point out that also in case of programmers “the lack of attention to software energy consumption is an 

issue of priorities”. 

 

Figure 5 Can you imagine taking ‘grading of the environmental impact of the product’ 
as a criterion while searching for a software product? 

Thus, linking the answers to this question with the roles of using software, the following results 

emerge: The biggest groups of my participants were users (78.2 % of the survey participants) and 

developers (11.5 %). Here, the distribution of the answers is quite similar. However, the tendency to 

disagree is slightly higher in case of the last-mentioned group (Figure 6). 
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Figure 6 Results of the question regarding “taking ‘grading of the environmental impact of the product’ as a criterion while 
searching for a software product” (see Figure 5) differentiated by role in using software. The diagram does not include 

“vendors” and “distributors” since there were too little mentions in this category. 

Including the IT skills of the participants in the interpretation of the survey results, the response 

bias is quite similar. Here, experienced persons (40.4 %) and intermediates (36.5 %) were the biggest 

groups. The relative frequencies of the answers of these two groups regarding the considered question 

were nearly the same (Figure 7). 

 

Figure 7 Results of the question regarding “taking ‘grading of the environmental impact of the product’ as a criterion  

while searching for a software product” (see Figure 5) differentiated by IT knowledge of the participants (see Figure 3). 

The diagram does not include “persons with no experience” since there were too little mentions (3) in this category. 

Overall, while interpreting the survey results, one should keep in mind that the participants do 

have a high environmental awareness: 61.4 % of the responders were willing to pay more for organic 

products; 23.7 % caught up on environmental topics regularly. Additionally, 95.4 % of those 

completing the questionnaire, knew at least one of the Green IT labels presented (cf. Section 4.2). 

Summarizing, the survey participants did not think about an eco-label for software products so far 

although they are generally interested in environmental issues and can imagine this kind of 
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certification. Thus, it seems as if there is no or just little awareness for environmental aspects of 

software so far. 

4.3.2 Evaluation of possible criteria for green software products 

One idea to create, or rather increase, the awareness for environmental impacts caused by software 

products, especially during their usage phase, is to develop an eco-label for software products. Within 

the project “Sustainable Software Design” we develop a method to assess and evaluate these impacts. 

The objective is to derive green software criteria, upon which an eco-label could be based. In this 

context, especially those aspects are relevant that have high impact on the environment and/or awake 

the public opinion. 

In order to gather the latter and evaluate the criteria proposed in the project, the ideas for green 

software criteria were presented to the survey participants. They were asked for their opinion if the 

aspect “should be labelled”, “should rather be labelled”, “should rather not be labelled” or “should not 

be labelled”. Furthermore, they had the option to say that they “do not know”. 

Table 3 lists the results of the responders’ ratings of the proposed criteria for green software 

products. While especially efficiency aspects (77.5 % of the responders say, “energy efficiency” 

should be labelled, 62.5 % vote for “hardware efficiency”) and platform independence seem to be 

important to be labelled from the survey participants’ view, hardware sufficiency and quality of 

product information might be less important, but still relevant, for a certification. 

Table 3 Answers to the question “Which ones of these environmental issues of software should be labelled?”, 

sorted by the numbers of mentions of “should be labelled” 

Environmental issue Should be labelled 

(1) Energy efficiency 77.5 % 

(2) Hardware efficiency 62.5 % 

(3) Platform independence 56.9 % 

(4) Backward compatibility 52.7 % 

(5) Uninstallability 48.5 % 

(6) Independence of outside resources 46.6 % 

(7) Portability 43.0 % 

(8) Maintenance functions 40.4 % 

(9) Transparency 40.0 % 

(10) Hardware sufficiency 35.4 % 

(11) Quality of product information 31.6 % 

 

The overall results show that there seems to be an interest in the proposed aspects. The highest 

value for “should not be labelled” is 7.0 % – in case of uninstallability and 16.5 % for “should rather 

not be labelled” in case of quality of product information. 
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4.3.3 Additional ideas for criteria for green software products 

In addition to the proposed criteria for an eco-label for software, the participants of the survey were 

interested in environmental and sustainable aspects regarding the producer of the product. 15 persons 

mentioned these in a free text field (of 84 comments in total). This includes, for example, the 

environment management of the producers, their infrastructure, development processes, and 

sustainable engagement. 

Based on the survey results, an additional environmental impact of software that should be 

evaluated and certified is remote resources that are used by the software product. This includes, for 

example, the energy consumption of data centers, if the software communicates with the server as well 

as external processing power, memory space, updates, etc. Additionally, the participants want to know 

if this energy is renewable. They are also interested in the data traffic that is caused by using the 

software and its impacts onto the environment. 

In addition to those, participants listed examples of topics regarding “updates” and “durability”, 

for example, the support of software during a fixed (required) time period, the planned number of 

updates or rather upgrade intervals. 

Besides environmental sustainability aspects, six participants brought in the topic of “working 

conditions”. This refers to the whole supply chain: quarrying of resources, conditions during 

production, and involved sub companies (keyword “Corporate Social Responsibility”), treatment of 

humans and nature during the software production. Additionally, the survey responders suggested 

including the location where the software is produced primarily. Another topic that was referred to in 

the text field belongs to the distribution of software: download vs. data medium and the resulting 

resource consumption / energy efficiency / carbon footprint. 

The participants of the survey were also interested in licensing aspects (keywords: “free 

software”, “Open Source”, “reselling”, “free data formats”, altogether seven comments) and data 

security (four comments). 

Energy questions seemed to awaken a special interest of the participants, since they were, next to 

the proposed criterion “energy efficiency”, additionally mentioned in the text field. Aspects listed 

were: wear of the hardware by executing energy intensive software on it, possibility to adopt the 

energy modes of the operating system, and average energy consumption of the product. 

The survey responders would like to have setting options to match the capacity of the product 

with its usage requirements. Depending on the context of use, the functionality of the software could 

be reduced to result in lower resource consumption. An example for this is to hide graphics. 

Additionally, they propose to provide product versions that provide less functions. 
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Another idea, in this direction, is the evaluation if additional programs that are undesired and 

needless to run the specific software are directly downloaded and installed with the software – with 

and without informing the user about it. In this context, products that are installed in “auto start mode” 

are mentioned especially. 

Regarding software that is activated by default, the participants brought in the aspect of 

background activities of software. Mapped to environmental issues of software that might be certified, 

they propose to evaluate the resource consumption caused by these activities and the possibility to 

reduce or rather stop these background activities. Here, the evaluation should respect the benefit of the 

background activities. 

Operability and usability are aspects that were mentioned by the survey participants and belong to 

social criteria (three mentions). In this context, the following questions were pointed out: Is there a 

possibility of “easy handling” of the software? How to rate the effort to learn how to use the software? 

Is the product intuitive and easy to use? 

Additionally, there were some further ideas, just named once or twice (e.g. possibility to manage 

the permissions of the software, support like communities and documentation for beginners, and 

workflow: number of steps to fulfil specific tasks). They are not discussed in the paper but 

incorporated in future research activities. 

4.4 Aspects influencing the acceptance of an eco-label for software 

In order to provide recommendations to develop an eco-label for software products, the survey should 

come up with information regarding possible aspects influencing the acceptance of an eco-label for 

software. Thus, the survey participants were asked to rate specific statements belonging to the 

acceptance criteria, ranging from “I agree” to “I do not agree” (four options). 

Table 4 Results of the evaluation of statements belonging to the aspect “perceived ease of understanding” 

Statement I agree 
I rather 

agree 

I rather 

not 

agree 

I do not 

agree 

I do 

not 

know 

I would use additional information sources to 
understand the label 29.4 % 40.0 % 25.6 % 3.8 % 1.3 % 

An eco-label for software products needs to be 
directly comprehensible 

71.3 % 24.4 % 2.7 % 0.7 % 0.8 % 

An eco-label needs to be self-explanatory 53.4 % 39.0 % 5.5 % 1.0 % 1.1 % 
Please note: The answers have been interpreted against the assumption „the higher the agreement towards the statements, the more important 
the aspect is for the responder. 

According to the survey results, providing information, the awareness of the label (for example 

for other product groups), perceived ease of understanding (see Table 4) and personal habits are rather 

important. Additionally, the perceived usefulness of the certification should be noticeable. This means 



Kern, Eva 

[Paper 3] | 19 

that these aspects should be integrated in the label development process. In contrast, the impact of the 

subjective norm on the acceptance of the label seems to be small. The image, i.e. the general 

reputation of the label, is ranked neither important nor irrelevant. 

The next step is to analyze how the different acceptance criteria (subjective norm, attitude 

towards environmental topics and product labelling, habits, costs, information, awareness, image, 

perceived usefulness, perceived ease of understanding, intentional to use, usage behavior) relate to 

each other. Possible theses are presented in [Kern 2017]. 

4.5 Initial recommendations 

The following section provides initial recommendations for the development of an eco-label for 

software, based on the results of the survey. The main recipients for these recommendations are those 

who are involved in the label development process. 

Recommendation I: Keep it simple and understandable. 71.3 % of the survey participants agreed 

to the statement “A certification of green software needs to be understandable at a glance.” 53.4 % 

state that a product certification should be self-explanatory. However, about 69.4 % of the participants 

are willing to use additional sources of information to understand the certification (29.4 % “agree”, 

40.0 % “rather agree”). 56.7 % lay emphasis on the possibility to read up about a certification. 

Summarizing, it seems to be helpful to keep the certification as simple as possible and to provide 

additional information for everyone who wants to know details. The priority should be set to ease of 

understanding of the certification itself, instead of overloading it with information. 

Recommendation II: Use the prominence of existing eco-labels to push the awareness of an eco-

label for software. More than half of the survey participants considered drawing on well-known 

product certifications instead of developing completely new ones reasonable (36.0 % “I agree”, 33.8 % 

“I rather agree”). This could be helpful in case of trust (49.4 % of the participants rather agreed and 

27.9 % agreed to “My trust in known certification is higher than in those that are less known”). Trust 

seems to be important, since nearly half of the participants mind solely product certifications that are 

credible (45.2 % “agree”, 40.3 % “rather agree”). Additionally, by extending the kind of products 

relating to a certification, it is possible to support awareness of new certified products. Regarding the 

latter point, 41.3 % of the survey participants consented to “Product certifications should cover a 

number of product groups in order to gain awareness”. 

Recommendation III: Keep the marked relevance of products in mind. In addition to 

functionality of the software product, the fact whether or not a product is known plays a significant 

role: Most of the survey participants said that they prefer products they know, even if they are not 

labelled as “being green” (63.3 %). Indeed, the participants ranged between “heeding new 

certifications” and “relying on products and vendors I know”: 41.4 % rather not agreed to the 

statement “While buying, I do not heed new certifications but rely on products and vendors I know”. 
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However, 38.5 % rather agreed to it. The decision might be influenced by the satisfaction with familiar 

products (“My satisfaction with familiar products influences if I search for new products”: 49.0 % of 

the survey participants agreed, 43.3 % rather agreed). Hence, to create awareness of the certification 

(as soon as it is available) and of environmental issues of software in general, it seems to be sensible to 

get the big players, e.g. market-leading software vendors, on board. 

Recommendation IV: Set the focus on publishing a certification that is understandable at first 

glance, instead of creating a complex information system. The issue of environmental impacts caused 

by software products seems to be new for most of the end users. Thus, most of the participants did not 

pay attention to a corresponding certification so far (56.3 % “agree”, see Section 4.3.1). Nevertheless 

51.7 % of those who took part in the questionnaire saw the sense in certifying green software products. 

According to the results of the survey, publishing an eco-label for software might also help to raise the 

interest regarding Green IT topics (42.6 % “rather agree”, 33.1 % “agree”) and to support the buyer 

decision process (49.3 % “rather agree”, 40.7 % “agree”). Trying to implement a certification for 

green software products as early as possible might lead to reducing the complexity of the first version 

of the certification. Thus, I propose to concentrate on environmental issues first (see Section 2.1), 

instead of trying to also include social and economic sustainability aspects. Here, energy efficiency, 

hardware efficiency, and platform independency seem to be good starting points to be elaborated on. 

These aspects raise the user’s interests (cf. Table 3) and might be easily understood because they are 

known from other products. 

5 Limits 

The presented survey provides insights into the awareness, interest, and ideas of users regarding 

environmental issues of software. However, there are some limits of the study as well as of the idea of 

certifying software products. 

The aim of the survey was to get a comprehensive idea of end user’s awareness of and interest in 

green software and its labelling. However, the participants of the survey were mainly people holding 

an academic degree and already interested in environmental topics (see Section 4.1). As a result, the 

opinions obtained through the presented survey might be biased and differ from real population 

distribution. The results might be more positive in the study presented than in general surroundings. 

Furthermore, being answered predominantly by those who have a connection to academia strengthens 

the assumption that the topic is more present and raising higher interests in research-related, rather 

than social communities, as mentioned in the introduction. The diversity of participants could be 

higher to reach a representative status. Nevertheless, the impressions in general as well as the positive 

evaluation of the suggested criteria (see Section 4.3.3) can be understood as confirmation of being on 

the right track when developing an eco-label for software. The dominant presence in communities 
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holding an academic degree can be a motivation to bring the topic to a larger target group and reach an 

orientation to practical implementation. 

Overall, the survey has been conducted in an early phase of the label development process. This 

can be rated positive in regards of integrating user opinions, ideas and interests timely. However, it 

can also make it harder for those who evaluate the initial ideas for the label, since the ideas are not 

fixed in any aspect. Definition, criteria, form of representation, target groups, and stakeholders [Kern 

et al. 2015] are just the main aspects that need to be discussed while developing a certification. 

Generally, the effect of eco-labels on the behavior of everyone dealing with software is not clear. 

Since there is no certification so far, no one knows if it will lead to a more environmental friendly way 

of using software products. The validity of the label is still uncertain and the comparability of software 

products is a great point of discussions, since there are many factors influencing the evaluation of 

software (e.g. hardware settings, usage patterns). Additionally, companies and developers are free in 

their choice if they want to eco-label their software products. Even if the declaration would be 

mandatory, the users might not take the certification into consideration while searching for new 

software products. The results of the survey indicate that those who participated would take 

considering a label into account – however, the functionality of the product is number one when it 

comes to selection criteria for products in a category (cf. Figure 5). 

However, a first step to spread the idea of environmental impacts of software was reached. While 

the survey already brought this idea into minds of some software users, a certification will address 

even more persons in this context. Studies show that eco-labels can have a positive influence of the 

usage behavior and resulting energy consumption [Horne 2009]. Thus, it might be also successfully in 

case of software. 

6 Conclusion and suggestion for future research 

Nowadays, researching environmental issues of software is getting more and more attention. However, 

the topic is primarily known in research areas excluding developers and users of software. To 

counteract this, the idea is to develop an eco-label for software products. The contribution presents a 

user survey, pointing out if environmental issues of software are known to those using software and 

which aspects stir their interest. Summarizing the findings of the survey, the participants did not think 

about an eco-label for software so far, although they are generally interested in environmental topics. 

However, they can imagine taking “environmental issues” into account when searing for new software 

products. If the functionality of the product is the same between different vendors, most of the 

participants would go with the eco-labelled product. The findings point out that there is (rather) no 

awareness for, but interest in, the environmental impacts of software. 
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Based on the findings, first recommendations are presented that should drive the development of 

an eco-label of software forward: (i) Keep it simple and understandable. (ii) Use the prominence of 

existing eco-labels to push the awareness of an eco-label for software. (iii) Keep the marked relevance 

of products in mind. (iv) Set the focus on publishing a certification that is understandable at first 

glance, instead of creating a complex information system. 

The idea of labelling software is to create an awareness for environmental impacts of software. 

This awareness is a first step to a more environmental friendly way of using ICT and especially 

software. The overall vision is to reduce the impacts of ICT on the environment. 

The next steps in developing a label for green software products includes the evaluation of the 

devised set of criteria for sustainable software. Finally, the set should be transferred into awarding 

criteria for an eco-label of software. Thus, there need to be corresponding valuation methods, which 

are missing so far. The label should be supplemented by guidelines for developers on how to develop 

sustainable software. These recommendations need to be gathered from literature, research results etc., 

and presented in a compatible way to software developers. Another possibility is to bring the idea of 

sustainable software development into universities and present a teaching concept for computer 

science students. Hence, the set of criteria – based on measurements and user interests – will be the 

basis for different activities to bring the topic from science to society. 
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Abstract. During the last years, the research activities regarding software and its environmental 

impacts could find their way into the field of “Green IT”. Thus, researchers became aware of the fact 

that software is one of the drivers of the energy consumption by ICT. However, the awareness for 

these aspects could be much higher – especially in the non-scientific area. On the one side, software 

developers should be aware of green strategies of software engineering. On the other side, those using 

the products need to be responded to the effects of using ICT products onto the environment. One idea 

to transfer the environmental effects of software into a social issue is to create an eco-label for 

software products. Next to defining criteria, such a label could be laid on, and methods to evaluate 

software products, it seems to be helpful to identify aspects influencing the acceptance of a 

certification for green software products. In this context, acceptance means taking the eco-label into 

account while searching for new software. Hence, the following paper aims at identifying those 

aspects by applying the Technology Acceptance Model (TAM 2) to the specific case of labelling green 

software products. We will present a first version of an acceptance model for a label for green 

software products. It is still work in-progress and needs to be evaluated as a next step. Generally, the 

aim is to create a tool that can be used to develop an eco-label for software products that will be 

strongly accepted. 

1 Introduction 

According to Stobbe et al. [2015], the energy demand of ICT reduced about 15 % in Germany from 

2010 to 2015 and might continue to decrease in the next years. This trend is mainly caused by two 

aspects: (1) the technical improvement of the devices used in households and on workplaces and (2) 
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the regulation of product characteristics based on European Ecodesign Directive and European 

Ecolabel. 

Regarding the relation between ICT and the environment, ICT can be generally understood as 

“part of the problem” and “as part of the solution.” [Hilty and Aebischer 2015] That means, on the one 

hand, using ICT does have (negative) effects onto the environment, e.g. energy and resource 

consumption. These effects should be reduced (“Green IT”). On the other side, ICT can be used to 

support activities for the environment (“Green by IT”). Examples for both aspects can be found e.g. in 

[Hilty and Aebischer 2015] and [Naumann et al. 2011]. 

Current implemented activities mainly focus on the hardware side of ICT. Indeed, software issues 

do also have an environmental impact [Naumann et al. 2011]. To address environmental issues of 

software, the terms “Green Software” and “Sustainable Software” became established in research 

contexts. According to Dick and Naumann [2010], “Sustainable Software is software, whose impacts 

on economy, society, human beings, and environment that result from development, deployment, and 

usage of the software are minimal and/or which have a positive effect on sustainable development.” 

Next to this definition, one can find a few more definitions in the current literature with slightly 

different foci. However, a standardized characterization for green software products and corresponding 

criteria are still missing. [Kern et al. 2015] 

In order to enhance the above mentioned effects of the technical improvements and ecofriendly 

product designs of ICT, the idea is to transfer the principle of benchmarking and informing about 

environmental impacts to encourage more energy efficient hardware products to software products and 

increase the positive effects in that way. Within these activities different stakeholders, e.g. developers, 

administrators, ICT companies, and software users, should be integrated. [Penzenstadler et al. 2013; 

Kern et al. 2015] 

This paper focusses on the end users of software. The question is how to draw attention to the 

topic on the user side. The idea is to create a label for green software products and, thus, inform about 

environmental issues of software. As far as we know, there is no eco-label for software products so 

far. We assume that the information process leads to a more environmental-friendly usage of ICT and 

especially software products. This could further reduce the negative environmental impacts in this 

area. 

Generally, the effort of developing a label is more justifiable if the user’s interest in the label is 

high and it is accepted by them. In this context, acceptance stands for taking the label into account 

while searching for new software products. In order to find out (1) which aspects influence the 

acceptance of a label for green software products and (2) how these factors are related to each other, 

we outline an acceptance model for a label for green software products (Labelling Green Software 

Products - LGSP). This model will be introduced in the following paper. It is still work in-progress. 
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That means, we will introduce a first version of the model. In order to assess it, the next step will be a 

survey evaluating the proposed factors. Overall, the aim is to create a tool that can be used during the 

develop process of an eco-label for software products; leading to a label that will be strongly accepted. 

The paper is structured as follows: Section 2 presents current research activities in the context of 

environmental impacts and labelling of software as well as information about the acceptance of eco-

labels. Based on that, the idea of the label and potential stakeholders in this context will be pointed out 

in Section 3. The description of the acceptance model, including the influencing aspects and related 

hypotheses, represents the main part of the paper (Section 4). Following to that, we will present a 

conclusion and an outlook how to go on in researching the acceptance and the development of a label 

for green software products in Section 5. 

2 Related Work 

Additionally to researching environmental impacts of hardware products current research activities are 

paying more and more attention to the software side. Thus, the number of publications dealing with 

criteria and metrics for sustainable or rather green software products is growing (e.g. [Albertao 2004; 

Taina 2011; Bozzelli et al. 2013; Kern et al. 2013; Calero et al. 2015]). This is just one aspect of 

sustainable software and its engineering. Further topics are, among others, procedure models, energy 

issues and measurements, quality aspects, sustainability issues in requirements engineering and 

general impacts of ICT on the environment. The idea of labelling green software products is, in 

comparison with these topics, relatively new [Kern et al. 2015]. Accordingly, many research questions 

arge to be answered. One of these questions is, next to the development of the label itself, the analysis 

of the potential acceptance and the effectiveness. 

It is not yet possible to make a clear statement about the acceptance or rather the effectiveness of 

eco-labels. This is mainly due to missing data. [Rotherham 2005] Above, there can be neither a 

common proposition about the effects of eco-labels nor about the intention to buy labelled products. 

[Rahbar and Abdul Wahid 2011] Indeed, Loureiro et al. [2001] conclude, referring to different 

researchers, that “a change in labeling or information can change consumers’ perceptions and 

behavior”. The label seems to go towards influencing the preferences of the purchaser more than the 

choice of products. [Loureiro et al. 2001] Overall, the eco-labels can be seen as communication and 

information tools for consumers. In this context, Rotherham talks about “a tool that communicates 

expectations and requirements to whoever is interested”, calls it a “catalyst for change” and points out 

that it “can stimulate a process of environmental awareness raising in companies and the general 

public” [Rotherham 2005]. To do so, working as a complement to other initiatives seems to be 

sensible. 
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Apart from the lack of data, a general statement is challenging caused by the multiple 

characteristics of eco-labels and the varying contexts the labels are used in [Loureiro et al. 2001; 

Rotherham 2005; Horne 2009; Rahbar and Abdul Wahid 2011]. The effectiveness also depends on the 

kind of product [Loureiro et al. 2001]. Thus, giving generic recommendations for creating and using 

eco-labels is not possible. However, there are various types of studies addressing product labels to 

spread environmental issues. The foci of these studies differ: they deal with selected product 

categories (e.g. food products [Loureiro et al. 2001; Grunert et al. 2014], vehicles [Teisl et al. 2008]), 

specific labels (e.g. ENERGY STAR [EPA Office of Air and Radiation, Climate Protection 

Partnerships Division 2015], Blue Angel [Dirksen 1996], EU Energy Label [Heinzle and Wüstenhagen 

2012]), influence of and consumer trust in eco-labels and product-labels in general [Thøgersen 2000; 

Borin et al. 2011; Atkinson and Rosenthal 2014; London Economics and Ipsos 2014] or green market 

and their effects in specific areas (e.g. Malaysia [Rahbar and Abdul Wahid 2011] or Europe [Allison 

and Carter 2000]). 

Since there is no eco-label for software products so far, these research results refer to other 

products, contexts, and local regions. Nevertheless, they could be taken as inspiration while 

developing a green software product label. Besides, developing an eco-label is accompanied by 

coming up with new methods and generating new data. This new-generated knowledge might also 

contribute to an environmental awareness and positive effects. 

3 Green software products: labelling and stakeholders 

In the following, we will shortly describe the idea of the label and its potential stakeholders. This 

accounts for the statement by Rotherham [2005]: “It is time to shift the discussion away from 

ecolabels generally and towards their specific characteristics”. 

1. The label in mind should award environmental friendly products, i.e. the underlying criteria 

evaluate environmental impacts of the product but do not include social or economic aspects.  

2. It should award the product itself, i.e. without the development and distribution process, the 

surroundings, and the organization developing the product. The label refers to the whole life 

cycle of the product but does not include anything that is not part of the product. That means it 

values e.g. the algorithm and the modules of an application software but not the packing of it.  

3. It should award “green in software” aspects. That means the product itself should be as 

environmental friendly as possible. Products that support environmental friendly processes or 

rather make them more environmental friendly (“green by software”) but are not green itself 

are not included. 

In a general sense, we see developers, purchasers, administrators, and users as stakeholders 

regarding green software [Naumann et al. 2011]. Regarding an interest in environmental products 
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D’Souza et al. [2006] describe four types of consumers: environmentally green consumers, emerging 

green consumers, price sensitive green consumers and conventional consumers. Supplementary, 

Rotherham [2005] indicates that, next to the final consumer, retails and governments are also 

important purchasers. As a first step, our acceptance model (Section 4) generally takes every possible 

person interested in software products into account. If the proposed constructs, their connections to 

each other or the relevance of them differ depending on the stakeholder, their attitude towards green 

issues and / or the context (private or professional purchaser) will be analyzed in a next step by 

implementing an appropriate survey. 

4 A eptan e Model La elling Green Software Produ ts  

The proposed acceptance model regarding a certification of green software products (LGSP) is 

oriented towards the Technology Acceptance Model 2 (TAM 2) by Venkatesh and Davis [2000] 

Whereas the original TAM states that Perceived Usefulness and Perceived Ease of Use influences the 

Attitude Toward Using and thus the Usage of a Technology, TAM 2 is expanded by factors divided 

into Social Influence and Cognitive Instrumental Process. We choose this model since the field of 

application is environmental computer science: the idea of our model is to find a construct to analyze 

factors influencing the acceptance of an eco-label for software products and thus the acceptance of 

green software products in contrast to non-green software products. We assume that both, the attitude 

toward using those products and social factors, play a significant role in the decision process of buying 

green or non-green software products. The model can be seen as a tool being useful in the 

development of green software products and their certification. As a first step, we check TAM 2 for 

applicability regarding labelling green software products. 

Figure 1 shows the proposed model. The theoretical constructs and the causal relationships of the 

model will be presented in the following sections. Additionally, we propose hypotheses about the 

relation of the constructs. These hypotheses need to be validated in a next step. They refer to the 

stakeholders described in Section 3 and are related to a specific label for green software products 

rather than general eco-labels. Finally, the proposed model will be compared to TAM 2. 
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Figure 1. Outline of an acceptance model for a label for green software products (LGSP Acceptance Model) 

4.1 Constructs related to the Technology Acceptance Model 

The core of the LGSP Acceptance Model comprises the well-known Technology Acceptance Model 

(TAM) by Davis Jr [1986]. Here, we use the construct names presented in [Venkatesh and Davis 

2000] (e.g. “Intention to Use” instead of “Attitude towards Using” and “Usage Behavior” instead of 

“Actual System Use”). In this context, the construct Usage Behavior is understood as the potential use 

of a label for green software products. We call it “potential” since there is no label for these kinds of 

software products so far. Using a label means that the label is taken into account while searching for 

new software products. Precedent to that, there needs to be an Intention to Use. Regarding a label for 

green software products this construct stands for the general notion that an attention to a certification 

of environmental impacts caused by software makes sense. The Intention to Use is caused by the 

Perceived Usefulness and the Perceived Ease of Understanding. Here, the proposed model differs 

from TAM in calling the construct Perceived Ease of Understanding instead of talking about “Use”. 

We see the importance in understanding the label including its statements or rather the idea behind the 

label. It seems to be decisive of paying attention to green issues of software. 

H9  The higher the Perceived Usefulness that is produced by the certification, the higher the 

Intention to Use. 

H10a The higher the Perceived Ease of Understanding of the certification, the higher the Perceived 

Usefulness. 

H10b The higher the Perceived Ease of Understanding of the certification, the higher the Intention to 

Use. 

H11 The higher the Intention to Use, the higher the potential Usage Behavior. 
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4.2 Constructs related to the person of interest 

Next to the four constructs of the TAM, the proposed model contains aspects related to the person who 

should take the green software product label into account. According to D’Souza et al. [2006], having 

knowledge about environmental issues has the potential to increase the awareness and consumer’s 

positive attitude towards green products. Thus, generating knowledge seems to be the first step to 

create an interest into environmental topics. It can result in a high involvement concerning 

environmental issues and favorable influence a person’s eco-behavior. [D’Souza et al. 2006; Teisl et 

al. 2008; Rahbar and Abdul Wahid 2011] Hence, we assume that it has a positive effect onto the 

acceptance of the label if the person has a positive attitude towards environmental topics as well as 

towards product labelling in general. The construct Attitude towards Environmental Topics refers to 

the personal interest in environmental topics and the relevance of environmental questions for the 

personal life. It can be positive or negative. Similarly, Attitude towards Product Labelling considers 

the personal view on product certifications. The last one is to be seen in conjunction with trust that can 

be understood as one premise of environmentally friendly purchase decisions [Teisl et al. 2008]. 

Additionally to the individual believes, a person is guided by her own habits and trades off new 

against already-known aspects. D’Souza et al. [2006] point out that “Consumers appear to be 

somewhat less inclined (31.6 per cent) to consider known brands as being environmentally safe and 

seem to rely more on their own experience (66.5 per cent) in selecting environmentally safe products”. 

This conduct is represented by Habits. Not only personal interests and practices may have an influence 

on the acceptance of a product label. Above, the social circumstances may play a role. Venkatesh and 

Davis [2000] talk about Subjective Norm and define it, according to [Fishbein and Ajzen 1975], as a 

“person’s perception that most people who are important to him think he should or should not perform 

the behavior in question”. The social environment of a person brings together personal experiences 

and leading options of the ones living with the person. Further explanations to the “faith in the co-

behavior of others” [Teisl et al. 2008] can be found e.g. in [Berger and Corbin 1992; Gould and Golob 

1998]. 

H1a The more positive the Subjective Norm is about environmental topics, the more positive is the 

personal Attitude towards Environmental Topics. 

H1b The more positive the Subjective Norm is about product labelling, the more positive is the 

personal Attitude towards Product Labelling.  

H1c The more the Subjective Norm tends to pay attention towards certifications, the higher the 

Intention to Use. 

H2  The more positive the personal Attitude towards Environmental Topics, the higher the Perceived 

Usefulness. 
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H3  The more positive the Attitude towards Product Labelling, the higher the Perceived Usefulness. 

H4 The more important individual Habits for the person, the lower the Perceived Usefulness of the 

certification. 

4.3 Constructs related to the product itself 

Additionally to the personal interests and preferences, the label itself matters in order to find out if a 

label for green software products is taken into account while searching for new products or not. First 

of all, we think that the awareness of the product label plays a role. The construct Awareness covers if 

the label itself – in other contexts or related to other products – is generally known. Whereas Image is 

related to the person of interested in the TAM 2 by Venkatesh and Davis [2000] the construct concerns 

the reputation of the label in the proposed LGSP model. Is this kind of label generally accepted in the 

society and well-reputed? Next to the standing, financial issues might have an influence onto the 

acceptance of a green software label. Certified products might be more expensive than non-certified 

ones. According to Loureiro et al. [2001] and Rotherham [2005], it is unclear if there is a higher 

willingness to pay for a product with an eco-label. The construct Costs brings this aspect into the 

proposed model. Furthermore, information material about the certification, criteria the rating is laid 

on, etc. might be relevant for the acceptance of the label. Above, the construct Information covers the 

relevance of the information content of the product certification itself. The aspect is related to the fact 

that, according to Horne [2009], consumers are looking for simple eco-labels providing clear 

information for decision making. However, one should be aware of oversimplifying the label in order 

to keep the label’s credibility and effects [Teisl et al. 2008; Horne 2009]. 

H5  The higher the Costs for the certified software product, the higher the Perceived Usefulness. 

H6a The more Information about the certification are available, the higher the Perceived Usefulness. 

H6b The more Information about the certification are available, the higher the Perceived Ease of 

Understanding. 

H6c The more Information about the certification are available, the higher the Intention to Use. 

H7a The higher the certification Awareness in general, the higher the Perceived Ease of 

Understanding. 

H7b The higher the certification Awareness in general, the higher the Intention to Use. 

H8 The better the Image of the certification, the higher the Intention to Use. 

4.4 Comparison to the Technology Acceptance Model 2 

As already mentioned, the proposed model is based on the TAM 2, introduced by Venkatesh and 

Davis [2000]. In comparison to TAM 2, the constructs Experience, Job Relevance, Output Quality, 
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and Voluntariness were deleted. Concerning a product label instead of a technical system, we assume 

that those who are looking for (new) software products, are used to gather information, so that 

experiences in using different kinds of information sources are taken for granted. Similarly to that, we 

consider additional information to be generally sensible for the job to find new products and thus do 

not mention the Job Relevance. Taken a product label into account while choosing a product, does not 

lead to an output comparable to a technical system as addressed by TAM. Thus, we neither include the 

Output Quality nor Result Demonstrability in our model. Since it will not be possible to label every 

software product, the option to choose a green-labelled product is voluntary. Hence, the Voluntariness 

might only have an influence on the acceptance of a green software product label if every product 

would be certified (as green or non-green). 

Although both models – TAM 2 and LGSP – contain the construct Image, the definition of it 

differs. Whereas Venkatesh et al. take the image of a person into account, our model refers the image 

to the product, here the label for green software products, itself. Nevertheless, there might be a 

connection between both views since it seems to be possible that the personal “status in one’s social 

system” [Venkatesh and Davis 2000] benefits from using products labelled having a good image. 

Indeed, we will not analyze this connection here. 

Venkatesh and Davis [2000] differentiate between social influence processes and cognitive 

instrument processes. According to that, it is possible to similarly class Subjective Norm in our model 

as social influenced process. The other constructs that are related to the person (Attitude towards 

Environmental Topics and Product Labelling as well as Habits) could be understood as more 

individual, but might also be influenced by social forces. Those constructs of LGSP that are related to 

the label itself might be seen as equivalences to the cognitive instrument determinants in TAM 2. 

However, we think, the differentiation between person- and product-related fits better in case of 

analyzing the acceptance of a label for green software products. 

5 Conclusion and Outlook 

Summarizing, the paper presents an outline of an acceptance model regarding a certification of green 

software products. The model is based on TAM 2 by Venkatesh and Davis [2000] and theoretically 

transferred to the new case of application. Whereas the model constructs related to the person should 

be especially taken into account while promoting the label for green software products, the constructs 

related to the product are important while developing the label. So far, there is no such kind of 

certification. Hence, the idea is to find out the aspects influencing the acceptance of the label and 

incorporate them into the labelling development process. For example, if the hypothesis “The higher 

the certification Awareness in general, the higher the Intention to Use” turns true, the development of 

a certification for green software should be based on well-known eco-labels. On the other hand, the 
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promotion of the label could e.g. focus on those who are already interested in environmental topics if 

the assumption that the acceptance of those who care about such issues is confirmed. 

The next step is to evaluate the proposed acceptance model by conducting a user survey. Doing 

so, the hypotheses will be validated. Based on the results of the evaluation, the model will be adjusted 

and completed, if reasonable. Overall, the idea is to construe practical recommendations for labelling 

green software product from the resulting model (similarly to the given example above). In that way, 

the consumer should be integrated into the development process of an eco-label for software products. 

The aim is to design an information strategy including software users instead of simply presenting the 

results to them [Horne 2009]. Simultaneously to the label development, researching the environmental 

impacts of producing, using and deactivating software should go on since having accurate criterion for 

an eco-label is very important [D’Souza et al. 2006]. 
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Abstract. While counteracting the increasing demand for natural resources and especially energy of 

ICT, first successes have become apparent by activities comprised by the term “Green IT”. Nowadays, 

many of the current activities lay emphasis on the hardware side of Green IT. However, software 

issues play a significant role in defining system and hardware requirements as well as the amount of 

energy consumed by ICT devices and the underlying infrastructure. Thus, the following chapter 

introduces the idea of green software and its engineering. Complementary to definitions and models in 

the addressed field, a more practical insight is given by illustrating exemplary energy measurements of 

software products. While these aspects show that the research is increasingly dealing with software 

issues of Green IT, these mainly scientific ideas have hardly reached practical relevance, so far. 

Hence, following the life cycle perspective of software products, we present two exemplary concepts 

on how to increase awareness of green software: addressing especially software engineers, we propose 

to implement continuous energy efficiency measurements during the development phase. With regards 

to software users, we propose to create an eco-label for software products to inform about their 

environmental issues and thus create more transparency in this context. To do so, we present and 

evaluate criteria and indicators, upon which a label could be based. The chapter concludes with a 

summary and proposes future activities in the addressed field. Overall, the aim of the chapter is to 

point out solutions that might lead to a more environmentally friendly way of developing software, a 

well-informed procurement behavior regarding software products, and a more sustainable user 

behavior concerning ICT.  

Keywords. Green software, energy measurements, energy efficiency, eco-label, green software 

development, environment 
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1 Introduction  

Regarding a sustainable development, as firstly published in the Brundland Report [United Nations 

General Assembly 1987] and nowadays put straight into 17 United Nations’ Sustainable Development 

Goals (SDGs)1, information and communication technologies (ICT) play a special part: On the one 

hand, ICT consumes a lot of resources during its production and usage [van Heddeghem et al. 2014] 

and will consume even more in the future [Andrae and Edler 2015]. On the other hand, these 

technologies can support environmental processes and even make processes more sustainable in many 

different branches [Vickery and Mickoleit 2013]. The latter is referred to by the term “Green by IT”. 

In order to counteract the rising resource consumption by ICT, activities in the field of Green IT 

found its way into research, industry, and private households. While they are mainly focused on 

hardware aspects, we emphasize the software side, since “software characteristics determine which 

hardware capacities are made available and how much electric energy is used by end-user devices, 

networks, and data centers” [Hilty et al. 2015]. Thus, “referring to software energy consumption or 

efficiency, we are actually referring to the energy consumed by the hardware when induced by the 

software to perform some task(s)” [Ferreira 2011]. Referring to a sustainable development, Maevsky 

et al. [Maevsky et al. 2016] show the economic relevance of considering the software side of Green IT 

by presenting a corresponding calculation model. However, we focus on the environmental issues of 

sustainable software within the following chapter. Additionally, they claim that the “amount of 

electrical energy consumed by the computer is largely dependent on the program compilation quality 

and Software optimization degree.” [Maevsky et al. 2016] 

Within the Green IT community, as well as the groups specialized in Green Software, research 

activities are increasing during the last years. This is, for example, shown by raising numbers of 

publications, conferences, information events, workshops, and individually reported in sustainability 

and environmental reports of the big players in the worldwide IT market. However, especially 

referring to the software side, the awareness on environmental aspects could be higher in industry and 

in daily (private) routines. Different studies show that even if the interviewed person knows Green IT 

strategies, the transfer towards practical implementation and into daily routines is missing – on the 

professional as well as on the private side [Dookhitram et al. 2012; Chitchyan et al. 2016; Pang et al. 

2016]. 

Thus, after introducing the research field “green software engineering” (Section 2), we will 

present approaches on how to support especially software developers and users in considering 

environmental issues of software (Section 3). The approaches are linked to the life cycle of software 

products, based on the “from cradle to cradle” principle. Generally, the concepts can contribute to 

                                                      

1 https://sustainabledevelopment.un.org 
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reducing the overall carbon footprint of ICT and to the United Nations’ SDG 12 “Ensure sustainable 

consumption and production patterns”. The chapter concludes with a brief summary and an outlook on 

potential future research activities (Section 4). 

2 State of the art: Green Software and its field of research 

The following section will introduce the topic of green software in general and present definitions for 

central terms, since “[defining] and developing adequate support requires a commonly accepted 

definition of what sustainability means in and for software engineering” [Penzenstadler 2013b]. 

However, we do not aim at presenting a comprehensive literature overview with the following section. 

This can be found e.g. in [Penzenstadler et al. 2014; Anwar and Pfahl 2017]. 

2.1 Definitions for green and sustainable software: overview, 

commonalities, and distinctions 

Similarly to Green IT and Green by IT (see Introduction), in combining sustainability issues to the 

software side, “the differentiation can be made by distinguishing software (engineering) for 

sustainability, which is related to the absolute definition, and sustainable software (or sustainability in 

software engineering), which is related to the relative definition” [Penzenstadler 2013a]. While the so-

called “absolute definition” refers to approaches that reduce the environmental impact of a process by 

using software, Taina [2011] talks about “Software Engineering for the Planet (SEP)” referring to the 

“sustainable by software” dimension. According to their understanding, “Green IT belongs to SEP 

[and] includes other areas as well”. These are [Taina 2011]: (1) Software support for green education, 

(2) Green metrics and decision support, (3) Lower IT energy consumption, and (4) Support for better 

climate and environment models. 

Concepts on “sustainable (in) software” deal with possibilities to improve the software product 

itself. Even if referring to sustainable software in the sense of the Brundlandt Report, many 

approaches rank environmental aspects first (e.g. [Naumann et al. 2011; Penzenstadler et al. 2014; 

Kharchenko and Illiashenko 2016]). In addition to environmental, Lago et al. [2015] describe five 

dimensions that could be interpreted as five perspectives on sustainable software:  

• Social sustainability: Which effects do software systems have on the society (e.g. 

communication, interaction, government...)? 

• Environmental sustainability: How does software affect the environment during, inter alia, 

development and maintenance? 

• Technical sustainability: How can software be created so that it can easily adapt to future 

changes? 
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• Economic sustainability: How can software systems be created so that the stakeholders’ long-

term investments are as safe as possible from economic risks? 

• Individual sustainability: How can software be created and maintained in a way that enables 

developers to be satisfied with their job over a long period of time? 

Dividing the concept of sustainability into different dimensions – let it be three, four or five – or 

applying criteria to it makes the sustainability of a product feasible. Hence, several researchers 

developed corresponding criteria (e.g. [Naumann et al. 2011; Taina 2011; Calero et al. 2013b; Kern et 

al. 2013b]). While Taina [2011] distinguishes between feasibility, (carbon footprint, energy, travel, 

…), efficiency (CPU intensity, idleness, …), and sustainability (reduction, beauty, …), Calero et al. 

[2013b] divide sustainability into the three sub characteristics energy consumption, resource 

optimization, and perdurability. In our project “Sustainable Software Design”2 we focus on the first of 

the proposed categories and will publish a set of criteria for sustainable software products. It is 

hierarchically structured in the main criteria “resource efficiency”, “potential hardware operating life”, 

and “user autonomy”. The criteria are operationalized by appropriated indicators. In this context, Betz 

et al. [2014] differentiate between “resource oriented indicators”, taking environmental aspects of 

sustainability into account, and “well-being oriented indicators”, referring to “human needs aspects of 

sustainability”. 

Bringing the different approaches together, the sustainability of software products can be 

interpreted as a non-functional requirement [Calero et al. 2013a; Betz and Caporale 2014] and thus 

“the sustainability assessment would be considered as another quality aspect to be taken into account 

by developers, in accordance with the priorities and requirements imposed for the product being 

developed” [Calero et al. 2013a]. Seeing it as a quality criterion for software, sustainability is an 

improvement of software products. Taking this approach, literature talks about “green / sustainable 

software engineering / development”. The aim of this process is the “development of the software 

product for long living systems that can meet the needs of the present to the future generations with 

the integration of the three pillars sustainability concept i.e. (environment, economic, social) as to 

fulfill the requirements in a timely basis.” [Ahmad et al. 2014]. Thus, “sustainability of a software 

product [can be defined] as the capacity of developing a software product in a sustainable manner” 

[Calero et al. 2013b]. 

Summarizing, the commonalities in the understanding of the term “(green and) sustainable 

software” are [Kern et al. 2015a]: “(1) environmental and resource protection as well as (2) supporting 

sustainable development including the three pillars of sustainability, but setting priorities.” None of 

the definitions stands in total contrast to the other ones but each of them represents a specific 

                                                      

2 http://green-software-engineering.de/en/projects/ufoplan-ssd-2015.html 
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perspective that must be kept in mind while talking about green, or rather, sustainable software, since 

it is strongly dependent on the currently defined view [Penzenstadler 2013b]. For the purpose of this 

chapter, we refer to our definition of green and sustainable software: “[Green and sustainable] 

Software is software, whose impacts on economy, society, human beings, and environment that result 

from development, deployment, and usage of the software are minimal and/or which have a positive 

effect on sustainable development.” [Naumann et al. 2011] 

We lay emphasis on environmental issues of sustainability and use the terms “green software” 

and “sustainable software” in an analogous manner. A more comprehensive engagement with the 

terminology can be found in e.g. [Kharchenko and Illiashenko 2016] and [Calero and Piattini 2015]. 

2.2 Green software models: quality models, development models, 

and reference model 

Based on a mutual understanding of green and sustainable software, different models comprise even 

more aspects that belong to the addressed research field. Our GREENSOFT Model (Figure 1), 

presented in [Naumann et al. 2011], takes a broad look at green software and its engineering. The 

reference model comprises four parts: the life cycle of software products, sustainability criteria and 

metrics, procedure models, and recommendations and tools. Thus, it structures concepts, strategies and 

processes in the field of Green (by) IT, focusing on software aspects. Following the approach of a 

reference model, e.g. as presented in [Schütte 2013], the idea is to present an overview of the field and 

to structure several aspects in the context of green and sustainable software engineering. Hence, other 

models can be assigned to the GREENSOFT Model. 

 

Figure 1. The GREENSOFT Model, a reference model for green and sustainable software engineering 

[Research Project "GREENSOFT" 2014] 
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Existing life cycle approaches in the context of green software (being the first part of the model), 

from which criteria and metrics can be derived, will be presented in the next section. Generally, this 

approach considers ecological, social, and economic aspects of products over their whole life cycle. 

The second model part “Sustainability Criteria and Metrics” covers general criteria and metrics 

regarding quality of software and allows a classification of the sustainability of the products. Based on 

the approach by Berkhout et al. [2001], we distinguish between first-order (“direct environmental 

effects of the production and use of ICTs”), second-order (“indirect environmental impacts related to 

the effect of ICTs on the structure of the economy, production processes, products and distribution 

systems"), and third-order effects (“indirect effects on the environment, mainly through the stimulation 

of more consumption and higher economic growth by ICTs ('rebound effect'), and through impacts on 

life styles and value systems"). Calero et al. [2013] use the modelling approach to go deeper into 

characterization. They take the ISO Model 25010 as starting point and identify characteristics to be 

included in the model in order to explicitly integrate sustainability aspects of software. Possible 

characteristics of green and sustainable software products are also summarized within our quality 

model, presented in [Kern et al. 2013b]. Both models [Calero and Bertoa 2013; Kern et al. 2013b] can 

be placed in the second part of the GREENSOFT Model. Even more possibilities on how to include 

green software characteristics in existing standard software quality models, are proposed by 

O. Gordieiev et al. [Gordieiev et al. 2015]. They analyze well-known software quality models with 

regards to green and reliability issues and the evaluation of these characteristics over time. In 

conclusion, they “assume that the next general [Software Quality Model] will include [Green 

Software] characteristics in an explicit form” [Gordieiev et al. 2015]. 

Lami et al. [2012] distinguish between the “software lifecycle” and “software processes” and 

identify sustainability factors belonging to different processes. They present a model to enable an 

“evaluation of the degree of process sustainability of an organization” and, in a next step, improve the 

sustainability of software processes. Thus, referring to Figure 1, the model presented by Lami et al. 

belongs to “Procedure Models”. Here, procedure models refer to the development and purchasing 

processes of software as well as user support while administrating and using the product. In this 

context, verification regarding efforts and costs is another important aspect of developing software. 

Thus, we recommend logging the corresponding efforts and costs of the process, especially to be able 

to contrast sustainable software engineering with “standard procedures”. One example how to do so is 

the “Process Model for Green and Sustainable Software Engineering”, that includes a „Sustainability 

Review and Preview“ as presented in [Kern et al. 2015b]. 

Finally, the GREENSOFT Model mentions “Recommendations and Tools”. Thereby, it points out 

the importance to integrate different roles into the activities aiming at creating a more sustainable ICT 

and aims at putting the model into practice: developers, purchasers, administrators, and users need 

context-specific knowledge, in form of recommendations, tools, and methods to support a sustainable 
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way of developing, purchasing, administrating, and using software. Exemplarily for the whole 

software life cycle, we present tools to create awareness and, in the long run, deeper knowledge, of 

environmental issues of software and thus a way of developing and using software in a green and 

sustainable manner. 

3 Creating Awareness of Green Software: Life Cycle 

Perspective 

The proposed life cycle for software products orients towards a cradle-to-grave approach [Tischner et 

al. 2000]. The development phase considers impacts on a sustainable development directly or 

indirectly caused by activities belonging to the software development. Examples for those impacts are 

the energy consumption caused by ICT devices that are used to program the software and by 

commuting of the software developers that results in CO2 emissions. Additionally, also social aspects 

find their way into this consideration, e.g. working conditions [Dick and Naumann 2010]. Following 

the development phase, the distribution of the product plays a role regarding a sustainable software life 

cycle. Here, resource consumption caused by the chosen data medium, or rather the download size, are 

examples for first-order effects. The usage phase results especially in environmental effects: software 

induced energy and resource consumptions, hardware requirements and portability with regards to 

durability are some of the relevant aspects. However, considering issues like transparency and 

accessibility also relates this phase to social sustainability. Looking at the end of a software’s life, 

deactivation (in regard to e.g. backup size, long term storage of data) and disposal (e.g. packaging, 

data medium) have an influence on the sustainability of the considered product. 

The objective of the life cycle of software products included in the GREENSOFT Model “is to 

enable stakeholders to assess impacts on [sustainable development]”. [Naumann et al. 2011] Thus, the 

question „Who are the stakeholders in context of a life cycle of (sustainable) software products?” 

arises. While Penzenstadler et al. [2013] identify stakeholders, who are important for successfully 

implementing sustainability issues, Herzog et al. [2015] list actors developing and actors supporting 

innovations in the context of Green IT. Concerning our research, we especially take into account 

stakeholders of the development and the usage phase. This is due to the fact that if it is possible to 

create or increase their awareness of green software, this can yield the biggest impact, since they are 

directly connected to software products – either in an active (developing) or a passive (using) role. In 

both cases, tools to support a more sustainable way of developing and especially using software 

products are required. Thus, we present two possible tools within the following section. 

Here, we lay emphasis on the development and usage phase of the software life cycle, since an 

“early awareness of green software could save a significant amount of costs compared to refactoring 

the software at a later stage.” [Jagroep et al. 2017]. Maevsky et al. [Maevsky et al. 2016] and Chemeris 



Including Software Aspects in Green IT: How to Create Awareness for Green Software Issues 

[Paper 5] | 8 

et al. [Chemeris et al. 2017] also stress the importance of the software development phase and 

advances in terms of power consumption when adopted early in the design process. Chemeris et al. 

[Chemeris et al. 2017] show the positive effect of program optimization in case of program loops on 

the resulting power consumption. 

However, in most cases, the programmers do not even know about their influence or rather lack 

of knowledge on energy and sustainability issues regarding software [Chitchyan et al. 2016; Pang et 

al. 2016; Groher and Weinreich 2017]. Sustainability of software is, according to Groher et al. [2017], 

mainly related to “maintainability and long-term usability”. Overall, “[technical] and organizational 

aspects are clearly in focus, followed by economic aspects. Environmental considerations are 

missing.” [Groher and Weinreich 2017] If practitioners have knowledge in these contexts, they do just 

minimally take them into account during software development [Pang et al. 2016], and just connect 

them to specific kinds of software products (e.g. mobile development [Pang et al. 2016]). Generally, 

the transfer of knowledge to practice is missing [Chitchyan et al. 2016; Manotas et al. 2016]. Even if 

the different studies do not agree on the existing amount of awareness on energy, or rather 

sustainability issues in software engineering, they agree that the potential is still not exhausted, so far. 

In total, the “lack of attention to software energy consumption is an issue of priorities” [Pang et al. 

2016]. 

The same applies for users of software products: 51.1 % of the respondents of a user study, we 

conducted in 2016, can imagine taking “certification of environmental issues of the software product” 

as one possible buying criterion, if there are products with the same functionality, some being “green” 

and others being “not green” [Kern 2018]. Overall, the sample of our survey comprised 712 completed 

questionnaires, primarily answered by German users (Table 1). The survey participants set the priority 

on the functionality of a software product.  

Table 1. Key data of the survey on the awareness of and the interest in environmental issues of software, conducted in 2016 

Method Online survey 

Structure of the survey 1. Demographic characteristics of the 
participants 

2. Evaluation of criteria for green 
software products 

3. Aspects influencing the acceptance of 
an eco-label for software products 

Participants German speaking Internet user 

Sample n = 854 

Completed questionnaires 712 (revised data set) 

Survey period 16/08 to 05/10/2016 
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Similarly to software engineers, users might have some ideas on green computing [Dookhitram et 

al. 2012; Selyamani and Ahmad 2015], energy [Ferreira 2011], or rather sustainability issues of 

software [Torre et al. 2017], but awareness, information, and education are missing [Ferreira 2011; 

Dookhitram et al. 2012; Selyamani and Ahmad 2015; Pang et al. 2016; Torre et al. 2017]. Ferreira 

[2011] provides the hypothesis “Given the clear awareness, respondents are taking energy 

consumption into consideration when buying or developing software applications”. In this context, 

Selyamani et al. [2015] point out that “[awareness] is a need to practice an idea of the new things. 

Without awareness, the practice does not do appropriately and adequately and the other way around.” 

3.1 Development: Continuous Energy Efficiency Measurements 

One way to improve awareness of sustainable software, especially with developers and users, is to 

provide a means for comparable measurements. While other references talk about “software 

development life cycles” [Shenoy and Eeratta 2011; Mahmoud and Ahmad 2013], we focus on tools 

that can be directly integrated in existing development processes and thus support developers in 

producing sustainable software products. According to Anwar et al. [2017], current research activities 

in the context of green software engineering are missing supporting tools, e.g. “energy aware testing 

tools”. They especially mention tools that evaluate the energy consumption during development as one 

example of research gaps that need to be closed. Such kinds of tools are required to produce green 

software products. Currently, “software practitioners prefer to use static analysis and energy profiling 

in order to point out energy problems during development” [Manotas et al. 2016]. 

Mahmoud et al. [Mahmoud and Ahmad 2013] also follow the idea of identifying how software 

causes energy and resource consumption but take a broader view and thus present a theoretical 

approach. Shenoy et al. [Shenoy and Eeratta 2011] lay the focus on more general guidelines and 

recommendations for developing software in a sustainable manner. In comparison to both, we outline 

a more practical approach and its application. 

Taking one step back towards defining sustainability goals for the product to be developed, 

Mahaux et al. [2012], Becker et al. [2016], and others lay emphasis on requirements engineering and 

the design of sustainable software. 

In order to get an impression of the environmental impact of the software product and to take 

sustainability issues into account while developing software, we propose to continuously integrate 

energy efficiency measurements into the development process. The tool presented below can both be 

integrated in the development phase or used for stand-alone measurements. In that way, it is possible 

to provide “actionable timely information, to make useful trade-offs between energy efficiency and 

other quality attributes” as claimed by Anwar et al. [2017]. Over time, providing information about the 

energy consumption of software can help developers to get a feeling for the energy values of the 

products they are working on [Manotas et al. 2016]. Thus, this information might positively influence 
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the awareness of software engineers regarding environmental issues of software. Additionally, our 

approach focuses “on rating energy efficiency during the development process on an on-going basis” 

and is “based on well-known software testing approaches and [continuous integration], to take energy 

efficiency into account during the daily work of a software developer” [Kern et al. 2014]. Hence, in 

order to meet the requirements of practitioners [Groher and Weinreich 2017], our approach for energy 

efficiency measurements can be adapted in existing working structures very well. Furthermore, the 

approach can also be used to compare the energy consumption of two or more software products that 

perform the same task (e. g. standard software like word processors or databases). 

The approach is based upon a measurement setup that follows ISO/IEC 14756, as introduced in 

[Dirlewanger 2006]. It allows the recording of the energy consumption of a system under test (SUT), 

which runs the software that is to be measured. A power meter measures the energy consumption of 

the SUT while it runs the software. Then, a workload generator provides and controls the tasks 

performed by the software on the SUT in a usage scenario. During the scenario, the SUT can 

additionally monitor its hardware usage statistics (CPU, RAM, HDD, Network traffic, etc.). If the time 

of all three systems that collect data (SUT, power meter and workload generator) is synced, the data 

that is collected this way can easily be aggregated and evaluated by means of timestamps attached to 

the data. Figure 2 depicts the measurement setup. 

 

Figure 2. Setup for measuring power usage and hardware utilization of software 

(based on [Research Project "GREENSOFT" 2014]) 

Using this setup, we can easily measure the energy consumption and hardware utilization of 

software and compare two software products that perform the same task in a usage scenario. These 

scenarios need to be tailored to the software product to be examined (e.g. for interactive software like 

browsers different scenarios are needed than for non-interactive software like databases) and the 

questions to be answered (e.g. the comparison of two or more software products vs. the changes of one 

software product over time vs. measuring individual functionalities, etc.). Furthermore, if the SUT that 
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is measured is a continuous integration server and the usage scenario consists of  the unit tests of a 

software under development, the developers can be provided with a continuous history of the power 

and hardware consumption during the development phase. An approach for this idea is presented in 

depth in [Drangmeister et al. 2013; Kern et al. 2013a]. 

To provide an idea of the measurement method and results, in the following we describe an 

exemplary measurement that we conducted to compare two software products, in this case word 

processors. The main goal of the measurement was to create a measurement that allowed us to 

compare the energy consumption and hardware usage of the two products. Hence, we created a usage 

scenario for this purpose. This scenario is supposed to emulate a user of the software product as 

realistically as possible. Thus, we first analyzed the tasks that are usually carried out with the products 

(e.g. typing and formatting text, inserting graphics, creating and updating references and a table of 

contents, etc.). Then, we checked these tasks against functionalities which may, according to expert 

opinion, induce high energy demand or high resource utilization (e.g. saving and loading, search and 

replace, spell-checking, etc.). Additionally, we needed to ensure that all selected actions could be 

executed with both software products and that the result (in this case the exported .pdf document) is 

identical for both products. We then measured the energy consumption and hardware utilization of the 

SUT while performing the scenario (duration approx. 10 minutes), as described above. Thus, the same 

work was done with each software product and we could compare the average energy consumption 

and hardware utilization for this scenario. To ensure that we really measured the energy consumption 

of the software products, we additionally switched off all possible background processes (like virus 

scanners, updates, indexing processes, etc.). Furthermore, we repeated the measurements 30 times and 

took the average to mitigate the impact of outliers. As an example, Figure 3 shows the resulting graph 

of the energy measurement. 

 

Figure 3 Comparison of word processors: per second average of power consumption 

From the measured average power consumption, we calculated the consumed electrical energy 

[Wh]. Here, it is obvious that word processor 2 consumed more energy, which was also confirmed by 

the fact that it took longer to generate the wanted .pdf and that the hardware utilization (especially 
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CPU) during the scenario was higher as well. In this case, word processor 2 used on average 16.72 Wh 

and word processor 1 only 14.43 Wh. 

In general, the measurement method is one possible tool in the field of green software 

engineering and, thus, belongs to the fourth part of our GREENSOFT Model (Figure 1). Furthermore, 

the software energy measurements could create an informative basis for many stakeholders, like 

programmers, users, purchasers, etc. Just to give an example how the measurements can be interesting 

for programmers: Maevsky et al. present an experiment to show that the “power consumption  

increase[s] in a mobile device after its being infected by malicious software.” [Maevsky et al. 2017] 

Our idea is to use the measurement results as part of a set of criteria, an eco-label for software 

products could rely on. Thus, this opportunity for use seems to be especially interesting for purchasers, 

but also for users. The following section will present the labelling approach in a more detailed way. 

3.2 Distribution & Usage: Labelling Green Software Products  

Eco-labels are supposed to provide information on the environmental friendliness of products to 

purchasers and users of these products. Different studies show that these approaches can be considered 

to be successful [United Nation Environment Programme 2003; Lago and Jansen 2010]. Referring to 

the GREENSOFT Model, depicted in Figure 1, eco-labels are attributed to “Sustainability Criteria and 

Metrics” and “Recommendations and Tools”. Depending on the point of view, even the “Life Cycle of 

Software Products” might be relevant in the context of eco-labelling software products. 

 

 

Figure 4. Results of the question “Can you imagine taking ‘grading of the environmental impact of the product’  
as a criterion while searching for a software product?” 

However, as far as we know, there is no standardized label or any similar form of characterization 

for green software products, so far. According to our survey we conducted in 2016, the interest in such 

an eco-label is given [Kern 2018]. The potential of such a label is also present: in the USA, energy 

savings comparable to the energy consumption of ten million households have been achieved by 

Yes, I can imagine doing so (23.2 %)

Yes, I can imagine doing so if the
functionality of the product is the same
between different vendors (51.1 %)

Yes, I can imagine doing so if the
certification is reliable (19.9 %)

No, I cannot imagine that (5.8 %)
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purchasing and using of products certified by the ENERGY STAR in 2002 [United Nation 

Environment Programme 2003]. 

 

Figure 5 Procedure approach for developing sustainability criteria for software 

In order to develop a label for green and sustainable software products, specific criteria, upon 

which a label could be based, are required [Kern et al. 2015a]. Figure 5Figure 1 depicts the procedure 

to create such a set of criteria. 

Since there are Green IT labels referring to hardware products (e.g. ENERGY STAR, Blue 

Angel, TCO Certified), we analyzed the corresponding awarding guidelines, in order to find 

possibilities to transfer them to software products (Figure 5, Step 1: “Collection of hardware criteria” 

and Step 2: “Deduction of software criteria”). Additionally, we reviewed existing literature on criteria 

for sustainable software products and added further ideas for criteria. We focused on environmental 

aspects and the usage phase of a software product. Thus, the frame for the eco-label in mind can be 

summed up as follows: 

1. The label should be awarded to environmentally friendly products, i.e. the underlying criteria 

should evaluate environmental impacts of the product but not include social or economic 

aspects. 

2. It should be awarded to the product itself, i.e. without the development and distribution 

process, the surroundings, and the developing organization. 

3. It should be awarded because of “green in software” aspects. This means the product itself 

should be as environmentally friendly as possible. Products that support environmentally 

friendly processes, or rather make them more environmentally friendly (“green by software”), 

but are not green themselves should not be included. 

Starting with these three principles, we adjusted the criteria collection (Figure 5, Step 3: 

“Selection of criteria”). Additionally, as proposed by Mazijn et al. [Mazijn et al. 2004], we evaluated 

the resulting criteria collection by their relevance (Is the aspect relevant for software products?), 

measurability (Is it possible to measure the aspect through currently existing methods?), feasibility (Is 

it possible to provide information on the fulfillment of the aspect for software products?), and 

discrimination (Is the aspect different to other aspects?). 

The selection process resulted in the following list of possible criteria for green and sustainable 

software products: 

• Backward compatibility 

• Energy efficiency 
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• Hardware efficiency 

• Hardware sufficiency 

• Independence of outside resources 

• Maintenance functions 

• Platform independence 

• Portability 

• Quality of product information 

• Transparency 

• Uninstallability 

The next step (Figure 5, Step 4) was to evaluate these criteria ideas. This was done by 

(1) evaluating the social interest in the proposed criteria and (2) proof of applicability. The social 

evaluation was done by our user survey, addressing users of software products [Kern 2018]. As a 

result, especially the efficiency aspects (77.5 % say “energy efficiency should be labelled”, 62.5 % say 

“hardware efficiency should be labelled”) and platform independence (56.9 %) raise the user’s 

interests. The result goes well together with the statement by Kharchenko et al. [Kharchenko and 

Illiashenko 2016]: “Energy saving and energy efficiency are the main characteristics of green 

computing.” 

In order to prove the relevance and verifiability of the criteria ideas, we evaluated the software 

products by measurements as described in Section 3.1. Besides black-box measurements (e.g. in case 

of resource and energy consumption), we used existing product information, research, and visual 

inspection for the evaluation of the criteria. The analysis of the tests includes a calculation of 

indicators of the proposed criteria, an evaluation of the selected information, a comparison within the 

product group, and a statistical presentation of the results. 

After the evaluation of the criteria collection, we structured, described, and operationalized the 

criteria. The result of the criteria development process is a set of criteria that is a basis for awarding an 

eco-label for software products3. 

4 Conclusion and Outlook 

Our contribution describes several approaches and procedure models, how green software can be 

classified and developed, and how different stakeholders like developers, purchasers, and end users 

can be supported. In doing so, we showed that the increasing demand of energy by information and 

communication technology (ICT) is caused by hardware, but software and algorithms induce this 

                                                      

3 http://green-software-engineering.de/criteria-catalog 

http://green-software-engineering.de/criteria-catalog
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consumption. Consequently, and looking at the complete life cycle of a software product, all phases 

from development, usage, and also disposal have to be considered. Besides several methodological 

and practical procedures, a deeper awareness for the role of software regarding energy and resource 

consumption is necessary, as well. In our contribution, we presented two exemplary concepts on how 

to increase this awareness for green software. Addressing especially software engineers, we propose to 

implement continuous energy efficiency measurements during the development phase. With regards to 

software users, we propose to create an eco-label for software products to inform about environmental 

issues of software products and thus create more transparency in this context. To be more concrete, we 

presented and evaluated criteria and indicators, upon which a label could be based. 

Future work will test further software products and also modules regarding their “greenness”. The 

overall goal is that these developed criteria are applied on a regular basis in software development 

processes like other non-functional requirements. This will reduce the energy and resource footprint of 

ICT and helps additionally to make software more efficient in several cases. 
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Abstract. The awareness for software as an important player regarding the energy consumption caused 

by ICT steadily increased in the past years. The impact of software on the energy consumption is also 

more and more accepted by the research community under the umbrella of sustainability in general. 

Nevertheless, the end user is still only slightly or not addressed in the research activities regarding the 

whole energy consumption of software over its complete lifecycle. Also other stakeholders, e.g. 

administrators, designers, developers etc., are not in the focus of creating awareness for the 

aforementioned topics. In this contribution, we therefore focus on ideas, approaches, and challenges in 

developing a general-purpose labelling process for green and sustainable software products and 

websites. At first we provide a literature roundup, followed by the elaboration of requirements for the 

creation of a sustainability label for software products in general based on already existing and new 

approaches. On a first attempt, we furthermore concentrate on a labelling process for sustainable as 

well as green websites and sum up with a discussion followed by an outlook on our future work. 

Keywords. green software; web engineering; eco-label 

1 Introduction and Motivation 

The research activities in the area of green and sustainable software and its engineering are steadily 

increasing. The topic resulted in many contributions, journals, conferences, and workshops. Two 

major focus areas in the aforementioned research field are based on the questions how ICT can 

encourage sustainability (“sustainable by ICT”) and how ICT itself can be more sustainable 
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(“sustainable in ICT”). In this context software is also an issue. It is, next to hardware, substantially 

responsible for the energy consumption caused by ICT as well as the positive impact of software in the 

context of sustainability in general. Hence, focusing on software aspects can be expressed by the terms 

“sustainable by software” and “sustainable in software”. We will dwell on corresponding definitions in 

section 3.1. 

For us the field of “sustainable by software” also covers the field of “green by software” since 

green spots on the environmental pillar of sustainability. Hence, when we talk about sustainable by 

software, green by software is also included in that. It is the same for green or rather sustainable (in) 

software. If one will concentrate just on the environmental part, the term “green” explicitly points that 

out. 

However, especially the attention of the energy consumption of software could be much higher in 

order to identify and implement additional potentials. In particular, the end user is only slightly or not 

addressed within these research activities. Indeed, its influence is high and should not be 

underestimated. “Up to 90 % of the energy used by ICT hardware can be attributed to the application 

software running on it” [GeSI, Global e-Sustainability Initiative et al. 2013]. This statement of the 

GHG Protocol is only one example showing the importance of the usage phase and therefore the user 

in the context of the energy consumption of software and the overall ICT. Above, e.g. Zhang et al. 

[Zhang et al. 2014] deal with the role of users regarding energy consumption focusing on mobile 

devices. 

Although the end user is in the focus of our work addressing all of the stakeholders, namely 

administrators, designers, developers, authors, and end users, makes sense to round up these activities. 

Here, possibilities how to create awareness upon the impact of software onto a sustainable 

development needs to be found. In our paper, we will focus on a possibility to address users and 

developers. 

One possibility to include users and developers in the activities around sustainable software is the 

development of a label for this kind of software. There could be a certification of software products in 

the sense of quality labels and based on standardized criteria. A certification body like the 

environment agency or another similar control board could award the sustainable software product. In 

that way information on sustainability relevant aspects are spread and the transparency for 

sustainability aspects of ICT can be supported. This approach is successfully proved for other product 

categories, e.g. household appliances, organic products, and consumables. Within the ISO 14000 

schema the International Organization for Standardization deals with environmental labels and 

declarations (ISO 14020 to 14025). Hence, a standardized certification process for sustainable 

software products should be laid on these declarations. In our paper we will not go into details of these 

documents because we focus on comparing existing approaches in sustainable software engineering. 

The standardization of the whole process is a vision of the future. 
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Our paper discusses requirements and existing as well as new approaches regarding a label for 

sustainable software products in order to point out the state of the research and next challenges in this 

context. The findings are mostly based on literature reviews, but also include new ideas. In addition to 

the general addressing of the challenges for labelling sustainable software products, the possibilities 

for a label for green websites are considered. Here, green web engineering [Dick et al. 2010] is seen as 

one specific part of sustainable software engineering. It bridges the field of web engineering and 

Green IT, especially focusing on the energy consumption of the web. 

The paper is structured as follows: Section 2 looks at the related work and research activities 

regarding sustainable software. Section 3 goes into issues being relevant in creating a sustainability 

label, shows up existing approaches, and compares them to be able to come up with new approaches. 

Section 4 and 5 concentrate on web engineering by presenting an approach for sustainable websites 

(Section 4) and afterwards having a closer look at green websites (Section 5). Section 6 states open 

questions and points of discussion. At last, Section 7 presents our conclusions including findings of 

our work and a short outlook for future work. Overall, the idea is to present the state of research as 

basis for further developments and to launch a further dealing with the topic, e.g. applying 

corresponding case studies. 

2 Related Work  

Based on the definition of sustainable software [Dick and Naumann 2010] and its advancements (e.g. 

Calero et al. 2013a; Penzenstadler et al. 2014; Schmidt et al. 2014), the research results comprise 

models and approaches specifying the topic of sustainable software development and analyzing the 

energy and resource consumption of software [Naumann et al. 2011; Lami et al. 2012; Calero et al. 

2013b; Mahmoud and Ahmad 2013]. Related to the software product itself there are approaches for 

criteria and metrics (e.g. Calero et al. 2013a; Betz and Caporale 2014; Penzenstadler et al. 2014). The 

evaluation and implementation of the criteria and metrics in practical projects is missing so far. 

Additionally, energy consumption measurements are an issue in the current research area. Here, for 

example, approaches of measuring the energy consumption of databases [Capra et al. 2010], virtual 

machines [Marcu and Tudor 2011], and mobile applications [Willnecker et al. 2014] exist. Another 

issue in energy efficient software development is the programming style and its relation to the 

resulting energy consumption (e.g. Noureddine et al. 2012; Sahin et al. 2012). A lack of current 

research approaches is the missing connection to real software usage. Thus, a next step is to develop 

usage scenarios in order to find suitable metrics and estimate the induced resource consumption over 

the whole life cycle of software products. This can result in classification for sustainable software 

products. 

Beside the different research activities and because of the relevance of the usage phase for the 

resulting energy consumption induced by software [GeSI, Global e-Sustainability Initiative et al. 
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2013] the end user should be involved into the activities of sustainable software. One possibility to do 

so is to visualize the energy consumption or rather the environmental impact. Here, some prototypes 

are already published: the browser plugin “(Green) Power Indicator” shows if the server a website is 

hosted on is operated with renewable energies [Naumann et al. 2008]. Wilke et al. [Wilke et al. 2012] 

present a marking system for the energy consumption of smartphone apps. Further green web 

initiatives exist online, e.g. co2stats1, Greenanalytics2, Greenfox3. 

3 Relevant Aspects and Approaches Regarding Sustainable 

Software 

3.1 Definition 

At first, in order to create a common understanding of the term “sustainable software product”, a 

clarification and distinction will be elaborated in the following. So far, one can find a few versions of 

definitions in the literature that are mainly representing the results of projects with slightly different 

foci [Dick and Naumann 2010; Calero et al. 2013a; Penzenstadler 2013; Penzenstadler et al. 2014; 

Schmidt et al. 2014]. At next, we will evaluate these definitions and bring them together to build a 

basis for a future standardization and potential labelling for sustainable software products. 

Dick et al. [Dick and Naumann 2010] published the first definitions for sustainable software and 

sustainable software engineering in 2010. Hence, the following definitions provide the basis for later 

published definitions: “Sustainable Software is software, whose impacts on economy, society, human 

beings, and environment that result from development, deployment, and usage of the software are 

minimal and/or which have a positive effect on sustainable development.” [Dick and Naumann 2010] 

and “Sustainable Software Engineering is the art of defining and developing software products in a 

way so that the negative and positive impacts on sustainability that result and/or are expected to result 

from the software product over its whole lifecycle are continuously assessed, documented, and 

optimized.” [Dick and Naumann 2010] 

Regarding the software product, Calero et al. [Calero et al. 2013a], Penzenstadler et al. 

[Penzenstadler et al. 2014], and Schmidt et al. [Schmidt et al. 2014] come out with additional 

definitions that include but slightly change the basic aspects of Dick et al. [Dick and Naumann 2010]. 

Whereas Dick et al. name explicitly the impacts on economy, Schmidt et al. drop this and point out the 

conservation of the nature and social fairness by laying emphasis on the “integrative” sustainability. 

Above that, they replace the “and/or” by “and” to underline the importance of long-term positive 

effects of the software product. The “by” aspect, that is to be seen as an addition in the definitions of 
                                                      

1 http://www.co2stats.com/faq.php 
2 http://greenanalytics.ca/ 
3 http://greencodelab.fr/en/content/greenfox-firefox-addon-to-measure-your-browser-consumption  
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Dick et al. and Schmidt et al., is focalized by Penzenstadler et al. They come out with “Software 

Engineering for Sustainability (SE4S)” and talk about the process that is supported by sustainable 

software. They highlight the purpose of the software product to support sustainability and reduce the 

characterization of the software itself to energy efficiency in the definition. However, Calero et al. see 

“sustainable” itself as a characterization for software products. They postulate to add sustainability as 

an additional non-functional requirement for software products. Hilty et al. [Hilty et al. 2015] also 

follow this approach. Hence, sustainability can be seen as a quality aspect that improves a software 

product. 

All authors agree on the fact that sustainable software engineering is a precondition to develop a 

sustainable software product. Next to the definition by Dick et al., Calero et al. published a definition 

for sustainable software development. This definition gives priority to a software development “in 

which resource use aims to meet product software needs” [Calero et al. 2013a] and ecological 

sustainability. In contrast to Dick et al., they do not mention life cycle assessment aspects at all. 

Summarizing, the different definitions have the following aspects in common: (1) environmental 

and resource protection as well as (2) supporting sustainable development including the three pillars of 

sustainability, but setting priorities. Overall, it is negligible on which one of the sustainability models 

the definition is based on since the overall aim is the same. A holistic view is important. 

3.2 Identification of Criteria 

If there is a common understanding for sustainable software products, the next step is to identify 

criteria. Here, the state of research is similar to the definition part. Many contributions deal with 

possible criteria, that can be brought together to find a common basis [Albertao et al. 2010; Capra et 

al. 2011; Taina 2011; Agarwal et al. 2012; Calero et al. 2013a; Calero et al. 2013b; Kern et al. 2013; 

Penzenstadler et al. 2014; Abdullah et al. 2015]. Indeed, an evaluation of the proposed criteria in the 

field is missing. Following, we will give an overview of the current status in theoretical elaborations 

and show how the approaches can fit together. By showing possibilities how to bring the criteria 

together and analyzing overlaps and specifics we will show up possibilities for structuring the criteria. 

The review will be laid on the criteria presented in the Quality Model for Green and Sustainable 

Software [Kern et al. 2013], complemented by results of newer publications. Hence, we will not 

describe the criteria in detail but reference corresponding publications instead. The aim is to create a 

basis for drawing up evaluations of identified criteria. The collection does not list must-have criteria 

for sustainable software products but presents possibilities that need to be further developed. 

In order to structure criteria for sustainable software products, mainly the following approaches 

can be found: (1) structuring based on the three pillars of sustainability, (2) mapping the criteria onto 

the life cycle of software products [Albertao et al. 2010; Naumann et al. 2011] and/or onto (3) first-, 

second- and third-order effects [Naumann et al. 2011], and (4) dividing them into categories like (a) 
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common quality criteria, directly related and indirectly related criteria [Kern et al. 2013], (b) process 

and product aspects [Penzenstadler 2013] or (c) resource-oriented and well-being oriented 

sustainability indicators [Betz and Caporale 2014]. In many cases the approaches present criteria 

completed by sub criteria or sub characteristics [Taina 2011; Calero et al. 2013a; Kern et al. 2013]. 

Beyond that, the criteria are connected with either “sustainable in ICT” or “sustainable by ICT” 

[Naumann et al. 2011; Penzenstadler 2013]. They have either a positive or a negative impact on 

sustainable development. 

 

Figure 1 Draft of identified criteria for sustainable software products mapping to Efficiency, Feasibility & Perdurability 

For the purpose of finding criteria for sustainable software products on which a label can be based 

on, a summary of the specific criteria that can be found in the given literature is necessary. Summing 

up the different categorizations for sustainability criteria we come to three keywords that cover all of 

the known approaches: Efficiency, Feasibility, and Perdurability. In order to specify these, Feasibility 

is separated into resource-oriented Feasibility focusing on environmental impacts and well-being 

oriented Feasibility focusing on social impacts. These main criteria for sustainable software have to be 

specified in greater detail by dedicating suitable criteria. By rating the sub criteria the degree of 

fulfillment of the main criteria can be analyzed. 

In Figure 1 we mapped the found criteria to the proposed main criteria and separated them by the 

development and the usage phase. The results of analyzing approaches for sustainability criteria are 
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not summed up or ordered to show the existing criteria flood. Moreover, the presented collection is not 

intended to be exhaustive. 

It is obvious that the complexity to sort them is quite high and it is a big challenge to come to a 

standardization in this context. Hence, in order to specify the main criteria by finding corresponding 

sub criteria it is important to be sure about the aim and the focus of the label. The specification might 

also depend on the kind of software that should be labelled. As soon as these questions are answered 

and thus the general set-up for a label is defined, an award guideline has to be developed based on the 

criteria. 

3.3 Form of Representation 

By analyzing currently existing eco-labels we found a lot of representations: (1) standardized labels 

including required by law vs. voluntary, (2) differentiated vs. specific vs. multidimensional, and (3) 

many designs for labels for (a) products, (b) producers, and (c) branches. Moving forward in creating 

more and more labels leads to an information explosion users cannot handle. Hence, not only the 

definition and criteria need to be clear but also the form of presenting these product characterizations. 

In order to create a recognition value the following approaches for forms of representation of the 

sustainability of software products will be described with international examples of eco-labels. 

1. Quality classes similar to the Green Power Indicator4: One has to define general quality 

criteria that have to be fulfilled by all of the sustainable software products. Additionally to 

that, the product can be ranked higher if it meets more criteria than the basic ones. This 

grading can be presented by different colors, e.g. green, yellow, and red. 

2. Presenting a statement for the labelling similar to the Blue Angel5: Here, the environmentally 

friendly aspect of the specific product, meaning the protective goal, is directly shown on the 

label, e.g. “protects humans and the environment”. 

3. Neutral label without presenting any grading or statement similar to the Energy Star6 or the 

EU Ecolabel7: The label helps to identify sustainable software without giving any information 

about criteria. 

4. Declaration of the average induced CO2 emissions similar to the Carbon Footprint Label of 

UK Carbon Trust 8 : They differ between the Reduction CO2 Label communicating the 

measurement of the carbon footprint and the commitment to reduce it on the one hand and the 

CO2 Measured Label communicating just the first aspect. The consideration can also be 

expanded by all of the greenhouse gases resulting in a GHG footprint. Above, the footprint of 

                                                      

4 http://www.green-software-engineering.de/en/software/powerindicator.html 
5 https://www.blauer-engel.de/en/our-label-environment 
6 http://www.energystar.gov/ 
7 http://ec.europa.eu/environment/ecolabel/ 
8 http://www.carbontrust.com/client-services/footprinting/footprint-certification/carbon-footprint-label 
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the whole software development project or the footprint of the software product itself can be 

calculated. This form of representation might be a way to achieve transparency and awareness 

for sustainable software products, but it covers only one specific aspect of sustainability. 

5. Declaration of the average induced energy consumption similar to the EnerGuide Label9 of the 

Government of Canada: Instead of presenting the CO2 emissions it labels and rates the energy 

consumption or energy efficiency of specific products. Indeed, this does not cover the whole 

aspects of sustainability either. 

6. Combination of different forms of representation similar to the EU Energy Label10: It is a 

uniform label in all EU28 members that states and presents a rating of the energy efficiency of 

the product by classes mapping to colored arrows. Additionally, the energy class, the 

supplier’s name or trademark and model identifier as well as the annual energy consumption 

are given. Pictograms highlight specific characteristics depending on the product that is 

labelled. 

3.4 Target Groups 

In order to analyze potentials for labelling sustainable software products, one has also to look after the 

target groups. Who can benefit from a label? 

• Developers are interested in labels for libraries and tools like integrated development 

environments. They are also general interested in the criteria in order to consider them during 

the development. 

• Administrators are interested in labels, which help them to distinguish between different 

software products with similar functionality. They also want to know differences, e.g. in 

energy efficiency of frameworks, runtime environments, and operating systems. 

• End Users normally use a software product only on one computer / tablet / smartphone. They 

are interested in labels, which compare standard software like browsers, office software, etc. A 

label for custom software is not so relevant. They also might be interested in the question, how 

“green” a service or a website is. 

• Ecological activists are interested in criteria for Green ICT and how a label might improve 

sustainable development. 

• ICT companies are also interested in the criteria and want to know, how they can improve 

their products. They also want to increase their sales by labelling software. 

These ideas for target groups can be interpreted as small starting points for a broad target group 

analysis being implemented after the general set-up for the label is available. 

                                                      

9 http://www.nrcan.gc.ca/energy/products/energuide/12523 
10 http://ec.europa.eu/energy/en/topics/energy-efficiency/energy-efficient-products 
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3.5 Stakeholders 

Whereas the target groups comprise those who should be addressed in order to arouse their interests 

for the qualification, stakeholders are the ones without whose support the implementation of a 

qualification for sustainable software products would be pretty much impossible. Hence, both groups 

may overlap but follow different interests. Obviously, the individual persons in both groups are 

diverse by motivation, interests, personality, and initiative. Whereas the stakeholders are already 

interested in the specific field in general, the awareness of target groups for appropriate activities still 

needs to be created in most of the cases. However, it is important to consider stakeholders as well as 

target groups in developing a label for sustainable software products. The first one especially in order 

to push the development and the distribution of the label (and all the processes in there), the second 

one especially to bring awareness to it. 

Regarding the identification of stakeholders Penzenstadtler et al. [Penzenstadler et al. 2013] 

present four approaches of identifying stakeholders for sustainability in software engineering. Herzog 

et al. [Herzog et al. 2015] identified actors involved in Green IT innovations as they state that “actors 

can affect the whole life cycle of IT” [Herzog et al. 2015]. In order to find out the stakeholders in our 

context (labelling sustainable software products) both findings can be combined: the generic list of 

sustainability stakeholders by Penzenstadtler et al. [Penzenstadler et al. 2013] is based on five different 

dimensions of sustainability (individual, social, environmental, economic, and technical), whereas the 

approach by Herzog et al. only goes into the three pillar theory of sustainability as we did. Hence the 

list can be adapted and mapped to the development of a certification program for software. The models 

of innovation presented by Herzog et al. should be integrated as well. Thus, ideas how to move on and 

push the labelling activities forward might be a result. Another important aspect is that the 

identification of stakeholders needs to be evaluated by mapping concrete case studies to the theoretical 

findings in order to make the consideration as complete as possible. 

Just to come up with some ideas and clarify the stakeholder aspect in the context of labelling 

sustainable software product: First of all, we see the end user as the one who will gain information 

about sustainable software and its dimensions by presenting those aspects by a certification. Above, 

the company who is developing sustainable software product can make a name for herself being 

sustainable and can grant relief to their Corporate Social Responsibility. Indeed there are also those 

who are part of the software and sustainability activities and interpret a sustainability label as 

possibility to support and bring awareness to these activities. 

Overall we go with the final statement by Penzenstadtler et al. [Penzenstadler et al. 2013]: “We 

are positive that successfully identifying the stakeholders for sustainability will help ensure that this 

objective receives the deserved attention.” In our opinion this also holds true for the labelling process. 
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4 Consideration on Sustainable Websites 

After considering the comprehensive field of software, we will focus on websites in the following 

Sections 4 and 5 in order to reduce the complexity and present how the first step of breaking down the 

reference criteria to more concrete ones. Since web engineering can be seen as one specific part of 

software engineering, we will first reduce the domain by looking at websites instead of software 

products in general in the following section. The break down is not unmitigated and does not present a 

final solution. 

The basis of a sustainable website (product) is web engineering (process of developing the 

product) that pays attention to sustainability aspects. Hence, before going into details, the question if 

the website itself or the whole web engineering process including the product website should be 

labelled needs to be clarified. In a first step of labelling sustainable websites, we will focus on the 

product. Here, it is possible to evaluate the website as a black box. The next step could be a 

comprehensive evaluation of the whole process including aspects like the energy consumption of the 

infrastructure used for developing the website and business trips, belonging to the development of a 

website and commuters of the development team. 

Following the structure of Section 3, we will first present a definition for sustainable websites, 

followed by a suggestion for corresponding criteria and possible forms of representation. 

4.1 Definition 

A definition for sustainable websites should meet the identified aspects of sustainable software 

discussed in Section 2: environmental and resource protection as well as sustainable developments. 

Hence, the following definition based on [Dick and Naumann 2010] (see Section 5) is a first approach: 

A sustainable website is a website that is optimized in terms of a sustainable development over its 

whole life cycle. Negative direct and indirect impacts on sustainable development are reduced, 

positive impacts on sustainable development are supported. The impacts should be monitored over all 

life cycle phases. 

The definition is a first step to create transparency by being a basis to build on and it might help 

to create awareness of the different stakeholders including administrators, designers, developers, 

authors, and end users [Dick et al. 2010]. All of them are an issue in the context of web engineering 

and should be addressed. 

4.2 Criteria 

Criteria on how to characterize a sustainable website help to label a sustainable website and to realize 

the definition presented above. In order to get a first impression of how one can decide if a website is 

sustainable, we sum up some criteria inspired by the criteria collection presented in Figure 1 and the 
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cited literature. It is a first approach and needs to be further refined. The criteria for sustainable 

websites can be the basis for labelling websites. Overall, the different aspects can be classified as 

ecological, economic, and social criteria, based on the three pillars of sustainability. Some of the 

characteristics belong to more than one sustainability aspect. In order to find a connection to the 

criteria for sustainable software products and their engineering, we will match the criteria to 

Efficiency, Feasibility, and Perdurability. 

The following set of criteria helps to evaluate the degree of fulfillment regarding the Efficiency, 

Feasibility, and Perdurability of a website. The following list is by no means complete and not 

intended to be so. 

Efficiency “defines how software behaves when it comes to saving resources” [Taina 2011]. In 

our opinion this is applicable to websites. The following criteria specify and evaluate the Efficiency 

aspect in the context of sustainable websites. 

• File Sizes: The file sizes of the website content should be kept to a minimum, e.g. by 

compressing source code and minimizing images. Recommendations for actions can be found 

in [Dick et al. 2010]. 

• Number of Files: The number of files should be kept to a minimum, e.g. by combining 

separated files. 

• Data Transfer: The induced data transfer of the website should be kept to a minimum, e.g. by 

using caching. Recommendations for actions can be found in [Dick et al. 2010]. 

Feasibility considers how aspects of a sustainable development are supported [Taina 2011]. As 

presented in Section 2 we differentiate between resource-oriented and well-being oriented criteria. 

Resource-oriented Feasibility can be specified and evaluated by the following criteria: 

• Energy Type: The server hosting a sustainable website should be operated by renewable 

energy. 

• Energy Consumption: The energy consumption should be continuously monitored and 

optimized during the life cycle of a website. 

• Energy Management Options: The possibility to deactivate energy intensive content like 

animations should be given to the user. The user should be able to get the whole content of the 

website also without using the energy intensive functionalities. 

• Carbon Footprint: The carbon footprint specifies the amount of CO2 emissions caused by the 

website during its life cycle. It should be calculated and analyzed regularly in order to 

continuously reduce the induced emissions. 

Well-being oriented Feasibility can be specified and evaluated by the following criteria: 
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• Sustainability Support: Sustainability support especially concerns the content of a website. 

The support is given if the website presents for example a community for sustainability 

relevant topics or a knowledge base with articles on how to save energy and resources etc. 

This criterion mainly goes for sustainability by websites. 

• Accessibility: The website should meet the user’s needs to give accessibility to as many users 

as possible. For example colors as well as font sizes should be adaptable. In this context, Web 

Content Accessibility Guidelines are developed through the W3C process [Web Accessibility 

Initiative (WAI) 2008]. 

• Usability: Features that enable a website to be user friendly should be integrated. Usability 

guidelines list specific criteria to check the usability of a website, e.g. the guidelines published 

by The Website Standard Association [Website Standards Association 2008]. In order to keep 

the usability of a website on a high level usability tests should be applied regularly. 

Perdurability can be defined as “the degree to which a software product can be modified, 

adapted and reused in order to perform specified functions under specified conditions for a long period 

of time.“ [Calero et al. 2013b] Regarding websites the following criteria specify and evaluate the 

Perdurability aspect: 

• Maintainability: The maintainability of a website should be kept as high as possible. That 

means that it is possible to analyze and change the files in an effective and efficient way. Here, 

having a well-structured and thorough documentation of the website makes sense. Different 

kinds of documentation should be created: guidelines for administrators and guidelines for 

authors. The guidelines can help to maintain the site in a sustainable way regarding the source 

code as well as the content. 

• Adaptability: Adaptability belongs to aspects regarding user experience (1) as well as 

technical aspects (2). (1) In times of a huge amount of devices with various screen sizes, 

qualities, and usage scenarios, the website should be highly adaptable to meet the user’s 

expectation. For example, the site should adapt itself spontaneously if the screen changes from 

portrait to landscape mode or from small screens to bigger ones. (2) Next to direct user 

interactions as social aspect technical configurations influence the environmental part. Here, 

e.g. reduced bandwidth or higher energy consumption of cellular networks for data transfer are 

issues. For example, images of the mobile version of a website can be smaller by default. 

• Reusability: Reusability considers the aspect of using existing methods and code fragments of 

websites for different development projects. This gains importance both intern in a company 

and for cross-cutting projects in the World Wide Web, in other words it is more efficient to 

use the same methods for different websites as to create or rather load it again for each case. 

Overall, there needs to be more research regarding social aspects of websites, web engineering or 

rather software engineering in general [Johann and Maalej 2013]. Johann et al. focus on equal 
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opportunities and participation as social aspects. Economic aspects are even more important while 

including the whole web engineering process, the project, the organization developing the website, etc. 

As a next step the criteria need to be evaluated from a practical view, means reviewing if and how 

a website is checkable by this criteria and how a corresponding checklist as well as recommendations 

for actions can look like. This will be the basis for award guidelines for a label. 

4.3 Form of Representation 

Nowadays, the term “sustainability” is used in different ways depending on the specific context. 

Hence, the complexity how to understand the term the right way is high whereas the traceability is not 

given for most of the stakeholders. In order to react to this development the information about 

sustainable software needs to be clear. Thus, a label presenting this specific characterization of a 

software product should be expressive. Here, a label like the Blue Angel presenting the protective goal 

could be a good solution.  

Thinking of a label for sustainable software there might be differentiated label versions informing 

about the sustainable aspect (social sustainability, ecological sustainability, and economic 

sustainability) that should be highlighted and is fulfilled most. In that way the user gets to know why 

and how the specific product is sustainable. Another possibility is to use this statement to figure out if 

the software product itself is sustainable (sustainable in software) or if it supports sustainable 

development (sustainable by software).  

Above, a label with gradations seems to make sense for sustainable software products. So far, the 

development of sustainable software is just in the beginning and the different criteria might not be 

fulfilled completely. Different quality classes provide the opportunity to label a product that is 

sustainable in some aspects. Optimizations of the product arise as a result of progressing development 

of sustainable software engineering principles. 

5 Focusing on Green Websites 

Next to concentrating on a specific part of software products (here: websites), the complexity of 

creating a label for sustainable software products is additionally reduced by focusing on a specific 

sustainability aspect. Hence, we will have a more detailed look on possibilities of labelling green 

websites, meaning we will dwell on the ecological sustainability instead of including social and 

economic aspects additionally. The following considerations are based on our previous works. 

Focusing on websites corresponds to the results of Hilty et al. [Hilty et al. 2015]. They point out that 

traditional websites or web-based applications could be suitable for labelling. In our paper, we will 

predominantly consider websites providing information in a static way and using standard web 



Labelling sustainable software products and websites: Ideas, Approaches, and Challenges 

[Paper A] | 14 

technologies like HTML, CSS, etc. Criteria for green web content management systems and web 

applications can be found in [Dick et al. 2012]. 

Corresponding to the general consideration of aspects in the context of labelling sustainable 

software products in Section 3 and of the mapping to sustainable websites in Section 4, the following 

consideration will also dwell on a definition, criteria, and possible forms of representation. 

5.1 Criteria 

The complexity of finding criteria for a green website based on the presented definition with focus on 

the energy consumption is less than for sustainable websites. Hence, based on previously published 

results, we propose the following criteria for green websites: 

• Optimization of Content and Data Transfer: Applying green web engineering principles, like 

using caching, can have a positive impact on the energy consumption of the website [Dick et 

al. 2012]. It is important to continuously monitor the resulting effects of applying these 

principles to the induced energy consumption. 

• Optimization of Files: The criteria Number of Files as well as the File Size are important and 

influence the resulting energy consumption while using a website. We proofed this by 

different energy measurements [Dick et al. 2012]. Both, file number and file size, should be 

kept to a minimum. This minimum cannot be exactly defined and depends on the specific 

website. The files should be as much compressed as possible as far as the functionality is not 

reduced. 

• Optimization of Energy Aspects: Overall, energy is an interesting aspect seen from the view of 

ecology. On the one side, it is interesting which kind of energy is used to operate the server 

hosting the website (renewable energy or not). On the other side, the energy consumption 

should be continuously monitored and optimized during the life cycle of a website. Here, 

overlaps with the criteria Optimization of Content and Data Transfer exist. Additionally, there 

should be energy management options. A possible energy option for a website can be the 

deactivation of energy consuming content like animations without minimizing the presented 

information. Web advertising also looms large regarding the energy consumption while 

surfing a website [Simons and Pras 2010]. 

The proposed criteria belong to the website itself, meaning the product and not the whole 

engineering process and sum up some of the criteria listed separately in Section 4. Similarly to the 

discussion of sustainable websites, our first step of labelling green websites is to focus on the product. 

Afterwards, if implementing green web engineering principles and corresponding tools are 

established, the criteria could be extended to the whole process. For example that means that there 

need to be energy measurements of the website but no monitoring of the energy consumption of the 

whole project. 
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5.2 Form of Representation 

Since, in case of our definition, the focus of a green website is clearly set on energy consumption the 

label should also concentrate on this focus. Thus, we advance a neutral label similar to the Energy Star 

or a declaration of the average induced energy consumption. 

Indeed, to be able to realize a label presenting energy values based on measurements usage 

scenarios are necessary. So far, there are different approaches for energy measurements in the context 

of software [Amsel and Tomlinson 2010; Capra et al. 2012; Kern et al. 2013] but a standardized 

method to measure the energy consumption of websites is missing. In general, the information on the 

label is to be kept up to date. Caused by the already mentioned fast-moving nature of websites that 

leads to changing structure and content of the site it might be necessary to update the average resulting 

energy consumption more often than in case of other software products. 

Hence, a neutral label just informing about the green characterization of the website might be the 

first step towards more transparency in the context of the energy consumption of the Internet. In order 

to create a recognition value we recommend to identify an existing label and concrete the presented 

criteria to its standards. However, to do so commonly accepted criteria for green websites are 

necessary. The criteria presented above might represent a starting point to reach a common 

acceptance. 

6 Discussion 

As presented in our paper the core issue what exactly is meant by the term “sustainable software” is 

not answered yet but the different authors agree on the relevance of bringing sustainability to the ICT 

field and emphasize the impacts of software on the environment. Many contributions discuss this 

topic. We referred to a variety of them in order to find a common basis. The labelling process is 

complicated by different understandings and foci on sustainable software. Nevertheless, by presenting 

ideas and approaches on the way of labelling sustainable software products we wanted to demonstrate 

that the potential in this context is high – on condition that basic issues will be solved. The efforts of 

creating a label can be understood as challenges to solve the still arising questions. 

Hence, from our point of view the following questions gain a high importance: What are suitable 

criteria a label can be based on? How to represent these criteria in a reasonable way? Both, criteria and 

form of representation, do finally depend on the expectation of the label. In our paper we presented 

possibilities to find a solution for these questions. Indeed, the concrete aspiration of a label has still to 

be defined: Is the software product itself considered? Is the software development process considered? 

Is the whole life cycle of the software considered? Is the software company considered? 
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Regarding green websites we proposed to concentrate on the three aspects Optimization of 

Content and Data Transfer, Optimization of Files or Optimization of Energy Aspects (see Section 3). 

Here, the limitation is to concentrate on the environmental aspects or more specifically the energy 

consumption and considering the website itself, not the whole process behind. 

Indeed, these limitations are not yet defined for sustainable software. However, apart from 

defining the general set-up for a label and breaking the criteria to reach an awarding guideline, the 

criteria itself are proposals so far. To find generally accepted criteria, they need to be discussed and 

weighed. Exemplarily, we will discuss the aspects “rebound and efficiency” and “carbon footprint vs. 

privacy” in the following paragraphs.  

Additionally to the discussion of the criteria itself, further points of discussions will be mentioned 

in the outlook (Section 7). They are supplements to the addressed aspects (definition, criteria, form of 

representation, target groups, and stakeholders). 

6.1 Rebound and Efficiency 

Many of the criteria presented above are more or less about efficiency. Single aspects of the criteria 

are either minimized or maximized depending on the nature of the criteria. This is not only true for the 

Efficiency section, but also for the Feasibility and Perdurability sections, considering the properties 

Energy Consumption (see Feasibility) or Maintainability (see Perdurability) for example. Increasing 

the efficiency regarding those properties does not necessarily mean that a website in total causes less 

negative impacts, e.g. carbon dioxide emissions due to server operation, as it would have caused 

without any efficiency improvements. 

To reduce complexity, assume that the number of servers hosting a website is fixed. If there are 

efficiency improvements to the website, e.g. less data transfer and thus necessary server performance, 

it is possible to serve more visitors with the now available performance. As a result, in total, there are 

no savings at all. The emissions remain the same as without any efficiency gains. 

The same can be observed with efficiency gains regarding maintainability. Assume a maintenance 

department with a fixed number of employees who are responsible of maintaining a set of websites. If 

the maintainability of these websites is improved, the maintenance people can handle more websites in 

the same amount of time, but in total, the emissions caused by the required office space and 

infrastructure remain the same. Even if they do not handle more websites, there will be no savings as 

long as we do not fire any employees and release the then disposable office space (which will indeed 

have a negative social impact on the affected employees). 

Naturally one may argue that without efficiency gains one would have required more servers to 

serve the same amount of visitors or that one would have required more maintainers to maintain the 

same amount of websites, but just with efficiency gains without a total reduction, it seems to be 
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impossible to contribute to the EU countries’ goal announced at the UN 2014 Climate Change Summit 

of cutting carbon dioxide emissions to 40 per cent below 1990 levels by 2030 . 

One may ask, why our criteria are then sticking on efficiency properties to label a sustainable 

website or rather software. As others found and discussed before us, efficiency gains are necessary but 

not sufficient to achieve sustainability goals [Hilty 2012; Gossart 2015]. The effects discussed above 

are also known as rebound effects. A strong rebound effect may not only compensate, but also even 

overcompensate the initial energy savings achieved by gains in efficiency. Hence, to face rebound 

effects, it is not sufficient to simply consider efficiency properties. It is rather additionally necessary to 

keep an eye on the total savings.  

6.2 Carbon Footprint vs. Privacy 

Conducting a Carbon Footprint study is nothing new. Even for websites, it is possible to buy a service 

that calculates an ongoing Carbon Footprint calculation, called co2stats11. Despite the fact that this 

service is online since 2008 [TechCrunch Network 2008], nearly no information except the FAQ on 

their own website10 is publicly available, that describes how it exactly works. According to the FAQ, 

they collect data about the website usage, network traffic, as well as client computers, client location 

(to get an approximate of the energy mix) and used browsers of the visitors of a certified website. The 

Carbon Footprint is calculated continuously on the basis of the collected data. They claim to buy 

enough renewable energy certificates with your service-subscription to green the whole website, 

including approximated energy for the network traffic, as well as for the clients accessing your site. 

We do not want to discuss whether the co2stats method is suitable to green a website or not. 

Obviously, you need to collect huge amounts of data about your visitors (type of computer, browser, 

location, used network connections, accessed pages, usage time, etc.) to get an accurate carbon 

footprint estimation. All these data has to be stored and processed, which may introduce privacy risks, 

if the collected data is not anonymized instantaneously. However, according to EU privacy regulations 

(directive 2009/136/EC European Parliament 2009), it is generally necessary to obtain visitor’s 

consent before installing a cookie or some other technology necessary for tracking the actions of a 

visitor on a website. Whether or not such privacy risks may be acceptable for a sustainable website has 

to be further discussed. 

7 Conclusion and Outlook 

In our paper we summed up the aspects that are relevant while creating a label for sustainable software 

products: definition, criteria, form of representation, target groups, and stakeholders. In order to find a 

                                                      

11 http://www.co2stats.com/faq.php 
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common basis we compared existing approaches and extended them by own ideas. At first, we 

considered software products in general and focused on websites afterwards. Here, we proposed 

especially criteria and suitable representations for a sustainability label or rather an eco-label. The 

presented approaches need to be evaluated in corresponding case studies and duly appropriated. The 

discussion section highlights open questions and challenges. Overall, based on the previous sections 

and the literature cited we came to the following findings: 

1. In order to move forward in creating a sustainable software label it is necessary to define a general set-
up including: aspiration, object of investigation, considered sustainability aspect, focus of by- or in-
aspects. 

2. It is possible to combine existing approaches of definitions and criteria for sustainable 

software products and its engineering. A selection of these depends on the result of defining 

the set-up for a sustainability label for software. 

3. A differentiated label presenting details about the awarding basis and quality meets the 

expectations of the end users in the best way and should be a long-term result. A bold and 

simple label might be a first step and a starting point for advancements. 

Based on these findings the next steps in labelling sustainable software products should include 

the following activities: 

1. The demand and problems of a sustainability label for software products and its engineering 

need be discussed in general. 

2. The criteria for sustainable software products and projects need to be evaluated from a 

practical proof and broke down to checklists for developers and award guidelines for 

certification offices. 

3. The proposed criteria should be further proofed in perspective of quality criteria for software 

products and websites. So far they are primarily just laid on findings of sustainability 

informatics results. 

4. Possibilities for certification bodies (Who is awarding the software products?) need to be 

collected, compared, and evaluated. 

Overall, the listings of aspects regarding labelling sustainable software products need to be further developed. 
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Abstract. Issues of green computing, especially on the hardware side, arouse interest of scientific 

communities since several years. The number of scientific publications and research activities rises. 

This begs the question if resulting ideas, approaches, and findings find their way from science to 

society. Hence, similar to different researchers, we conducted a survey regarding corresponding issues. 

Since we focused on software users, we will compare our results to those addressing students, 

practitioners, and IT managers. The following paper will provide an insight into awareness of green 

software and green computing, present a user survey we conducted in the summer of 2016 in 

Germany, and approaches on how to create awareness to environmental issues of ICT, especially on 

the software side. 

Keywords. Green Computing, Eco-labelling, Awareness, Green Software 

1 Introduction 

Information and communication technologies (ICT) involve with a negative and a positive side: On 

the one hand, they have a significant impact on the worldwide energy consumption and global CO2 

emissions [Malmodin et al. 2013; Andrae and Edler 2015]. On the other hand, according to the 

#SMARTer2030 report [2015], “ICT can enable a 20% reduction of global CO2e emissions by 2030, 

holding emissions at 2015 levels”. Thus, it is “both a solution and a problem for environmental 

sustainability” [Selyamani and Ahmad 2015]. In order to strengthen the positive role of ICT, the 

Global e-Sustainability Initiative sees especially three important stakeholders: policymakers, business 

leaders, and consumers. [GeSI, Global e-Sustainability Initiative 2015] 

Overall, environmental issues of software comprise not only energy issues but also aspects of 

resource consumption (including e.g. hardware needed to operate a software product, adaptability of 

the hardware in use, and the way of delivery of the software product), issues regarding the potential 
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hardware operating life (like backward compatibility and platform independency), and characteristics 

of the software supporting user autonomy to enable a more environmental friendly way of using the 

products. In [Kern et al. 2015] we identified possible criteria for green software. 

We see the creation of awareness for environmental issues of ICT and especially software as the 

first step in moving towards a more environmental friendly way of using ICT. We agree with 

Ramachandiran [2012] in regards of awareness: “Awareness is a need to practice an idea of the new 

things. Without awareness, the practice does not do appropriately and adequately and the other way 

around”. In the context of green computing, Lago and Jansen [2010] differ between three kinds of 

awareness: “the direct environmental impact of executing software services (service awareness); the 

indirect environmental impact of their development process (process awareness); and the use of 

services to monitor and measure the two above, so to create people awareness).”. The following paper 

comprises all of them when talking about awareness. The focus is set on the view of end users (being 

consumers) and practitioners (being developers, managers etc.) to show possibilities “from science to 

society”.  

Thus, the following paper addresses the two questions: (i) Is there an awareness towards green 

computing and especially green software? (ii) How can the awareness towards these topics be raised? 

2 Awareness on green computing and green software 

While there are more and more scientific conferences, workshops, and journals addressing Green IT 

topics and integrate increasingly also green software aspects, the issues still gain little to no awareness 

by non-academics. Recent research activities “mainly focused on solutions for the IT industry and 

business, and neglected the end users” [Selyamani and Ahmad 2015]. The surveys we present in the 

following section prove these impressions and theses.  

Talking about “Green Computing” or rather “Green ICT” mainly sets the focus on hardware 

issues while software issues are directly named as “green software” or similar terms. Here, both 

aspects are included: the specific focus of the study in question is mentioned in the second column of 

the table (italicized). 

Table 1 Overview of studies addressing the awareness of green computing issues 

Target group Objective & focus Findings Source 

Programmers Do programmers know 
about energy consumption 
of software and how to 
reduce it although such 
issues are not addressed in 
education or trainings? 

“Programmers had limited 
knowledge of energy 
efficiency, lacked knowledge 
of the best practices to reduce 
energy consumption and were 
unsure about how software 
consumes energy” 

[Pang et al. 
2016] 

Practitioners Relationship between “Practitioners care about [Manotas et 
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research community and 
practitioners: same 
interests? Asking for the 
practitioners’ perspective to 
get a motivation and guide 
for green software 
engineering research 

energy but are not as effective 
as they could be at creating 
efficient applications.” 

al. 2016] 

Students in 
Mauritius 

Analyze the awareness of 
green computing (focus: 
hardware) among students 

“Students have a moderate 
knowledge about green 
computing but their everyday 
green computing practices are 
not satisfactory” 

[Dookhitram 
et al. 2012] 

Students in  
Malaysia 

Hardware focus: usage and 
selling of computers and 
related resources 

“Students have an average 
level awareness about green 
computing and their everyday 
practices are not satisfactory” 

[Selyamani 
and Ahmad 
2015] 

Buyer and 
supplier 

Analyze people’s 
awareness of software 
engineering issues 

“People are aware of the 
importance of energy efficient 
software, but lack information 
and resources to engage this 
topic.” 

[Ferreira 
2011] 

ICT Managers How do ICT managers 
implement energy efficient 
methods (focusing on 
hardware issues) in their 
organizations? 

“just over a third of 
organisations in Europe do not 
implement green IT practices” 

[Kogelman 
2011] 

 

Different surveys address the knowledge and awareness of green computing. They aim at target 

groups like programmers, practitioners, ICT managers, and students (Table 1). Especially the last ones 

were questioned in different projects. Here, the aim is to improve education and information activities 

in the context of Green IT [Dookhitram et al. 2012; Selyamani and Ahmad 2015]. After finishing their 

studies, the former students might bring their knowledge about green computing into companies and 

organizations. Here, ICT managers are in charge of implementing green strategies. This is why 

Kogelman [2011] surveyed ICT managers. For Manotas et al. [2016], the motivation for implementing 

an awareness study among practitioners in general was to gain insights for researching activities 

regarding green software engineering. 

Summarizing the findings of the considered studies, the knowledge about green computing of the 

interviewed programmers, students, practitioners, buyers, suppliers, and managers are a great deal. 

Most of them seem to have some knowledge. However, the lack of practice is large. The studies 

addressing students mainly focus on the hardware aspects and integrate software aspects just slightly 

(e.g. operating system and search engines [Selyamani and Ahmad 2015]) or concentrate on specific 

single concerns of environmental issues of software (e.g. energy [Ferreira 2011; Kogelman 2011]). 

Nevertheless, all of them provide an impression of the awareness of green computing and green 

software. Like Manotas et al. [2016] describe it, the studies “can motivate and guide green software 

engineering research”. 
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Indeed, a study addressing the group of software users was, as far as we know, missing. Thus, we 

conducted a survey on social interests in green software and acceptance factors influencing an eco-

label for software products. The study as well as its result is presented in the following section. Above 

that, we combine our findings with the results of the surveys listed in Table 1. 

3 User survey: environmental issues of software 

From August, 16 to October, 5 2016 we conducted a user survey addressing environmental issues of 

software and their certification. The overall aim was to bridge from science to society. This requires 

the knowledge about society’s interests. Thus, the data was collected via an anonymous online 

questionnaire, addressing German software users by asking the questions in German. 

3.1 Objectives and methodology 

The objective of the survey was to gather the aspects of green software that arouse social interest and 

factors that influence the acceptance of a possible certification of green software [Kern 2016]. Thus, 

the first step is to find out if there is awareness for environmental issues of software. In contrast to the 

other surveys, here, the focus target groups were end users of software. 

The questionnaire was divided into three sections: (1) factors of influence on the acceptance of a 

certification of green software products, (2) evaluation of possible criteria for an eco-label for software 

products, and (3) demographic characteristics. A total of 712 questionnaires were completed and used 

for data analysis. The data was analyzed using both, descriptive methods and correlations between 

variables. 

In the following, the results of section (2) and (3) are described. We start with the demographic 

data to first give an impression of the survey responders. The outcomes of section (1) are not presented 

in detail, since the paper focuses on the awareness of and interest in environmental issues of software 

instead of labeling them. 

3.2 Results 

Asked for their role in using software, most of the survey respondents (78.2 %) see themselves 

primarily as software users (possible answers: developer, user, purchaser, distributor, administrator, 

vendor, IT manager, and others). 55.8 % of them were female, 40.7 % male, and 3.5 % did not answer 

this question. More than two-thirds are between 20 and 39 years old (39.3 % are 20 to 29 years old, 

29.4 % between 30 and 39 years). About half of them have a higher university degree (48.3 %); 

52.5 % of the survey participants work in the context of natural sciences, geography and computer 

sciences. 
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Most of the respondents know the Blue Angel1 (94.0 %), whereas the other eco-labels that were 

part of the survey are known by 68.0 % in case of the ENERGY STAR2 and 10.3 % in case of the 

TCO Certification3. Only 4.6 % of the respondents did not know any of the three labels. However, 

there is quite a lack of knowledge regarding the details of the awarding criteria and awarded products. 

This could be interpreted as demand to better inform about these aspects and thus about environmental 

issues. Indeed, according to their answers, the survey participants have a high environmental 

awareness: 61.4 % of them are willing to pay more for organic products, 23.7 % catch up on 

environmental topics. 

In spite of the environmental interests and knowledge about corresponding labels, more than half 

of the participants of the survey never paid heed to an eco-label for software products (56.3 % “agree”, 

18,7 % “somehow agree”, 12,6 % “somehow do not agree”, 10.4 % “do not agree” to “I never cared if 

there is a certification of environmental issues of software.”). If there are two products and the 

costumers know just the one that is not labeled as “green”, they would buy the product that is not-

green but known instead of the green software product. (63.3 % agree). However, 23.2 % of the 

respondents can imagine taking “certification of environmental issues of the software product” as one 

possible buying criteria. 51.1 % would do that if there are products with the same functionality, some 

being “green” and others being “not green”. 

Comparing the results in respect to the gender, the differences between women and men are 

nearly the same in case of agreeing positions whereas the differences are bigger in negative responses: 

11 % of the men say that they cannot imagine that environmental issues of software can be a buying 

criterion for software while 2 % of the women object to this idea. 

In respect of the role of software usage, the following result occurs: Especially purchasers can 

imagine taking “rating of environmental issues” as a criterion while searching for software products 

(Fig. 1). However, the significance of this result is quite disputable, since just 13 participants 

characterize themselves as being primary a software purchaser. As mentioned, the main focus group of 

the survey were software users. Thus, they represent the biggest group of survey participants (78.2 %), 

followed by developers (11.5 %). Between these two groups, the distribution of the answers is quite 

similar. However, there is a marginal tendency towards “I cannot imagine doing so” in case of 

developers. 

According to the results, there seems to be an interest in environmental topics on the one hand 

(e.g. knowing eco-labels and taking them into account while buying products). However, on the other 

                                                      

1 https://www.blauer-engel.de/en (Blauer Engel) 

2 https://www.energystar.gov/ 

3 http://tcodevelopment.com/ 

https://www.blauer-engel.de/en
https://www.energystar.gov/
http://tcodevelopment.com/
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hand, these interests and awareness do not include environmental issues of software. In order to 

counteract here, the idea is to develop an eco-label for software. In the context of a project called 

“Sustainable Software Design”4, we are currently working on such a certification. 

 

Figure 1. Results of the questions regarding a possible selection criterion “environmental issues of software”, distinguished 
by the role in using software, leaving out vendors and distributors due to too little respondents (Question: „Can you imagine 

to take ‘grading of the environmental impact of the product’ as a criterion while searching for a software product?“) 

The second part of the survey addressed the question if the ideas for criteria developed in the 

project arouse social interests. The survey participants were asked if the criteria “should be labeled”, 

“should rather be labeled”, “should rather not be labeled” or “should not be labeled”. Overall, 

especially the aspects energy efficiency (77.5 % said that it should be labeled) and hardware efficiency 

(62.5 %) gain big interests. The idea to label platform independence and backward compatibility also 

seems to be attractive, whereas especially the criteria hardware sufficiency (35.4 % “should be 

labeled”) and quality of product information (31.6 %) are deemed less important to be labeled by the 

survey participants. Overall, the answers to the question “Which ones of these environmental issues of 

software should be labeled?” show that there seems to be a general interest for the presented aspects. 

3.3 Discussion and comparison 

Comparing our survey to the other studies introduced in section 2, we noticed that most of them relate 

eco-labels to Green IT contexts. The different studies show that many people generally know 

environmental labels. In our study, only 4.6 % of the respondents did not know any of the three labels 

(ENERGY STAR, Blue Angel, TCO Certification). Indeed, knowing the certifications is just one part 

of the intended awareness. More important seems to be that the products and information of the labels 

are also known and thus recognized in the purchasing processes. We observed a lack of knowledge in 

the products and even more in the criteria behind the eco-labels. Ramachandiran [2012] found a 

similar knowledge gap about ENERGY STAR products. 
                                                      

4 http://green-software-engineering.de/en/project/ufoplan-ssd-2015.html 

http://green-software-engineering.de/en/project/ufoplan-ssd-2015.html
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In case of the Malaysian students, about half of the interviewed persons consider the ENERGY 

STAR while purchasing new electronic devices and computer equipment (50 % of the non-ICT 

students agreed, 57 % of the ICT students agreed [Selyamani and Ahmad 2015]). Ferreira [2011] 

states that “58 % of respondents would use energy labeling in their software application selection 

process” (21 % would not). 

Indeed, so far, energy consumption of software or similar environmental aspects have not been 

connected to software products by the users. This is shown in the Green Software Awareness Survey 

by Ferreira [2011]. Our results confirm this as well. 

Overall, respondents state that the survey made them aware of the addressed topics (Ferreira 

[2011]: “Until today, I have never thought much about it, but it´s a very interesting subject.”; similar 

observations in our study) and lead to further consideration of green computing issues [Pang et al. 

2016]. This can be seen as a first step of bringing (mainly) scientific topics to society. Further 

approaches into this direction will be discussed in the following section. Generally, after informing 

about the topics, it seems to be very important to move from knowledge to acting. 

4 Approaches on how to create awareness 

Although there seems to be a general awareness of energy consumption of software and the potential 

for energy savings by optimizing these products (Ferreira [2011]: “98% of respondents believe that 

two pieces of software can have different energy consumption profiles for the same functionality”, 

“35% of respondents consider that there’s a large potential for savings. 34% of respondents consider 

that there’s a moderate potential for savings.”), neither do the programmers address nor do the user 

request energy efficiency to a great extent [Pang et al. 2016]. Above that, “[energy] concerns are 

largely ignored during maintenance” [Manotas et al. 2016]. Ferreira [2011] comes up with the 

following hypothesis: “Given the clear awareness, respondents are taking energy consumption into 

consideration when buying or developing software applications.” Thus, a lot of ideas on how to create 

this awareness have been published in the last years. They will be briefly presented in the following. 

4.1 Education 

According to Pang et al. [2016] the integration of green computing aspects in the education and 

training of programmers is just slightly implemented. Thus, one option to create a bigger awareness 

for green issues in the context of ICT, is to extend these topics in educational programs. Especially 

traditional IT projects should be addressed by these activities to show the link between algorithm and 

energy consumption [Pang et al. 2016] since, so far, “energy usage requirements are more common for 

mobile and data center projects” [Manotas et al. 2016]. Next to integrating these issues into teaching 

and education, universities and schools could set a good example. This could support the education 
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activities even if first studies could not show the positive effects [Selyamani and Ahmad 2015]. 

Furthermore, the information channels primarily used by students could also be used to spread 

environmental IT information [Dookhitram et al. 2012]. After leaving universities, the Green IT 

training should be provided by ICT organizations. According to Kogelman [2011] this is done in under 

half of the cases as stated by the surveyed ICT managers. 

4.2 Labels and information for end users 

Overall, labels like the ENERGY STAR, are mentioned quite often regarding the question how to 

create awareness for environmental topics [Lago and Jansen 2010; Zhang et al. 2014; Selyamani and 

Ahmad 2015]. According to Ferreira [2011] “46% of respondents classified the impact of energy 

labeling as strong or very strong”. Different studies point out that informing initiatives can increase the 

user awareness towards energy efficiency of software and consumer’s positive attitude towards green 

products. [D’Souza et al. 2006; Zhang et al. 2014]. As far as we know, there are some initiatives 

towards labeling green software [Kern et al. 2015]. However, a standardized eco-label is still missing 

in this context. 

4.3 Recommendations and information during development 

Since the programming phase seems to be important to monitor energy consumption (Ferreira [2011]: 

“58% of suppliers monitor energy consumption in the programming stage”), the programmers should 

be informed about green computing and software issues. Pang et al. (2016) point out that “[only] 18% 

of the respondents take energy consumption into account during software development.”. According to 

the same study, the energy consumption is more interesting for the programmers in case of mobile 

development (65 % vs. 12 % in case of software respond that it is a decision factor). So far, 

corresponding recommendations are missing. However, the practitioners are sure that they can learn 

about the improvement of the energy efficiency. [Manotas et al. 2016; Pang et al. 2016] Similar to the 

priorities of the respondents in our survey, the functionality of the software seems to rank first for 

programmers [Pang et al. 2016]. 

4.4 Other approaches 

Lago et al. propose to do continuous measurement and feedback to bring green knowledge to 

researchers and practitioners. Such services could “give feedback on the carbon footprint of SBAs 

[service-based applications] and of their end users”. A so-called “service greenery” can offer green 

software services via Web. However, these ideas are, so far, theoretical concepts. They need to be 

proven and brought to practice. [Lago and Jansen 2010] 

Another possibility to increase awareness for Green IT topics could be related policies 

[Dookhitram et al. 2012] or official legislation [Kogelman 2011]. According to Kogelman [2011] the 
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situation that European organizations did not implement Green IT practices is caused by the absence 

of official legislation and “no pressure from management or customers”. 

5 Conclusion and outlook 

Summarizing, the different studies show that the awareness for environmental issues of ICT could be 

higher. This is true for different roles in using hard- and software. There are approaches on how to 

increase the awareness. Some of them have been shortly described in this paper. Indeed, many of the 

proposed activities still need to be transferred from science to society. The Green IT knowledge of 

users, developers (including students and practitioners), and managers needs to be enlarged. They need 

(1) to know that ICT, including hard- and software, has environmental impacts, (2) to get information, 

tools, methods, and advice on how to transfer their knowledge into actions, and (3) to overall increase 

the awareness to these issues in their surroundings and organizations. Thus, the next steps in 

increasing the social interest in green computing should include activities that bring the research 

activities to industry, policy, education, and consumers. To do so, we will follow up on the 

development of an eco-label for software products, based on the results of our survey. 
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